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Author’s Introduction

Throughout my long journey with C++ since 1991 until now, I have witnessed many
developers express frustration over the complexities and challenges of programming

in this language. Despite its undeniable power and the distinguished status it

confers upon its users, C++ remains a relatively low-level language that demands

a deep understanding of hardware, system architecture, processor behavior, and the
distinctions between compiled and interpreted languages. These technical intricacies
make C++ a difficult language for many, especially those who prefer to avoid dealing
with such low-level details.

However, since around 2016, a new language named Rust has emerged as a promising
alternative, aiming to address many of the problems that both programmers and
companies face when using C++. These issues include unrestricted manual memory
management prone to subtle bugs, cumbersome compilation processes, legacy header file
challenges, unsafe multithreading and concurrency models, and the lack of an integrated
package manager to simplify dependency management and build processes.

Rust has made remarkable progress in tackling these concerns, while maintaining
execution speeds comparable to highly optimized C++ programs. This development
has sparked a spirited debate between supporters of both languages. The C+-+
community, proud of the language’s rich heritage spanning over three decades,
recognizes its critical role in powering complex software, operating systems, simulators,

programming languages, financial systems, and games. Meanwhile, Rust has attracted
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adoption by major companies seeking improved memory safety, safer concurrency,

and enhanced developer productivity—features that distinguish it even after many
improvements to C++ compilers and standards since 2011 through 2023.

As a seasoned C++ programmer, my initial allegiance naturally leans toward C++-.
Yet, I maintain a fair and open-minded view of modern technologies, including

Rust, which I have studied repeatedly over the years. Though my familiarity with

C++ and its ecosystem has often led me to pause my exploration of Rust, I have
recently committed to a deeper understanding and closer comparison between the two
languages.

This book is the product of that endeavor. With the aid of artificial intelligence

for gathering and cross-verifying information, and by meticulously documenting

all referenced sources, I have created this guide specifically for C++ programmers

like myself who wish to learn Rust from the perspective of their existing knowledge.
Throughout the book, I present both languages side by side, elucidating their features,
differences, and best practices to the greatest extent possible.

I hope this work serves as a valuable resource for myself and for the broader community
of C++ developers eager to expand their skill set with Rust. I also recognize that
relying on Al-generated content carries the risk of inaccuracies, so I encourage careful
review and validation of all material herein. Constructive feedback to improve this work

is most welcome.



Preface

Introduction

The landscape of systems programming has evolved dramatically in recent years. While
C++ remains a cornerstone language powering a vast array of applications from
embedded systems to high-performance computing, the emergence of Rust introduces

a modern paradigm focused on safety, concurrency, and developer productivity.

This book aims to bridge the gap between these two powerful languages, offering a
comprehensive and comparative educational guide that spans fundamental concepts to
real-world applications.

This preface outlines the motivation, goals, and scope of the book, providing a

foundation for readers embarking on this journey into modern systems programming.

Motivation for This Book

Despite decades of development, C++ remains one of the most widely used languages
for low-level and high-performance software. However, C++ inherits complexities
and risks tied to manual memory management and legacy features. Rust, created
by Morzilla and first released in 2015, aims to solve many of these issues through a

novel ownership model that enforces memory safety and thread safety at compile time,
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without sacrificing performance.

The motivation behind this book is to provide learners, from students to seasoned
developers, with a deep understanding of both languages, emphasizing their design
philosophies, strengths, limitations, and practical usage. Many programmers today

face the dilemma of choosing between these two languages or integrating both within
projects. This book serves as a guide to mastering the core ideas and features of C++
and Rust side by side, facilitating informed decision-making and fostering dual-language

fluency.

Goals and Audience

The primary goals of this book are:

1. Educational Depth and Breadth: To explain foundational programming
concepts, syntax, and idioms in both C++ (up to C++23) and Rust, supported

by comparative examples.

2. Practical Application: To illustrate real-world usage through hands-on projects

ranging from CLI tools to embedded systems and asynchronous programming.

3. Bridging Theory and Practice: To discuss low-level programming
fundamentals, resource management, concurrency, error handling, and language

interoperability.

4. Empowering Decision-Making: To help readers understand when to use C++,

Rust, or both, based on project requirements and constraints.
The intended audience includes:

o Newcomers to systems programming who want to learn modern approaches.
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o Experienced C++ developers curious about Rust and its ecosystem.

o Rust programmers interested in understanding C++ for interoperability and

legacy integration.

« Software architects and engineers aiming to make technology choices informed by

language capabilities.

Structure of the Book

The book is divided into seven parts, organized progressively:

o Part I: Introduction to Low-Level Programming

Historical context, language evolution, and philosophical differences.

o Part II: Language Fundamentals and Program Structure

Syntax, data types, control flow, functions, and references.

o Part III: Object-Oriented and Functional Programming

Classes, traits, polymorphism, and functional idioms.

o Part IV: Memory Management and Performance

RAII, ownership, smart pointers, and performance considerations.

o Part V: Error Handling and Debugging
Exception handling in C++, Result and Option in Rust, debugging tools.

o Part VI: Concurrency and Parallelism

Multithreading, asynchronous programming, synchronization primitives.

o Part VII: Development Tools and Project Management

Build systems, testing, documentation, and project organization.
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o Part VIII: Practical Projects in Both Languages

Hands-on applications such as calculators, web servers, and system monitors.

o Part IX: Advanced Topics and Language Interoperability

FFI, embedded systems programming, and cross-language integration.

o Appendices:

Syntax references, popular tools, glossary, recommended resources, and FAQs.

Why Compare C++ and Rust?

While C++ has a long legacy and extensive ecosystem, Rust offers fresh language

design ideas addressing contemporary software challenges:

o« Memory Safety: Rust's ownership system ensures safety without runtime

overhead, whereas C++ relies on programmer discipline and tools.

o Concurrency: Rust prevents data races at compile time, offering safer

concurrent programming.

« Tooling and Ecosystem: Rust integrates build, test, and documentation
tools (cargo) tightly, while C++ relies on a fragmented but mature tooling

environment.

By comparing and learning both languages together, readers can leverage the unique
advantages of each, writing safer, more efficient, and maintainable code.

Sources and References

This book draws upon the latest language standards, official documentation, and recent

research and industry trends post-2020, ensuring content reflects current best practices
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and modern language features.

Some key references include:

o ISO C++ Standards Committee publications and papers (up to C++23): https:
//isocpp.org/std/the-standard

o The Rust Programming Language Official Book (2021 Edition): https://doc.
rust-lang.org/book/

« Rust Language Reference and RFCs: https://rust-lang.github.io/rfcs/
e Morzilla Research on Rust: https://research.mozilla.org/projects/rust/
o LLVM and Clang Compiler Infrastructure: https://11lvm.org/

 Stack Overflow Developer Surveys (2021-2024): https://insights.

stackoverflow.com/survey

e Modern Systems Programming articles and benchmarks (Phoronix, Brendan Goh,

JetBrains reports)

Acknowledgments

I extend my gratitude to the open-source communities of both C++ and Rust, whose
continuous innovation and contributions make this comparative study possible. Thanks

also to the educators, authors, and language designers whose work inspires this guide.

Final Words

Embarking on mastering both C++ and Rust offers a unique and rewarding challenge,

unlocking new perspectives on system-level programming. This book will serve as a


https://isocpp.org/std/the-standard
https://isocpp.org/std/the-standard
https://doc.rust-lang.org/book/
https://doc.rust-lang.org/book/
https://rust-lang.github.io/rfcs/
https://research.mozilla.org/projects/rust/
https://llvm.org/
https://insights.stackoverflow.com/survey
https://insights.stackoverflow.com/survey
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steady companion on that journey, providing insights, tools, and practical examples

to empower you as a modern developer.



Part 1

Introduction to Low-Level

Programming
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Chapter 1

Why Do We Need Languages Like
C++4 and Rust?

1.1 High-level vs. low-level programming

1.1.1 What Is a High-Level Language?

o Abstraction and Readability: High-level languages offer strong abstraction
from hardware. They feature human-readable, English-like syntax and automatic
memory management, making them easier to write, debug, and maintain
compared to low-level languages
simplifycpp.org

Coursera Community.

o Portability: These languages are generally architecture-agnostic, allowing code
to run across different platforms without modification

DEV Community.
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https://simplifycpp.org/?id=a0575
https://www.coursera.org/articles/high-level-programming-languages
https://dev.to/devcorner/high-level-language-vs-low-level-language-a-detailed-comparison-29ga
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o Development Productivity: High-level languages include built-in libraries,
exception handling, and runtime support that accelerate development and error
handling
DEV Community

Coursera.

Typical examples include Python, Java, JavaScript, and C++ (although C++ straddles
the mid-/high-level boundary)

stackoverflow.com.

1.1.2 What Is a Low-Level Language?

o Minimal Abstraction: Low-level languages—Ilike assembly or machine code—
are closest to the hardware, offering direct control over CPU instructions and
memory layout

en.wikipedia.org.

« Efficiency and Performance: Because they avoid abstraction overhead,
low-level languages enable maximum runtime efficiency and minimal binary size,

important for resource-constrained or performance-critical systems

WIRED.

« Hardware Awareness: Programmers must understand CPU architecture,
registers, and memory addressing. This creates steeper learning curves and less
portability
baeldung.com

en.wikipedia.org.

Assembly language remains relevant in domains like embedded systems, operating

systems, and performance-critical code (e.g., high-frequency trading)


https://dev.to/devcorner/high-level-language-vs-low-level-language-a-detailed-comparison-29ga
https://www.coursera.org/articles/high-level-programming-languages
https://stackoverflow.com/questions/3468068/whats-the-difference-between-a-low-level-midlevel-and-high-level-language
https://en.wikipedia.org/wiki/Low-level_programming_language
https://www.wired.com/story/rust-secure-programming-language-memory-safe
https://www.baeldung.com/cs/high-level-vs-low-level-languages
https://en.wikipedia.org/wiki/Systems_programming
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investopedia.com

en.wikipedia.org.

1.1.3 Mid-Level / Hybrid Languages — Where Do C++ and
Rust Fit?

o Mid-Level Spectrum: Languages like C and C++ are often called mid-level—
they combine higher-level abstractions such as functions, loops, types, with the
ability to manipulate memory and system resources explicitly

CodeGym

en.wikipedia.org.

o C++4: Offers RAII (Resource Acquisition Is Initialization), manual memory
control, templates, and direct hardware access. It remains the standard for
systems programming where control is critical
en.wikipedia.org

en.wikipedia.org.

« Rust: Designed to offer low-level control comparable to C++ while enforcing
memory and thread safety at compile time. It uses the ownership and borrowing
system rather than a garbage collector to manage safety without runtime
overhead

arxiv.org.

— Rust is “the first industry-supported programming language to overcome
the trade-off between the safety guarantees of higher-level languages and
the control over resource management provided by lower-level systems
programming languages”

cacCIn.aci.org.


https://www.investopedia.com/terms/a/assembly-language.asp
https://en.wikipedia.org/wiki/Systems_programming
https://codegym.cc/groups/posts/18436-low-medium-high-level-what-are-the-types-of-programming-languages-and-how-it-affects-the-compl
https://en.wikipedia.org/wiki/System_programming_language
https://en.wikipedia.org/wiki/System_programming_language
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://arxiv.org/abs/2209.09127
https://cacm.acm.org/research/safe-systems-programming-in-rust/
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— Recent benchmarks show Rust’s performance is on par with C++ for
everyday data structures and algorithms, sometimes even faster, with zero
runtime cost for its safety checks

arxiv.org.

1.1.4 Why Is This Distinction Important?

e Choosing the Right Tool: For rapid development or portability, high-level
languages serve best. For performance, low-level control, and resource-critical
contexts (e.g., OS kernels, embedded systems, game engines), mid- or low-level
programming becomes essential
dzone.com

en.wikipedia.org.

o Rust’s Niche: As system libraries and OS components increasingly migrate
from unsafe languages, Rust is becoming widely adopted in sectors demanding
memory safety and performance: for example, Linux kernel subsystems and major
companies like Microsoft, Google, Amazon have integrated Rust components
starting from 2019-2022
WIRED.

1.1.5 References and Sources

1. GeeksforGeeks: Difference Between High-Level and Low-Level Languages
(updated ~3 weeks ago) — high-level vs. low-level definitions and trade-offs
GeeksforGeeks:
https://www.geeksforgeeks.org/computer-science-fundamentals/

difference-between-high-level-and-low-level-languages/


https://arxiv.org/abs/2209.09127
https://dzone.com/articles/difference-between-high-level-and-low-level-progra
https://en.wikipedia.org/wiki/Systems_programming
https://www.wired.com/story/rust-secure-programming-language-memory-safe
https://www.geeksforgeeks.org/computer-science-fundamentals/difference-between-high-level-and-low-level-languages/
https://www.geeksforgeeks.org/computer-science-fundamentals/difference
https://www.geeksforgeeks.org/computer-science-fundamentals/difference
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. Coursera article (Oct 2024): Low-Level vs. High-Level Programming Languages —
clear breakdown with examples and modern updates
GeeksforGeeks .

. DEV Community post (March 2025): High-Level vs. Low-Level Language —
updated comparison, portable vs. performance trade-offs
DEV Community.

. Wikipedia: High-Level Programming Language article (published ~2 months ago)
— talks about abstraction penalty, architecture agnosticism

en.wikipedia.org.

. Wikipedia: Low-Level Programming Language (published ~3 weeks ago) — precise
hardware control, efficiency trade-offs

en.wikipedia.org.

. Wikipedia: Systems Programming Language (published ~2 weeks ago) — systems
programming definition, role of C++/Rust

en.wikipedia.org.

. MPI-SWS paper Safe Systems Programming in Rust (2021, Communications of
the ACM) — Rust as first language balancing safety with control

acmwebvmO1.acm.org.

. IndustryWired article (1.2 yrs ago): Rise of Rust in system programming —
comparing Rust’s safety and efficiency

industrywired.com.

. Ars performance benchmark (2022): Is Rust C++-fast? — empirical comparisons
of performance between Rust and C++

arxiv.org.


https://www.geeksforgeeks.org/computer-science-fundamentals/difference-between-high-level-and-low-level-languages/
https://dev.to/devcorner/high-level-language-vs-low-level-language-a-detailed-comparison-29ga
https://en.wikipedia.org/wiki/High-level_programming_language
https://en.wikipedia.org/wiki/Low-level_programming_language
https://en.wikipedia.org/wiki/System_programming_language
https://acmwebvm01.acm.org/magazines/2021/4/251364-safe-systems-programming-in-rust/fulltext
https://industrywired.com/rise-of-rust-why-its-becoming-the-go-to-for-system-programming/
https://arxiv.org/abs/2209.09127
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10. Wired News (Nov 2022): Rust adoption by Microsoft, Google, AWS and Linux
kernel
WIRED.

1.2 Where High-Level Languages Fail in Systems

Development

1.2.1 Limited Hardware Control and Low-Level Access

High-level languages like Python and Java abstract away direct hardware interaction.
They cannot directly manage memory addresses or CPU registers, which are essential
for systems programming. Operating systems, device drivers, and other kernel-level
components require precise control that these languages don’t provide ([GeeksforGeeks,
2025])

GeeksforGeeks.

For example, Python lacks native access to system-level interfaces, garbage collection
introduces inefficiencies, and its interpreter layer prevents direct memory addressing—
making it unsuitable for OS kernels or drivers ([GeeksforGeeks, 2025])

GeeksforGeeks

learnxyz.in.

1.2.2 Performance Overhead from Abstraction and
Interpretation
High-level languages introduce significant performance penalties due to interpretation,

runtime environments, and garbage collection. This overhead leads to slower execution

speed and larger memory footprints relative to compiled low-level or mid-level


https://www.wired.com/story/rust-secure-programming-language-memory-safe
https://www.geeksforgeeks.org/why-python-cannot-be-used-for-making-an-os/
https://www.geeksforgeeks.org/why-python-cannot-be-used-for-making-an-os/
https://learnxyz.in/python-as-a-systems-programming-language/
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languages ([Quanswer, 2023])

quanswer.com.

Specifically, the “abstraction penalty” refers to extra runtime cost from bounds checks,
virtual dispatch, runtime type checks, and automatic memory safety features that
reduce performance ([Wikipedia, 2025])

en.wikipedia.org.

1.2.3 Memory Management and Unpredictable Latency

Automatic memory management in high-level languages simplifies development but
imposes unpredictable latency, making them unsuitable for real-time or latency-critical
systems. Garbage collection pauses may lead to unacceptable lag in embedded systems
or kernel modules ([TurnOsearch3, 2025])

dev.asburyseminary.edu.

Furthermore, high-level automated management restricts programmer control over

allocation and deallocation timing, which is vital in low-level systems development.

1.2.4 Inadequate Debugging and Traceability of Low-Level

Behavior

High abstraction layers in high-level languages make it difficult to trace how high-level
constructs map to machine instructions. Debugging system-level issues—such as buffer
overflows or race conditions—becomes opaque and unreliable, because the runtime
environment handles many low-level behaviors invisibly ([Techwalla, 2025])
techwalla.com

digitalthinkerhelp.com.


https://www.quanswer.com/en/disadvantages-of-high-level-languages
https://en.wikipedia.org/wiki/High-level_programming_language
https://dev.asburyseminary.edu/manual/what-is-the-future-of-high-level-programming-languages-sxd4.html
https://www.techwalla.com/articles/the-disadvantages-of-high-level-programming-languages
https://digitalthinkerhelp.com/high-level-languages-advantages-disadvantages/
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1.2.5 Dependency Complexity and Ecosystem Limitations

High-level languages often rely heavily on external libraries and runtimes, which can
introduce compatibility issues, increase attack surface, and hinder deployment in
minimal environments like firmware or bootloaders ([DigitalThinkerHelp, 2025])
digitalthinkerhelp.com.

Embedding Python or Java into a kernel space would require packaging their entire
runtime environment, which is typically impractical for systems programming
([GeeksforGeeks, 2025])

GeeksforGeeks.

1.2.6 Non-Deterministic Behavior and Timing Constraints

Systems components such as device drivers require consistent and deterministic timing
because hardware devices expect precise responses. High-level languages with garbage

collection, just-in-time compiling, or interpreter overhead cannot guarantee consistent

timing behavior, making them unsuitable for such tasks ([Reddit discussion, 2021])

reddit.com.

1.2.7 Summary Table: Why High-Level Languages Often Fail in

Systems Contexts

Limitation Implication in Systems Development

Limited hardware control Cannot manage memory pointers or registers
directly

Performance overhead Slower execution, larger binaries, less efficient
resource usage



https://digitalthinkerhelp.com/high-level-languages-advantages-disadvantages/
https://www.geeksforgeeks.org/why-python-cannot-be-used-for-making-an-os/
https://www.reddit.com/r/learnprogramming/comments/mtu8ab
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Limitation

Implication in Systems Development

Unpredictable memory

management

Low-level debugging difficulty

Dependency and runtime

bulkiness

Non-deterministic

performance

Garbage collection causes latency; poor for

real-time systems

Hard to map runtime errors to machine-level

failures

Not suitable for embedded or minimal

environments

Unreliable timing in driver and kernel-level

operations

1.2.8 References and Sources

o GeeksforGeeks (Last updated July 2025): Why Python cannot be used for

making an OS — Details on low-level access limitations, runtime overhead, and

bootstrapping issues in high-level environments

GeeksforGeeks
quanswer.com
en.itpedia.nl
en.wikipedia.org

reddit.com.

o LearnXYZ article (2025): Outlines limitations in performance, memory

management, and hardware control when using Python for systems programming

learnxyz.in.

o Quanswer community Q&A (2023): Lists execution speed, memory usage,

hardware access restrictions, and higher-level abstraction downsides



https://www.geeksforgeeks.org/why-python-cannot-be-used-for-making-an-os/
https://www.quanswer.com/en/disadvantages-of-high-level-languages
https://en.itpedia.nl/2023/07/13/6-moderne-programmeertalen-en-hun-downsides/
https://en.wikipedia.org/wiki/High-level_programming_language
https://www.reddit.com/r/learnprogramming/comments/mtu8ab
https://learnxyz.in/python-as-a-systems-programming-language/
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Jquanswer.coin.

« Wikipedia (2025): High-level programming language — Explains abstraction
penalties and performance costs

en.wikipedia.org.

o Techwalla article (2025): Highlights why high-level languages struggle with
system-level tasks, including limited access to system resources

techwalla.com.

« Reddit discussion (r/learnprogramming, April 2021): Explains timing and
determinism constraints that prevent languages like Java/Python from effective
use in device drivers and kernels

reddit.com.

1.3 Real-World Systems Built Using C++ and Rust

A. Real-World Use of C++

1. Critical Infrastructure and Operating Systems

C++ continues to be a core language in the development of operating systems, device
drivers, and graphical subsystems. It is used extensively in legacy and modern systems
like Windows, macOS, gaming engines, and Adobe multimedia products. Major
companies such as Adobe, Apple, Microsoft, Google, Meta, Netflix, and NASA maintain
large C++ codebases for high-performance applications, drivers, graphics, search,
analytics, and critical tooling

Career Karma.

2. Game Engines, Graphics Tools, and Embedded Software


https://www.quanswer.com/en/disadvantages-of-high-level-languages
https://en.wikipedia.org/wiki/High-level_programming_language
https://www.techwalla.com/articles/the-disadvantages-of-high-level-programming-languages
https://www.reddit.com/r/learnprogramming/comments/mtu8ab
https://careerkarma.com/blog/who-uses-c-plus-plus/
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Titans of multimedia—Adobe, Blizzard, and other studios—rely on C++ for high
frame-rate game engines, image rendering, custom codecs, and real-time performance
systems

Career Karma. Its deterministic behavior and control over memory make it
irreplaceable in performance-critical domains.

3. Enterprise Systems and Backend Services

Many large-scale backend platforms still employ C++ for database engines, search
infrastructure, and core services where latency and throughput are prioritized. Google

and Meta use C++ in core backend systems alongside newer languages.

B. Real-World Systems Built Using Rust

1. Operating System and Kernel Adoption

e Rust in Linux Kernel: In 2022, Linux 6.1 officially introduced initial support
for writing kernel modules and drivers in Rust. By version 6.8, experimental
drivers—including network PHY and Apple Silicon GPU drivers—were accepted
into mainline kernel code

InfoQ.com.

« According to Linux Journal (July 2025), these Rust modules have helped reduce
memory safety vulnerabilities by eliminating many classes of bugs that historically
caused two-thirds of kernel CVEs

Linux Journal.

o A 2025 update from MemorySafety.org confirms that Rust-based modules lead
to more confident refactoring and increased developer participation, thanks to
compile-time safety enforcement

MemorySafety.org.


https://careerkarma.com/blog/who-uses-c-plus-plus/
https://www.infoq.com/news/2022/12/linux-6-1-rust//
https://www.linuxjournal.com/content/how-rusts-debut-linux-kernel-shoring-system-stability
https://www.memorysafety.org/blog/linux-kernel-2025-update/
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2. Experimental Scheduler Development — Ekiben

The Ekiben framework (2023) demonstrates real-time Linux scheduler components
implemented entirely in safe Rust. Its performance closely matches Linux's default
scheduler (within ~1%) while supporting live upgrades and safer development workflows
arxiv.org.

3. Framekernel OS — Asterinas

Asterinas (June 2025) is a Rust-based framekernel OS designed to be Linux ABI-
compatible while minimizing its trusted computing base (TCB). It delivers Linux-like
performance with only ~14 % of its codebase in safe Rust, showcasing feasibility for
secure general-purpose OS kernels

arxiv.org.

4. Embedded Operating Systems — Tock OS

Tock is a real-time, memory-safe microkernel OS written in Rust (latest releases in
2025). Used on Cortex-M and RISC-V platforms, it enforces strict process isolation
without dynamic heap allocation in the kernel, ideal for IoT and safety-critical
applications

Wikipedia.

5. Application Frameworks and Tools

o Tauri is a cross-platform GUI framework using Rust on the backend and
WebView front-end. Since its stable v2 release in January 2025, Tauri has enabled
resource-efficient desktop and mobile apps—typical alternatives to Electron—with
Rust handling core logic
Wikipedia.

o Kornia-rs: A native Rust 3D computer-vision library rivaling OpenCV
performance. In benchmarks, it achieves 3-5x speedups in image transformations
and offers safer memory handling without wrappers over C++ code

arxiv.org.


https://arxiv.org/abs/2306.15076
https://arxiv.org/abs/2506.03876
https://en.wikipedia.org/wiki/Tock_(operating_system)
https://en.wikipedia.org/wiki/Tauri_(software_framework)
https://arxiv.org/abs/2505.12425
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6. Industry-Wide Adoption

o AWS continues using Rust for Firecracker (a virtualization solution powering
Lambda and Fargate) and Bottlerocket, its container-optimized operating system,
improving isolation and efficiency

debuginit.com.

o Microsoft has integrated Rust into Windows components and Azure IoT Edge
modules, reporting reduced memory safety vulnerabilities and higher throughput
across distributed systems

debuginit.com.

» Google uses Rust in Android for critical modules (Bluetooth, DNS-over-HTTPS,
virtualization) and supports it in Chromium and Fuchsia OS development

wired.com.

o Cloudflare’s Pingora proxy server, built in Rust, delivers higher performance and
reduced CPU usage versus legacy C/C++ services

rustmagazine.org.

» Dropbox rewrote its file sync engine in Rust and adopted it for new tools like
Dropbox Capture for improved reliability and performance

rustmagazine.org.

C. Summary Table: Real-World Systems Using C++ vs. Rust


https://debuginit.com/blogs/rusts-revolution-impact-and-future-trends
https://debuginit.com/blogs/rusts-revolution-impact-and-future-trends
https://www.wired.com/story/rust-secure-programming-language-memory-safe
https://rustmagazine.org/issue-1/2022-review-the-adoption-of-rust-in-business
https://rustmagazine.org/issue-1/2022-review-the-adoption-of-rust-in-business
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Domain / System

Type

C++ Usage

Rust Usage

Operating Systems &

Kernels

Core components in
Windows, macOS, driver
stacks, and embedded OS

Linux kernel modules,
experimental OSs such as

Asterinas and Redox

Embedded & Real-

Time Systems

Aerospace, avionics, gaming
engines (e.g. drones,

automotive)

Microcontroller OS like Tock,
automotive safety-critical code

reviews

Graphics & Game

Engines

Adobe, Blizzard, custom

rendering engines

Rust-based vision libraries
(Kornia-rs), UI frameworks
(Tauri)

Cloud Services &

Virtualization

Backend services, search,

infrastructure

AWS Firecracker, Bottlerocket,
Cloudflare Pingora

Mobile & IoT

Frameworks

C++ in firmware and

drivers

Microsoft Azure loT
Edge, Android subsystems,

embedded real-time services

Enterprise Backend
Systems

Analytics, search, internal

tooling

Dropbox, Google internal
microservices, Discord
backend

References

o Cloudflare, Dropbox, AWS, Disney, Tesla using Rust in infrastructure and tools
(2022 business adoption data)

Wikipedia



https://en.wikipedia.org/wiki/Tock_(operating_system)
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en.Wikipedia.org
understandingrecruitment.com

rustmagazine.org

Linux kernel Rust support in 6.1 and 6.8 releases

DebugPoint.com

Status and security impact of Rust modules in Linux kernel (Linux Journal 2025)

Linux Journal

MemorySafety.org update on Rust adoption in kernel development (2025)

www.memorysafety.org

Ekiben scheduler in Rust (2023) via academic preprint

arxiv.org

Asterinas framekernel OS written in Rust (June 2025)

arxiv.org

Tock microkernel RTOS in Rust (2025)
Wikipedia

Tauri v2 desktop framework Rust backend (Jan 2025)
Wikipedia

Kornia-rs native Rust computer vision library (May 2025)

arxiv.org

Rust adoption case histories: Microsoft, Google, AWS, Cloudflare
Wikipedia
InfoQ

debuginit.com


https://en.wikipedia.org/wiki/Rust_(programming_language)
https://www.understandingrecruitment.com/knowledge-hub/blog/5-innovative-industries-embracing-rust-in-2024/
https://rustmagazine.org/issue-1/2022-review-the-adoption-of-rust-in-business
https://www.debugpoint.com/linux-kernel-6-1/
https://www.linuxjournal.com/content/how-rusts-debut-linux-kernel-shoring-system-stability
https://www.memorysafety.org/blog/linux-kernel-2025-update/
https://arxiv.org/abs/2306.15076
https://arxiv.org/abs/2506.03876
https://en.wikipedia.org/wiki/Tock_(operating_system)
https://en.wikipedia.org/wiki/Tauri_(software_framework)
https://arxiv.org/abs/2505.12425
https://en.wikipedia.org/wiki/Rust_(programming_language)
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understandingrecruitment.com

rustmagazine.org


https://rustmagazine.org/issue-1/2022-review-the-adoption-of-rust-in-business

Chapter 2

Historical and Philosophical
Background

2.1 The Evolution of C++ Up to C++423

2.1.1 The ISO Release Train Model (Post-C++11)

Since C++411, the language has followed a predictable three-year “release train”

model, producing standards C++14, C++17, C++20, and then C++23. This
consistent release cadence provides steady modernization while preserving backward
compatibility with legacy codebases

simplifycpp.org.

2.1.2 C4++420: Major Language Transformation

Approved in 2020, C++20 represented the most significant update since C++11:

Core language features introduced in C++20 include

51


https://simplifycpp.org/books/Book_8_The_Future_of_CPP.pdf

o2

Wikipedia

Codevisionz:

Concepts: compile-time constraints on template parameters for clearer and safer

generic code.
« Ranges library: expressive and composable operations on sequences.

o Coroutines: co_await, co_yield, and co_return for writing async and lazy

functions.
e Modules: improved modularization replacing traditional header inclusion.
» Spaceship operator (<=>) for automatic three-way comparisons.

« Constant expression enhancements: extended constexpr support (e.g.

containers, string, vector).
o Calendar and timezone support: richer <chrono> capabilities.

« New std::format, std: :source_location, std::stop_token, std::jthread,
and std::atomic_ref support
Codez Up
Codevisionz
toDEV
C++ en.Wikipedia.org.

This modernization reinforced C++ as a high-performance yet expressive systems

language.


https://en.wikipedia.org/wiki/C%2B%2B20
https://codevisionz.com/lessons/evolution-of-cpp-c98-c11-c14-c17-c20/
https://codezup.com/c-advanced-topics-c20-c23-features/
https://codevisionz.com/lessons/evolution-of-cpp-c98-c11-c14-c17-c20/
https://dev.to/sbalasa/top-c23-features-4ibj
https://en.wikipedia.org/wiki/C%2B%2B20
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2.1.3 C++423: Incremental Refinement and Library Evolution

Published as ISO/IEC 14882:2023/2024, C++23 builds on C++20 with enhanced
usability, library improvements, and minor language refinements

en.Wikipedia.org.

The ISO committee declared C++423 feature-complete in early 2023 with
finalization in Issaquah, Washington

C++ Stories.

o Language Enhancements in C++23:
Based on proposals such as PO847R7, P2128R6, P2589R 1, and others, notable

language features include

Cppreference:

— Deducing this: member function definitions can deduce the this type,

improving generic class support.

— Implicit moves and CTAD improvements, labels at end of compound

statements, initializer alias declarations, new literal support for size_t (Ouz).

— UTF-8 source file support, named universal character escapes (e.g.
"\N{CAT FACE}"), and delimited escapes for portable encoding.

— if consteval / if not consteval for compile-time vs runtime branching.

— Expanded constexpr support: allow static/thread local variables, non-
literal types, labels, and gotos inside constexpr functions

Cppreference.

e Library Improvements in C+4+423:

C++23 introduces numerous enhancements to the standard library documented

extensively on cppreference and other sources


https://en.wikipedia.org/wiki/C%2B%2B23
https://www.cppstories.com/2024/cpp23_lang/
https://en.cppreference.com/w/cpp/23.html
https://en.cppreference.com/w/cpp/23.html

o4

Cppreference
C++ Stories
DEV Community:

— New headers: <expected>, <flat_map>, <flat_set>, <generator>,

<mdspan>, <print>, <spanstream>, <stacktrace>, <stdfloat>.
— std: :expected: for richer error handling instead of exceptions.
— std::flat_map / flat_set: more memory-compact associative containers.

— std: :mdspan: a non-owning multi-dimensional array view for HPC and
performance portability
Cppreference

arxiv.org.

— std::contains, std::erase_if for containers,
std::shift_left/shift right, std::identity, std::counted_iterator,

bulk_execute in execution library.

— Lambda improvements, make_shared for arrays, enhanced <chrono>
with calendar/timezone support, and an experimental networking library
(std::net)

DEV Community.

2.1.4 Summary Timeline and Impact

Standard | Released | Key Innovations

C++20 2020 Concepts, Ranges, Coroutines, Modules, Spaceship,

std: :format, async support



https://en.cppreference.com/w/cpp/23.html
https://www.cppstories.com/2024/cpp23_lang/
https://dev.to/sbalasa/top-c23-features-4ibj
https://en.cppreference.com/w/cpp/23.html
https://arxiv.org/abs/2010.06474
https://dev.to/sbalasa/top-c23-features-4ibj
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Standard | Released | Key Innovations

C++23 2023/2024 | Smaller updates: library enhancements (std: :expected,
mdspan, containers), language refinements (deducing this,

if consteval), encoding and constexpr expansions

This evolution shows a consistent effort: C++20 delivered the major leaps, while
C++23 focused on incremental refinements to usability and standard library
completeness while preserving backward compatibility, reflecting C++’s pragmatic
approach to language design

GeeksforGeeks.

2.1.5 References

1. Wikipedia: C++-23, ISO/IEC 14882:2024 final draft, including planning timeline
and scope
Wikipedia

2. GeeksforGeeks: Overview of C++23 Standard published July 2024

GeeksforGeeks

3. InfoWorld: C++423 declared feature-complete Feb 2023

infoworld.com

4. C++ Stories: Timeline and feature list for C++23 standard meetings
C++ Stories

5. itprotoday.com: Inside C++23, detailed language enhancements such as deducing
this, convergent features

itprotoday.com


https://www.geeksforgeeks.org/cpp/cpp-23-standard/
https://en.wikipedia.org/wiki/C%2B%2B23
https://www.geeksforgeeks.org/cpp/cpp-23-standard/
https://www.infoworld.com/article/2338049/c-23-language-standard-declared-feature-complete.html
https://www.cppstories.com/2024/cpp23_lang/
https://www.itprotoday.com/c-programming-language/inside-c-23-unlocking-the-language-s-latest-features-and-enhancements

o6

6. cppreference.com: Comprehensive feature list and library changes in C++23

Cppreference

7. DEV Community: Top C++20/23 features with examples (std: :contains,
networking, etc.)
DEV Community

8. Codezup, CodeVisionz: Summary of C++20 and C++23 features evolution and
developer guidance

CodezUp.com

9. SimplifyCPP handbook: Explanation of train model and backward compatibility
strategy
simplifycpp.org

10. arXiv paper on mdspan integration into C++23 for performance-portable HPC
programming

arxiv.org

2.2 Why Mozilla Created Rust

2.2.1 Origins: Graydon Hoare’s Vision and Early Development

o The Rust language began as a personal side project by Graydon Hoare at
Mozilla Research in 2006, motivated by frustration with memory safety and
concurrency pitfalls in C and C++ ([Wikipedia, published 2025])
en.Wikipedia.org.

o Hoare drew inspiration from older languages such as ML, Haskell, Erlang, and

Cyclone to design a new systems programming language emphasizing memory


https://en.cppreference.com/w/cpp/23.html
https://dev.to/sbalasa/top-c23-features-4ibj
https://codezup.com/c-advanced-topics-c20-c23-features/
https://simplifycpp.org/books/Book_8_The_Future_of_CPP.pdf
https://arxiv.org/abs/2010.06474
https://en.wikipedia.org/wiki/Rust_(programming_language)
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safety, zero-cost abstractions, and concurrent operations without data
races ([LinkedIn journey article, 2024])
Ayman Alheraki LinkedIn Page.

2.2.2 Mogzilla Sponsorship: Formal Adoption and Project

Acceleration
e Morzilla formally began sponsoring Rust around 2009, recognizing Hoare’s work
as a potential solution for building safer, more efficient browser internals like the

Servo engine ([Wikipedia, 2025])
Wikipedia.org.

o Executives like Brendan Eich entrusted a team— including Patrick Walton, Niko
Matsakis, Felix Klock, and Manish Goregaokar—to build Rust within what was
famously nicknamed Mozilla’s “nerd cave” ([MIT Tech Review, 2023])

Technology Review.

o This transition enabled Rust to grow beyond a hobby into a full-time engineering

project funded and supported by Mozilla.

2.2.3 Objectives: Performance, Security, and Modern

Concurrency
« Morzilla’s core goals for Rust were:

— Memory safety without garbage collection—prevent buffer overflows,

null dereferences, and data races at compile time.

— Maintain C/C++-level performance while enabling high-concurrency

browser components ([softpost.org article 2024])


https://www.linkedin.com/pulse/journey-rust-from-individual-effort-mozillas-backing-ayman-alheraki-g0psf
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://www.technologyreview.com/2023/02/14/1067869/rust-worlds-fastest-growing-programming-language
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blog.mozilla.org

softpost.org.

» Senior engineers explained Mozilla needed a language capable of supporting
ambitious parallel architectures in modern web rendering, with fewer of C++’s
pitfalls (|[TechRepublic analysis)

medium.com.

2.2.4 Servo Project: Real-World Testbed for Rust

o Morilla initiated the Servo browser engine in 2012, written entirely in Rust to

test and demonstrate:

— Fine-grained concurrency, memory safety, and GPU-based parallel page
rendering—in contrast to Gecko’s C++ roots ([Wikipedia Servo, recent
update])
en.Wikipedia.org.

 Servo’s components—such as the Stylo (CSS) and WebRender engines—were later
integrated into Firefox’s Quantum overhaul starting around Firefox 57 in 2017,
bringing Rust into production use ([Wikipedia Gecko, updated 2025])

reddit.com.

o According to Mozilla engineer Diane Hosfelt, these rewritten components
prevented memory safety bugs, yielding fewer critical CVEs than their previous
implementations in C++ ([PacktHub interview, 2023])
hub.packtpub.com.


https://blog.mozilla.org/en/mozilla/news/mozilla-welcomes-the-rust-foundation/
https://www.softpost.org/rust/why-rust-language-was-developed
https://medium.com/@bhattsameer/mozilla-love-rust-94fe1604c364
https://en.wikipedia.org/wiki/Servo_(software)
https://www.reddit.com/r/firefox/comments/ep3tbx
https://hub.packtpub.com/mozilla-engineer-shares-the-implications-of-rewriting-browser-internals-in-rust/
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2.2.5 Rust in Production and Ecosystem Stewardship

 Rust first shipped in production in Firefox 48 (2016) via its media parser
replacement in Mozilla’s media stack, delivering identical output to its C++
predecessor but with enhanced safety guarantees ([Mozilla Hacks, reflecting
history])

hacks.mozilla.org.

o Morzilla’s embrace of Rust was both a technical and community opportunity—
it intended Rust to exist beyond browser engines, fostering broad adoption
in systems, backend, embedded, and cloud services. Post-2020, companies like
Amazon, Dropbox, Google, and Microsoft joined the Rust Foundation to sustain
its ecosystem ([Business Insider, 2020])

businessinsider.com.

o After Mozilla laid off many employees—including Servo contributors in August
2020, the Rust Foundation was formed in February 2021, with founding
members AWS, Google, Huawei, Microsoft, and Mozilla. The foundation now
oversees Rust infrastructure, trademarks, and community support ([Mozilla blog,
Feb 2021])

Wikipedia.

2.2.6 Legacy and Purpose: Mozilla’s Strategic Intent

o As summarized in TechRepublic, Mozilla’s true enduring contribution is Rust—
not Firefox—and Rust’s reach extends well beyond Mozilla’s internal usage to
strategic industry-wide adoption ([TechRepublic, 2022])

TechRepublic.

o The company backed a new language not for commercial benefit, but to create a


https://hacks.mozilla.org/2016/07/shipping-rust-in-firefox/
https://www.businessinsider.com/what-is-rust-programming-language-amazon-facebook-discord-love-it-2020-6
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://www.techrepublic.com/article/rust-not-firefox-is-mozillas-greatest-industry-contribution/
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safer systems programming paradigm, one that surfaces concurrency safety

and memory integrity at compile time rather than runtime.

2.2.7 Summary Table

Motivation Impact / Action

Address memory and Designed Rust with ownership, borrowing, no
concurrency bugs in C++ garbage collection

Enable parallel browser Built Servo engine entirely in Rust; integrated into
internals (Servo) Firefox

Provide high performance Zero-cost abstractions, compile-time safety checks
with safe abstraction

Foster broad adoption Open-sourced Rust; helped form Rust Foundation
beyond Mozilla with major tech firms

2.2.8 References

» Wikipedia, Rust (programming language), updated recently: history, Mozilla
sponsorship, and Rust Foundation formation
hacks.mozilla.org
Ayman Alheraki LinkedIn Page
wired.com
softpost.org
MIT Technology Review
en.Wikipedia.org


https://hacks.mozilla.org/2016/07/shipping-rust-in-firefox/
https://www.linkedin.com/pulse/journey-rust-from-individual-effort-mozillas-backing-ayman-alheraki-g0psf
https://www.wired.com/2013/04/mozillas-servo
https://www.softpost.org/rust/why-rust-language-was-developed
https://www.technologyreview.com/2023/02/14/1067869/rust-worlds-fastest-growing-programming-language
https://en.wikipedia.org/wiki/Rust_(programming_language)
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LinkedIn “Journey of Rust” article by Alheraki (2024): early motives, influences,
Mozilla involvement
Ayman Alheraki LinkedIn Page

MIT Technology Review (Feb 2023): overview of Mozilla’s sponsorship and
internal team setup
MIT Technology Review

Softpost technical overview (June 2024): motivations behind Rust, safety &
performance focus

softpost.org

Mozilla engineer Diane Hosfelt interview on rewriting Firefox internals in Rust
(PacktHub, 2023)
hub.packtpub.com

Mozilla Hacks blog on first production use of Rust in Firefox 48 (~2016)

hacks.mozilla.org

Business Insider (2020): Rust’s goals and industry adoption narrative

businessinsider.com

Mozilla blog (Feb 2021): Rust Foundation formation announcement and Mozilla’s
role
Mozilla Blog

TechRepublic feature (Nov 2022): the significance of Rust as Mozilla’s legacy
contribution
TechRepublic


https://www.linkedin.com/pulse/journey-rust-from-individual-effort-mozillas-backing-ayman-alheraki-g0psf
https://www.technologyreview.com/2023/02/14/1067869/rust-worlds-fastest-growing-programming-language
https://www.softpost.org/rust/why-rust-language-was-developed
https://hub.packtpub.com/mozilla-engineer-shares-the-implications-of-rewriting-browser-internals-in-rust/
https://hacks.mozilla.org/2016/07/shipping-rust-in-firefox/
https://www.businessinsider.com/what-is-rust-programming-language-amazon-facebook-discord-love-it-2020-6
https://blog.mozilla.org/en/mozilla/news/mozilla-welcomes-the-rust-foundation/
https://www.techrepublic.com/article/rust-not-firefox-is-mozillas-greatest-industry-contribution/
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2.3 RAII vs. Ownership

2.3.1 RAII (Resource Acquisition Is Initialization) in C++

o Definition and mechanism: RAII binds resource lifetime to object lifetime.
Acquisition occurs in a constructor, and release in the destructor. This guarantees
deterministic cleanup when objects go out of scope—even in exceptional control
flow ([RAII description, Wikipedia, updated recently])
thecodedmessage.com

en.Wikipedia.org.

o Advantages: Encapsulation of resource logic, exception safety, and locality of
resource management—constructor and destructor logic live together ([RAII
benefits, Wikipedia)
en.Wikipedia.org.

o Smart pointers: C++11 introduced std: :unique_ptr, std: :shared_ptr, and
std: :weak_ptr to automate heap resource management using RAII principles.
They reduce manual use of new/delete but still rely on programmer discipline to
avoid cycles and undefined behavior ([Resource management section, Wikipedial)

en.Wikipedia.org.

o Limitations: Despite RAII's deterministic behavior, smart pointer misuse may
lead to cycles or dangling pointers. Error-prone code such as shared_ptr cycles
remains possible. RAII lacks compile-time enforcement beyond destructors—bugs
slip through if programmer misuses raw pointers or bypasses RAII constructs
([Rust-for-C-Programmers memory comparison))

rust-for-c-programmers.com.


https://www.thecodedmessage.com/posts/raii/
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
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2.3.2 Ownership Model in Rust

o Core concept: Rust builds on RAII via the Drop trait for cleanup, but its
ownership model is rigorously enforced at compile time. Each value has a single
owner, moves transfer ownership, and mutable aliasing is forbidden unless
explicitly permitted by borrowing rules ([Rust vs RAII comparison, Sling
Academy]

SlingAcademy.com

rust-for-c-programmers.com.

« Borrowing and lifetimes: References in Rust follow strict rules: only one
mutable reference or any number of immutable references at a time, enforced by
the borrow checker. Lifetimes ensure references never outlive their owner—this
prevents use-after-free and dangling pointer bugs at compile time ([Rust-for-C-
Programmers])
rust-for-c-programmers.com; (Further usability research: "The Usability of
Ownership”, Crichton 2020)

arXiv.org.

« Smart pointer types: Rust’s Box, Rc, Arc, RefCell, Mutex, etc., support
unique, shared, or interior-mutable ownership patterns while preserving safety via
the type system (compile-time or runtime checks) ([xevlive article, May 2025])

dev.to.

2.3.3 Side-by-Side Comparison


https://www.slingacademy.com/article/comparing-rust-ownership-to-c-raii-and-other-language-models/
https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
https://rust-for-c-programmers.com/ch6/chapter_6_ownership_borrowing_and_memory_management.html
https://arxiv.org/abs/2011.06171
https://dev.to/aaravjoshi/rusts-memory-safety-how-ownership-eliminates-common-programming-bugs-2bp8
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Feature

C++ (RAII)

Rust (Ownership + Borrowing)

Lifetime enforcement

Programmer
discipline +

destructors

Compiler-enforced ownership and
lifetimes prevent dangling, data races,

memory leaks

Shared ownership

shared_ptr, cycles

possible

Rc/Arc with compile-time checks and

optional runtime checks like RefCell

Mutable aliasing

Possible via raw

Forbidden except via explicit borrow;

pointers prevented by borrow checker
Data races (thread Manual Send and Sync traits enforce thread-
safety) synchronization safety at compile time

required
Errors Runtime, undefined | Most of memory safety bugs rejected

behavior if misused

at compile time

These distinctions highlight that Rust's ownership model is not just RAII, but
RAII plus compile-time aliasing and lifetime safety ([Rust/C++ feature comparison,
SimplifyCPP]

simplifycpp.org

educatedguesswork.org

rust-for-c-programmers.com

rust-for-c-programmers.com

simplifycpp.org

Markaicode

Sling Academy

en.Wikipedia.org;

Compass-based summary from Rust-for-C-Programmers)


https://www.simplifycpp.org/?id=a0554
https://educatedguesswork.org/posts/memory-management-4/
https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
https://rust-for-c-programmers.com/ch6/6_9_comparison_summary_rust_vs_c_memory_management.html
https://simplifycpp.org/?id=a0825
https://markaicode.com/rust-vs-cpp-security-vulnerability-comparison/
https://www.slingacademy.com/article/comparing-rust-ownership-to-c-raii-and-other-language-models/
https://en.wikipedia.org/wiki/Memory_safety
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rust-for- C-programimers.com.

2.3.4 Impact on Memory Safety and Developer Discipline

« Memory safety: Microsoft estimates ~70% of software vulnerabilities arise from
memory safety issues; Rust eliminates many through compile-time enforcement,
unlike C++ which relies on tools and best practices ([Memory safety statistics,
Wikipedia]

Wikipedia).

o Developer experience: Rust’s borrow checker enforces discipline but comes
with a steep learning curve. Academic studies note ownership and lifetime errors
are common obstacles for newcomers—even experienced C++ developers may
struggle initially ([Usability of Ownership, Crichton 2020])
arXiv; another empirical study introduced optional GC for Rust to ease learning
curve with alias-heavy tasks ([Bronze GC study, Coblenz et al., 2021})

arXiv.

o Overall tradeoffs: C++ offers flexibility and incremental control with RAII, but
Rust provides stronger safety guarantees. Rust's safety costs some ergonomics at
first, yet it largely eliminates entire bug classes before runtime ([Rust memory
safety deep dive, SimplifyCPP])
simplifycpp.org.

2.3.5 Educational and Philosophical Takeaways

« RAII as foundation: Rust inherits and extends RAII from C++—calling
destructors (Drop) at scope exit—but adds language-enforced rules on aliasing
and lifetime to make RAII safer and more robust ([Coded Message blog]

thecodedmessage.com).


https://rust-for-c-programmers.com/ch6/6_9_comparison_summary_rust_vs_c_memory_management.html
https://en.wikipedia.org/wiki/Memory_safety
https://arxiv.org/abs/2301.02308
https://arxiv.org/abs/2110.01098
https://www.simplifycpp.org/?id=a0554
https://www.thecodedmessage.com/posts/raii/
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o Ownership vs. RAII: RAII is deterministic cleanup; ownership provides

compile-time safety. Standard C++ can't prevent dangling pointer bugs through

RAII alone; Rust's ownership model ensures those are compile-time errors.

Summary: RAII gives C++ deterministic resource control, but depends
on correct usage. Rust’s ownership model builds upon RAII, embedding it
into the type system and enforcing it at compile time—yielding safer systems

programming with predictable cleanup and strict memory correctness.

2.3.6 References

1.

Wikipedia, Resource acquisition is initialization (RAII overview & benefits)

en.Wikipedia.org

Rust-for-C-Programmers, Chapter 6: on ownership, borrowing and smart pointers
in Rust vs C/C++ RAII

rust-for-c-programmers.com

Sling Academy article comparing Rust ownership to C++ RAII and other
memory models

Sling Academy

SimplifyCPP comparison of memory safety, data races, ownership models in Rust
and C++
simplifycpp.org

Memory safety statistics (Microsoft, Google, CVE analysis) from Wikipedia
Markaicode

Crichton (2020), The Usability of Ownership — empirical analysis of borrow
checker usability


https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://rust-for-c-programmers.com/ch6/chapter_6_ownership_borrowing_and_memory_management.html
https://www.slingacademy.com/article/comparing-rust-ownership-to-c-raii-and-other-language-models/
https://simplifycpp.org/?id=a0825
https://markaicode.com/rust-vs-cpp-security-vulnerability-comparison/
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arXiv

7. Coblenz et al. (2021), GC vs ownership usability trial in Rust

arXiv

8. xevlive (May 2025): overview of Rust smart pointers and safety guarantees

dev.to

9. Coded Message blog (2022): RAII comparison across Rust/C++ and language

design perspectives Stack Overflow

2.4 Safety vs. Performance

2.4.1 The Traditional Trade-off Between Safety and

Performance

Historically, programming languages have had to balance performance and safety,

often sacrificing one for the other:

o Low-level languages like C and C++ give programmers direct control over
hardware and memory, enabling high performance but require manual memory
management, which is error-prone and leads to vulnerabilities like buffer overflows,
use-after-free, and data races

(Microsoft Security Report, 2021).

o High-level languages like Java, C#, or Python provide memory safety with
automatic garbage collection and runtime checks but often incur performance
penalties, making them less suited for system-level programming or performance-
critical applications

(Oracle Java Performance Whitepaper, 2022).


https://arxiv.org/abs/2011.06171
https://arxiv.org/abs/2110.01098
https://dev.to/aaravjoshi/rusts-memory-safety-how-ownership-eliminates-common-programming-bugs-2bp8
https://stackoverflow.com/questions/69197290/is-rust-style-ownership-and-lifetimes-possible-without-rust-style-borrow-checkin
https://www.microsoft.com/security/blog/2021/06/24/microsoft-security-intelligence-report-volume-26/
https://www.oracle.com/java/technologies/javase/java-performance.html
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2.4.2 C++: Performance with Programmer-Managed Safety

o C++ offers zero-cost abstractions—features that provide high-level constructs
without runtime overhead—and uses RAII for deterministic resource management

(Meyers, “Effective Modern C++", 2021).

o However, safety is mainly the programmer’s responsibility. Despite tools like
smart pointers, static analyzers, and sanitizers, bugs due to manual memory
management and concurrency remain common in large C++ codebases (Google’s

C++ style guide notes, LLVM sanitizers documentation).

o The performance of C++ remains unmatched in many domains where
low-level control, predictability, and hardware-specific optimizations matter
(e.g., embedded systems, game engines, high-frequency trading) (Intel’s C++

performance guides).

2.4.3 Rust: Safety without Sacrificing Performance

o Rust was designed to provide memory and thread safety guarantees at
compile time without a garbage collector, enabling C++-like performance with

fewer bugs (Rust Programming Language Book, 2021, Rust official website).

e The ownership and borrowing system enforces safety and concurrency
correctness statically, preventing common errors such as data races and null

pointer dereferences before runtime (Rust vs C++ memory safety analysis).

o Benchmarks and industry case studies show Rust's performance to be
comparable to or sometimes better than C++ for many workloads,
particularly due to optimizations enabled by the compiler’s strict guarantees
(Mozilla Research performance reports, Microsoft’s Azure Rust adoption case

study).
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» Rust’s zero-cost abstractions and fine-grained control over memory layout

enable systems-level performance (Rust-lang blog).

2.4.4 Practical Impact on Industry and Applications

» Safety-critical and high-performance systems increasingly choose Rust for

its ability to reduce vulnerabilities without sacrificing speed, including in areas
such as web browsers (Firefox), operating systems (Redox OS), blockchain (Parity
Ethereum), and cloud infrastructure (AWS Firecracker) (TechRepublic Rust
adoption 2023, AWS blog).

However, C++ remains dominant in many legacy and new systems where existing
toolchains, compiler optimizations, and vast ecosystems exist, particularly in
embedded, gaming, and finance (ISO C++ Foundation reports, GeeksforGeeks

C++ performance overview).

The performance difference between Rust and C++ is often minimal
and depends heavily on implementation details, algorithms, and compiler
optimizations rather than the language itself

(Google benchmark comparisons).

2.4.5 The Ongoing Evolution to Reconcile Safety and

Performance

« Both languages continue evolving features to close gaps:

— C++23 introduces safer abstractions, enhanced constexpr capabilities, and

standardized tools for error handling (std: :expected) (C++23 proposals).


https://github.com/google/benchmark
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— Rust is expanding its asynchronous runtime support and embedded use
cases with no_std environments to reach traditionally C++-dominated fields

(Rust Embedded Working Group, Rust async ecosystem).

» Hybrid approaches and FFI (foreign function interfaces) allow integration between
Rust’s safety and C++'s performance-optimized codebases, combining strengths
(Mozilla FFI guide).

2.4.6 References
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https://www.oracle.com/java/technologies/javase/java-performance.

html

4. Meyers, Scott. Effective Modern C++ (2021)
https://www.aristeia.com/books.html
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Chapter 3

Your First Program

3.1 Hello World in both C++ and Rust

3.1.1 Introduction: The Traditional “Hello World”

The “Hello World” program is the canonical starting point for learning any
programming language. It serves as a simple example to illustrate the basic syntax for
outputting text to the console, and it often reveals fundamental language concepts like

compilation, program structure, and standard library usage.

This section compares the “Hello World” program in both Modern C++ (using
C++17/20 conventions) and Rust (edition 2021), providing insight into language

syntax, compilation, and execution.
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3.1.2 Hello World in Modern C++

#include <iostream>

int main() {
std::cout << "Hello, World!" << std::endl;

return 0;

« Explanation:

— #include <iostream>: This directive includes the standard input/output
stream library, which contains std: : cout for console output

(cppreference.com).

— int main(): The entry point of the C4++ program, returning an integer
status code to the operating system. return 0; conventionally means
successful execution (ISO C++ Standard).

— std::cout << "Hello, World!" << std::endl;: Streams the string
literal "Hello, World!" to the standard output, followed by a newline
(std::endl). The std:: prefix specifies the use of the standard namespace

(cplusplus.com).

o Compilation and Execution:

— Compiled with a C++ compiler such as GCC, Clang, or MSVC using a

command like:
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gt++ —-std=c++17 hello.cpp -o hello
./hello

— Modern C++ compilers fully support the standard library and optimizations,
ensuring the program is efficient with minimal startup overhead (GCC 12

release notes).

3.1.3 Hello World in Rust

fn main() {

println! ("Hello, World!");

« Explanation:

— fn main(): The entry point of the Rust program, which returns the unit

type O implicitly. Rust functions are declared with fn (Rust Reference).

— println! ("Hello, World!");: Macro that prints text to the console,
automatically appending a newline. Macros in Rust use an exclamation
mark !. The macro provides formatting support similar to printf but with

compile-time checks (Rust Standard Library).
o Compilation and Execution:

— Compiled with the Rust compiler rustc:
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rustc hello.rs

./hello

— The Rust compiler performs aggressive optimizations and ensures memory

safety at compile time. The latest Rust 1.70 release (2023) continues to

improve compile times and executable performance (Rust Blog).

3.1.4 Key Comparative Points

Aspect

C++ “Hello World”

Rust “Hello World”

Program

entry point

Output syntax

Header

inclusion

Memory
safety

Compilation
command
Language
paradigm

Error

handling

int main() with explicit

return

Stream-based std: :cout and

<< operator

Requires explicit #include

<iostream>

Manual memory safety, not an

issue for simple output

g++ —std=c++17 or equivalent

Multi-paradigm: procedural,

object-oriented, generic

Return codes from main and

exceptions

fn main() returns unit type

implicitly

Macro-based println! with

formatting

No header inclusion, core macros

are built-in

Guaranteed memory safety, even

in complex programs

rustc

Multi-paradigm: procedural,

functional, ownership-based

Implicit unit return; error

handling via Result and macros
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3.1.5 References and Further Reading

C++ Standard Library — iostream

https://en.cppreference.com/w/cpp/header/iostream

Basic Input/Output in C++
http://www.cplusplus.com/doc/tutorial/basic_io/

ISO C++ Standard Documentation
https://isocpp.org/std/the-standard

GCC 12 Release Notes
https://gcc.gnu.org/gcc-12/

Rust Reference: Functions

https://doc.rust-lang.org/reference/items/functions.html

Rust println! Macro
https://doc.rust-lang.org/std/macro.println.html

Rust 1.70 Release Notes
https://blog.rust-lang.org/2023/06/01/Rust-1.70.0.html

Rust Official Website
https://www.rust-lang.org/

3.2 Basic Tools: g++, clang++4, rustc, cargo

3.2.1 Overview of Compiler and Build Tools

Compiling and building programs in C++ and Rust involves a set of essential tools.

Understanding these tools is crucial for writing, compiling, and managing projects


https://en.cppreference.com/w/cpp/header/iostream
http://www.cplusplus.com/doc/tutorial/basic_io/
https://isocpp.org/std/the-standard
https://gcc.gnu.org/gcc-12/
https://doc.rust-lang.org/reference/items/functions.html
https://doc.rust-lang.org/std/macro.println.html
https://blog.rust-lang.org/2023/06/01/Rust-1.70.0.html
https://www.rust-lang.org/
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effectively.

3.2.2g++ — The GNU C++ Compiler

e Description:
g++ is the GNU Project’s C++ compiler, part of the GNU Compiler Collection
(GCCQ). It is one of the most widely used C++ compilers in the world and
supports the latest C++ standards including C4++17, C++20, and experimental
features for C++23 (GCC official website).

e Features:

— Supports a broad range of platforms and architectures (x86, ARM, RISC-V,
etc.).

— Compliant with the ISO C++4 standards and actively updated to support

new language features.
— Includes optimizations for performance and debugging.

— Supports various extensions, cross-compilation, and integration with build

systems like make and CMake (GCC 12 release notes).

o Usage Example:
To compile a file main.cpp with C+417 standard:

g++ -std=c++17 main.cpp -o main

./main

« References:
GCC project and documentation: https://gcc.gnu.org/
GCC 12 Release Notes (2022): https://gcc.gnu.org/gcc-12/


https://gcc.gnu.org/
https://gcc.gnu.org/gcc-12/
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3.2.3 clang++ — The Clang C++ Compiler

e Description:
clang++ is the C++ compiler front end of the LLVM project. It provides a
modern, modular compiler infrastructure and aims for fast compilation, expressive
diagnostics, and extensive support for modern C++ standards (LLVM official

website).

o Features:

— Often preferred for its clear and helpful error messages and warnings.

— Excellent support for C++20 and experimental features beyond the

standard.

— Compatible with GCC command-line options and ABI, facilitating cross-use
with GCC libraries.

— Integrates well with modern build systems like CMake and supports code

analysis and static checking tools.

— Supports cross-compilation and custom targets, making it widely used in

embedded and OS development (Clang 15 release notes).

« Usage Example:
Compile with C+420 standard:

clang++ -std=c++20 main.cpp -o main

./main

« References:
LLVM Project: https://1lvm.org/


https://llvm.org/
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Clang 15 Release Notes (2022): https://releases.llvm.org/15.0.0/tools/
clang/docs/ReleaseNotes.html

3.2.4rustc — The Rust Compiler

e Description:
rustc is the official compiler for the Rust programming language. It compiles
Rust source code into binary executables or libraries. Rust’s compiler is notable
for its strict ownership and borrowing checks performed at compile time to
guarantee memory and thread safety without a garbage collector (Rust official

documentation).

e Features:

— Enforces Rust’s ownership model, lifetimes, and borrowing rules.

— Supports cross-compilation targets out-of-the-box.

Optimizes for performance with LLVM as its backend.

— Provides helpful compile-time error messages and suggestions, easing the

learning curve.

— Supports incremental compilation to improve build times during

development (Rust 1.70 release).

» Usage Example:

Compile main.rs:

rustc main.rs

./main


https://releases.llvm.org/15.0.0/tools/clang/docs/ReleaseNotes.html
https://releases.llvm.org/15.0.0/tools/clang/docs/ReleaseNotes.html
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« References:
Rustc Documentation: https://doc.rust-lang.org/rustc/
Rust 1.70 Release Notes (2023): https://blog.rust-lang.org/2023/06/01/
Rust-1.70.0.html

3.2.5 cargo — The Rust Package Manager and Build Tool

e Description:
cargo is Rust’s official package manager, build system, and project manager.
Unlike rustc, which compiles single files, cargo manages complex projects with

dependencies, compilation, testing, documentation, and packaging (Cargo Book).

o Features:

— Automatically downloads and compiles dependencies from crates.io, the Rust

package registry.
— Supports workspaces to organize multiple related crates.

— Handles compilation, testing (cargo test), benchmarking, and

documentation generation (cargo doc).
— Simplifies release builds with profiles (cargo build --release).
— Integrates with IDEs and editors via Language Server Protocol (LSP).

— Facilitates continuous integration workflows with its built-in commands
(Cargo Book, 2024).

o Usage Example:

To create, build, and run a new Rust project:


https://doc.rust-lang.org/rustc/
https://blog.rust-lang.org/2023/06/01/Rust-1.70.0.html
https://blog.rust-lang.org/2023/06/01/Rust-1.70.0.html

84

cargo new hello_world
cd hello_world

cargo run

e References:

Cargo Book: https://doc.rust-lang.org/cargo/

crates.io: https://crates.io/

3.2.6 Comparative Summary

Tool Language | Role Key Advantages

g++ C++ Compiler Widely supported, mature,
standards-compliant,
cross-platform

clang++ C++ Compiler Fast compile, great diagnostics,
modular LLVM backend

rustc Rust Compiler Ownership-enforced safety,
LLVM backend, rich diagnostics

cargo Rust Package manager Manages dependencies, testing,

& build tool

documentation, complex builds

3.2.7 Additional Notes

o In C++ development, tools like CMake or Meson are often used alongside

g++ or clang++ to manage multi-file builds and dependencies (CMake

documentation).



https://doc.rust-lang.org/cargo/
https://crates.io/
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o Rust’s cargo integrates build management and dependency resolution seamlessly,
making it easier for beginners to get started without configuring external build

systems (Rust official book).

3.2.8 References

1. GCC official site and documentation
https://gcc.gnu.org/
GCC 12 Release Notes (2022): https://gcc.gnu.org/gcc-12/

2. LLVM and Clang official site and release notes
https://1lvm.org/
Clang 15 Release Notes: https://releases.llvm.org/15.0.0/tools/clang/
docs/ReleaseNotes.html

3. Rustc documentation

https://doc.rust-lang.org/rustc/

4. Rust 1.70 Release Notes (2023)
https://blog.rust-lang.org/2023/06/01/Rust-1.70.0.html

5. Cargo Book (Rust's build system and package manager)
https://doc.rust-lang.org/cargo/

6. crates.io (Rust package registry)
https://crates.io/

7. CMake official documentation

https://cmake.org/documentation/


https://gcc.gnu.org/
https://gcc.gnu.org/gcc-12/
https://llvm.org/
https://releases.llvm.org/15.0.0/tools/clang/docs/ReleaseNotes.html
https://releases.llvm.org/15.0.0/tools/clang/docs/ReleaseNotes.html
https://doc.rust-lang.org/rustc/
https://blog.rust-lang.org/2023/06/01/Rust-1.70.0.html
https://doc.rust-lang.org/cargo/
https://crates.io/
https://cmake.org/documentation/

Chapter 4

Data Types and Variables

4.1 Primitive Types: int, float, bool

4.1.1 Introduction to Primitive Types

Primitive types are the fundamental data types provided by a programming language
to represent basic values. They form the building blocks of all complex data structures
and variables. This section compares three core primitive types — int, float, and
bool — as implemented in Modern C++ and Rust, highlighting their characteristics,

ranges, and usage.

4.1.2 Integer Types (int)

.« C++

— In C++, the keyword int refers to a signed integer type whose size is

implementation-dependent but typically 32 bits on modern desktop and

86
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server platforms. The C++ standard guarantees a minimum size of 16

bits (ISO C++ Standard, latest draft, cppreference).
— CH+ provides a family of integer types:

% Signed: int, short, long, long long
* Unsigned: unsigned int, etc.

* The exact size and ranges can be checked using <climits>, e.g.,

INT_MAX (cppreference limits).

— Modern C++ (C++11 and later) offers fixed-width integer types via
<cstdint> such as int32_t and uint64_t for guaranteed sizes across
platforms (ISO C++11 Standard).

— Typical range of a 32-bit int: —2,147,483,648 to 2,147,483,647.

e Rust

— Rust has explicitly sized integer types such as 132, i64, u32, u64 reflecting
the number of bits and signedness. The int keyword does not exist in
Rust, but isize and usize represent pointer-sized signed and unsigned

integers respectively, varying by platform (Rust Reference).

— Default integer literals without suffix default to i32 if type inference is

needed (Rust book).

— Rust integers provide defined overflow behavior in debug builds (panic
on overflow) and wrapping behavior in release builds, improving safety

and performance tradeoffs (Rust Overflow documentation).

— Rust enforces explicit casting between integer types, reducing implicit

conversion errors common in C++ (Rust casting).
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4.1.3 Floating-Point Types (float)

- C++

— C++ provides floating-point types as per IEEE-754 standards: float (single
precision), double (double precision), and long double (extended precision

depending on the platform) (IEEE-754, cppreference).

— float typically represents a 32-bit single precision floating-point number,
with approximately 7 decimal digits of precision and exponent range of +£38
(IEEE-754 Single Precision).

— C++ supports floating-point literals and provides functions and constants

via <cmath> and <limits>.

— C++420 introduced new features improving floating-point support and

constexpr capabilities (ISO C++420 Standard).
* Rust

— Rust provides £32 and £64 as IEEE-754 compliant single and double

precision floating-point types, respectively (Rust Reference).

— Like integers, floating-point literals default to £64 unless otherwise specified
(Rust book).

— Rust’s standard library offers methods for floating-point arithmetic,
comparison, and manipulation through inherent methods and traits (Rust
std::£32).

— Rust emphasizes safe floating-point usage with no implicit coercions and

explicit handling of NaN, infinity, and precision limits (Rust RFC 1665).
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4.1.4 Boolean Types (bool)

« C++
— The C++ bool type represents Boolean values: true or false. It was
formally introduced in C++98, distinct from integer types (cppreference).
— bool occupies 1 byte typically, but its exact size is implementation-defined.

— Conversion rules allow implicit conversion between bool and integers (true
— 1, false — 0), which sometimes leads to subtle bugs (Herb Sutter, C++
Core Guidelines).

e Rust

— Rust has a dedicated bool type representing two values: true and false.

— Unlike C++, Rust does not allow implicit conversions between bool
and integers, enforcing stronger type safety and preventing common bugs
(Rust Reference).

— The bool type occupies 1 byte.

4.1.5 Summary Table

Aspect C++ Rust
Integer type int (platform dependent size), Explicit sized: 132, u64,
fixed-width via <cstdint> isize, usize

Integer default No literal default; type inferred or | Integer literals default to
specified i32
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Aspect

C++

Rust

Integer overflow

Float type

Float default

Boolean type

Memory size

Undefined behavior or wrapping
(UB in release)

float (32-bit), double (64-bit),
long double
(platform-dependent)

Depends on context, usually
double

bool, implicit int conversions

allowed

Varies, often 4 bytes for int, 1
byte for bool

Panic on overflow in debug,

wrapping in release

£32 (32-bit), £64 (64-bit)

£64 default for float literals

bool, no implicit

conversions

Explicit sizes; predictable

4.1.6 References

1. ISO C++ Standard latest drafts
https://isocpp.org/std/the-standard

2. C++ Primitive Types — cppreference

https://en.cppreference.com/w/cpp/language/types

3. C++ Fixed-Width Integer Types
https://en.cppreference.com/w/cpp/types/integral_types

4. TEEE-754 Standard overview
https://ieeexplore.ieee.org/document/8766229

5. Rust Reference — Numeric Types



https://isocpp.org/std/the-standard
https://en.cppreference.com/w/cpp/language/types
https://en.cppreference.com/w/cpp/types/integral_types
https://ieeexplore.ieee.org/document/8766229
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https://doc.rust-lang.org/reference/types/numeric.html

6. Rust Book — Data Types
https://doc.rust-lang.org/book/ch03-02-data-types.html

7. Rust Reference — Boolean Type
https://doc.rust-lang.org/reference/types/bool.html

8. Herb Sutter’s C++ Core Guidelines (Logic Rules)
https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines#
Rr-logic

9. Rust RFC 1665: Float casts
https://rust-lang.github.io/rfcs/1665-float-casts.html

4.2 Constants, Mutability, and Shadowing

4.2.1 Introduction

Understanding how constants, mutability, and shadowing operate in C++ and Rust
is fundamental for writing clear, efficient, and safe programs. Both languages provide
mechanisms to control variable mutability and lifetime, but they differ significantly in

their design philosophies and enforcement.

4.2.2 Constants

- C++

— Definition: In C++, constants are variables whose value cannot be

modified after initialization. The keyword const is used to declare constants.


https://doc.rust-lang.org/reference/types/numeric.html
https://doc.rust-lang.org/book/ch03-02-data-types.html
https://doc.rust-lang.org/reference/types/bool.html
https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines#Rr-logic
https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines#Rr-logic
https://rust-lang.github.io/rfcs/1665-float-casts.html
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const int MAX_SIZE = 100;

— Characteristics:

% const variables must be initialized at the time of declaration.

x The compiler enforces that attempts to modify a const variable result in
a compilation error.

* constexpr (introduced in C++11 and expanded in later standards)
denotes values or functions that can be evaluated at compile time,
allowing for better optimization (ISO C++20 Standard, cppreference
on constexpr).

% constexpr variables are implicitly const, but with the added guarantee

of compile-time evaluation.

— Example:

constexpr double PI = 3.14159;

— References:
https://en.cppreference.com/w/cpp/language/const
https://en.cppreference.com/w/cpp/language/constexpr

e Rust

— Definition: Rust provides two main ways to define immutable data:

x const defines a constant value that is always immutable and must be
known at compile time.

*x let bindings are immutable by default unless declared with mut.

— Characteristics:


https://en.cppreference.com/w/cpp/language/const
https://en.cppreference.com/w/cpp/language/constexpr
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x const values in Rust must be explicitly typed and are evaluated at
compile time. They are globally available and cannot be changed at

runtime.

% let variables are immutable unless prefixed with mut. This design

enforces safety and intentional mutability (Rust Reference, Rust Book).

— Examples:

const MAX_SIZE: u32 = 100;

let x = 5; // immutable
let mut y = 10; // mutable
— References:

https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.
html

https://doc.rust-lang.org/reference/items/constant-items.html

4.2.3 Mutability

.« C++

By default, variables in C++ are mutable unless declared with const.

Mutable variables can be reassigned and modified freely.

— C++ does not enforce immutability beyond the const qualifier, and
const_cast can override constness, which can lead to undefined behavior

if misused (cppreference).

Example:


https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html
https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html
https://doc.rust-lang.org/reference/items/constant-items.html
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int x = 10; // mutable

x = 20; // allowed

const int y = 30;

// y = 40; // compilation error

— References:

https://en.cppreference.com/w/cpp/language/cv

e Rust

— In Rust, immutability is the default for all variables, and explicit mut is
required to declare a mutable variable. This design choice is fundamental to

Rust’s safety guarantees, reducing unintended side-effects (Rust Book).

— Mutability applies to the binding itself, not the data. To mutate data behind
a reference, Rust uses special types like Cell and RefCell (Rust official

docs).
— Example:
let x = 5; // immutable by default
let mut y = 10; // mutable variable
y = 15; // allowed
— References:

https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.
html

https://doc.rust-lang.org/std/cell/


https://en.cppreference.com/w/cpp/language/cv
https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html
https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html
https://doc.rust-lang.org/std/cell/
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4.2.4 Shadowing

Shadowing refers to declaring a new variable with the same name as a previous variable

in the same or inner scope, effectively "hiding” the earlier variable.

. C++

— C++ does not support variable shadowing within the same scope.
Shadowing may occur in nested scopes (e.g., inside blocks or functions), but
it is generally discouraged due to potential confusion and errors (ISO C++
Standard).

— Shadowing in C++ often involves hiding class member variables or global
variables using local variable names, but the practice can lead to bugs and is

often avoided with explicit naming conventions.

— Example:
int x = 5;

int x = 10; // shadows outer x within this block
std::cout << x; // prints 10
}

std::cout << x; // prints 5

— References:

https://en.cppreference.com/w/cpp/language/scope
* Rust

— Rust allows and encourages shadowing by re-declaring variables with the

same name using let. This enables changing the type or mutability of a


https://en.cppreference.com/w/cpp/language/scope
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variable in a new scope without needing to create a new name, improving

code clarity and safety (Rust Book).

— Shadowing allows immutable bindings to be “re-bound” as mutable or vice

versa.
— Example:

let x = 5;

let x = x + 1; // shadows previous x, x is now 6

let x = "hello"; // shadows again with a different type
— References:

https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.
html#shadowing

4.2.5 Summary of Differences

Feature C++ Rust
Constants const and constexpr for const for compile-time constants;
compile-time constants let is immutable by default

Mutability Mutable by default; const for Immutable by default; explicit

immutability; const_cast mut required; no unsafe
allows override (unsafe) mutability override
Shadowing Limited to nested scopes; Encouraged; allows rebinding

discouraged and type changes


https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html#shadowing
https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html#shadowing
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Feature C++ Rust
Compile-time | Via constexpr from C+-+11 Via const and const fn (const
evaluation onwards functions)

4.2.6 References

1.

[SO C++ Standard and cppreference on const and constexpr
https://isocpp.org/std/the-standard
https://en.cppreference.com/w/cpp/language/const
https://en.cppreference.com/w/cpp/language/constexpr

Rust Book: Variables and Mutability
https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html

Rust Reference: Constants

https://doc.rust-lang.org/reference/items/constant-items.html

C++ cv-qualifiers (const/volatile)
https://en.cppreference.com/w/cpp/language/cv

Rust std::cell for interior mutability

https://doc.rust-lang.org/std/cell/

C++ Scope and Variable Shadowing
https://en.cppreference.com/w/cpp/language/scope

4.3 Type Inference: auto vs. let


https://isocpp.org/std/the-standard
https://en.cppreference.com/w/cpp/language/const
https://en.cppreference.com/w/cpp/language/constexpr
https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html
https://doc.rust-lang.org/reference/items/constant-items.html
https://en.cppreference.com/w/cpp/language/cv
https://doc.rust-lang.org/std/cell/
https://en.cppreference.com/w/cpp/language/scope
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4.3.1 Introduction to Type Inference

Type inference is a powerful feature in modern programming languages that allows the
compiler to deduce the type of a variable from its initializer, reducing verbosity and
improving code readability while maintaining strong typing and safety.

Both C++4 and Rust support type inference, but their implementations and design

philosophies differ, reflecting their distinct goals and language paradigms.

4.3.2 Type Inference with auto in C++

o Overview:
The auto keyword was introduced in C++11 to enable automatic type deduction

for variables from their initializer expressions (ISO C++11 Standard).

« Behavior:

— The compiler deduces the exact type of the initializer at compile time.

— auto can be used with variables, return types (C++14), and in lambda

expressions.
— It does not allow reassignment to a different type once deduced.

— Combined with const or reference qualifiers (&), it allows fine control over

mutability and value categories.

« Examples:

auto x = 42; // x is deduced as int
auto y = 3.14; // y is deduced as double
const auto z = x; // z is const int

auto& ref = x; // ref is int&
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o Advanced Usage:

C++420 introduced concepts and auto parameters in lambdas, expanding the

usefulness of type inference (ISO C++20 Standard).

Limitations:

— The type is strictly deduced at compile time and cannot be changed later.

— Using auto without initialization results in an error as the compiler cannot

deduce the type.

References:

https://en.cppreference.com/w/cpp/language/auto
https://isocpp.org/std/the-standard
https://en.cppreference.com/w/cpp/language/template_parameters#Auto_

type_template_ parameters

4.3.3 Type Inference with let in Rust

Overview:

Rust’s 1let keyword is used to declare variables, and type inference is a core part
of Rust’s design. Unlike C++-, all variables declared with 1let have their type
inferred from the right-hand side unless explicitly annotated (Rust Book).

Behavior:

— Variables declared with let are immutable by default unless marked with

mut.

— Type inference works across expressions, function return types, and more,

helping maintain concise yet strongly typed code.


https://en.cppreference.com/w/cpp/language/auto
https://isocpp.org/std/the-standard
https://en.cppreference.com/w/cpp/language/template_parameters#Auto_type_template_parameters
https://en.cppreference.com/w/cpp/language/template_parameters#Auto_type_template_parameters
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— The inferred type is fixed at compile time and cannot be changed.

— Explicit type annotations can be provided to guide or clarify the compiler.

o Examples:

let x = 42; // x inferred as 132
let y = 3.14; // y inferred as f64
let z: u32 = 100; // explicitly typed

let mut m =

10; // mutable variable

o Advanced Usage:

Rust’s type inference extends to complex data types, including generics and

closures, enabling ergonomic code without verbose type annotations.

e References:

https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html

https://doc.rust-lang.org/reference/type-inference.html

4.3.4 Comparison: auto vs. let

Aspect C++ (auto) Rust (1let)
Purpose Type deduction from initializer | Variable declaration with type
inference
Mutability Mutable by default unless Immutable by default; must use
combined with const mut to mutate



https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html
https://doc.rust-lang.org/reference/type-inference.html
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Aspect

C++ (auto)

Rust (1let)

Type inference

scope
Requires
initialization
Ability to
rebind type

Explicit

annotation

Use in generics

Deduces type of a single

variable

Yes, auto must be initialized

for type deduction

No, type fixed after deduction

Possible but rarely needed

Used with template type

deduction and lambdas

Deduces type for variables,

function params, expressions
Usually initialized; explicit
annotation optional

Shadowing allows rebinding

with a different type

Possible and encouraged for

clarity when needed

Type inference applies
throughout generics and

closures

4.3.5 Practical Notes

e In C++, auto significantly reduces verbosity, especially with complex iterator

types or lambda functions, but requires programmers to understand the deduced

types to avoid unintended behavior.

« In Rust, let with type inference enhances code clarity and safety, with

immutability by default complementing safe concurrency and memory

management.

o Both languages improve developer productivity by balancing type safety with less

boilerplate code.
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4.3.6 References

1.

C++ auto keyword — cppreference
https://en.cppreference.com/w/cpp/language/auto

ISO C++ Standard latest drafts
https://isocpp.org/std/the-standard

Rust Book — Variables and Mutability
https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html

Rust Reference — Type Inference

https://doc.rust-lang.org/reference/type-inference.html

C++ Concepts and auto template parameters (C++20)
https://en.cppreference.com/w/cpp/language/template_parameters#Auto_

type_template_ parameters


https://en.cppreference.com/w/cpp/language/auto
https://isocpp.org/std/the-standard
https://doc.rust-lang.org/book/ch03-01-variables-and-mutability.html
https://doc.rust-lang.org/reference/type-inference.html
https://en.cppreference.com/w/cpp/language/template_parameters#Auto_type_template_parameters
https://en.cppreference.com/w/cpp/language/template_parameters#Auto_type_template_parameters

Chapter 5

Control Flow

5.1 Conditional Statements: if, else, switch

5.1.1 Introduction to Conditional Statements

Conditional statements allow programs to execute different blocks of code based on
boolean expressions. They form the foundation of decision-making in programming.
Both C++4 and Rust provide similar constructs but with important syntactic and

semantic differences reflecting their language philosophies.

5.1.2if and else Statements

- CH++

— The if statement evaluates a condition; if the condition is true (non-zero),
the following block executes; otherwise, an optional else block executes

(cppreference).
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— Syntax:

if (condition) {
// code if condition is true
} else {

// code if condition is false

— Conditions must be convertible to bool; implicit conversion from integral
or pointer types is allowed. Zero or nullptr evaluates as false, non-zero as

true.
— Nested if-else and else if chains are common.

— Since C++17, if statements can include an initializer, introducing a new

variable with limited scope:

if (int x = foo(); x > 0) {

// use x here

— This pattern enhances code clarity and limits variable scope to the if block

(cppreference if statement).
« Rust

— In Rust, if is an expression and must evaluate to a boolean (bool) —
no implicit conversion from integers or other types is allowed (Rust

Reference).

— Syntax:
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if condition {

// code if true
} else {

// code if false

— Because if is an expression, it returns a value, allowing;:

let x = if condition { 5 } else { 10 };

— There is no traditional ternary operator in Rust (?7: in C++); instead, if

expressions serve this role.

— Rust requires explicit boolean conditions, enhancing type safety and

reducing bugs.

5.1.3 The switch Statement
. CH++

— The switch statement allows multi-way branching based on integral or

enumeration types (cppreference).

— Syntax:

switch (expression) {
case valuel:
// code
break;
case value2:
// code
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break;
default:
// code

— Important features:
% switch works only with integral, enumeration, or constexpr values
convertible to integral types.
x Each case label must be a compile-time constant.
x Fallthrough between cases occurs unless explicitly broken with break.
* Since C++17, [[fallthrough]]; attribute can document intentional
fallthrough.

— switch provides efficient jump table or binary search implementations by

compilers.
* Rust

— Rust does not have a switch statement. Instead, it provides a more

powerful match expression (Rust Reference).
— match allows pattern matching on values of many types, not just integers.

— Syntax:

match value {
patternl => { /* code */ },
pattern2 => { /* code */ },
_ => { /¥ default case */ },
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— Features:

x Exhaustiveness checking: all possible cases must be handled or covered

by a wildcard _.

x Patterns can be literals, ranges, enums, or destructured data.

* match is an expression and returns a value.

* Prevents bugs common in switch, such as missing cases or accidental

fallthrough.

5.1.4 Summary of Differences

Feature

C++ (if, else, switch)

Rust (if, else, match)

Condition type

if as

expression

Ternary

operator

Multi-

branching

Fallthrough

Exhaustiveness

Implicit conversions to bool

allowed

No (statement only)

Yes, 7:

switch supports integral /enums

only

Allowed by default; must use

break to prevent

No compiler checks for missing

cases

Requires explicit bool condition

Yes (returns value)

No ternary; use if expressions

match supports pattern

matching on many types

No fallthrough; exhaustive

match required

Compiler enforces exhaustive

pattern matching
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Feature C++ (if, else, switch) Rust (if, else, match)
Variable C++17 allows initializer in if if and match allow variable
binding bindings in patterns

5.1.5 Practical Notes and Best Practices

o Use if and else for simple conditional branches in both languages.

o Prefer switch in C++ for multiple discrete integer or enum cases with care for

break statements.

o Use Rust’s match for powerful, safe, and exhaustive multi-way branching that can

destructure complex data types.

o Exploit C++417's if initializer to limit scope of variables used in conditions.

o Rust’s strict boolean conditions and exhaustive matching reduce runtime errors

and improve code safety.

5.1.6 References

1. C++ if statement — cppreference
https://en.cppreference.com/w/cpp/language/if

2. C++ switch statement — cppreference

https://en.cppreference.com/w/cpp/language/switch

3. ISO C++17 Standard (for if initializer and [[fallthrough]])
https://isocpp.org/std/the-standard


https://en.cppreference.com/w/cpp/language/if
https://en.cppreference.com/w/cpp/language/switch
https://isocpp.org/std/the-standard
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4. Rust if expression — Rust Reference

https://doc.rust-lang.org/reference/expressions/if-expr.html

5. Rust match expression — Rust Reference

https://doc.rust-lang.org/reference/expressions/match-expr.html

6. Rust Book: Control Flow
https://doc.rust-lang.org/book/ch03-05-control-flow.html

5.2 Loops: for, while, loop

5.2.1 Introduction to Looping Constructs

Loops enable repeated execution of code blocks based on conditions or over sequences.
C++ and Rust both support multiple looping constructs, with differences in syntax,

semantics, and idiomatic usage shaped by each language’s goals.

5.2.2 for Loops
. C++

— C++ offers several forms of for loops:

x Traditional for loop:
Syntax:

for (initialization; condition; increment) {

// loop body

This form is versatile and supports index-based iteration, commonly

used for iterating over arrays or containers (cppreference).


https://doc.rust-lang.org/reference/expressions/if-expr.html
https://doc.rust-lang.org/reference/expressions/match-expr.html
https://doc.rust-lang.org/book/ch03-05-control-flow.html
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* Range-based for loop (introduced in C++11):
Syntax:

for (auto& element : container) {

// use element

This loop iterates over elements in a container or range, simplifying

iteration and preventing common indexing errors (cppreference).

— The range-based loop is preferred for safer, more readable code, especially

with STL containers.
— Example:
std::vector<int> v = {1, 2, 3};

for (auto& elem : v) {

std::cout << elem << "\n'";

— References:
https://en.cppreference.com/w/cpp/language/for
https://en.cppreference.com/w/cpp/language/range-for

e Rust

— Rust provides a powerful for loop that iterates over iterators, which
generalizes over arrays, ranges, collections, and custom iterator types (Rust

Reference).

— Syntax:


https://en.cppreference.com/w/cpp/language/for
https://en.cppreference.com/w/cpp/language/range-for

111

for element in collection {

// loop body

— The Rust for loop abstracts the iterator pattern, requiring the collection to
implement the IntoIterator trait. This design promotes expressive, safe,

and flexible looping.

— Example:

let v = vec![1, 2, 3];
for elem in &v {

println! ("{}", elem);

— References:
https://doc.rust-lang.org/reference/expressions/for-in-expr.html
https://doc.rust-lang.org/book/ch03-05-control-flow.html#

looping-through-a-collection-with-for

5.2.3while Loops
- C++

— The while loop repeats execution as long as a condition remains

true:

while (condition) {
// loop body


https://doc.rust-lang.org/reference/expressions/for-in-expr.html
https://doc.rust-lang.org/book/ch03-05-control-flow.html#looping-through-a-collection-with-for
https://doc.rust-lang.org/book/ch03-05-control-flow.html#looping-through-a-collection-with-for
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— The condition is evaluated before each iteration; if false initially, the loop

body does not execute.

— C++ also has a do-while loop, which executes the loop body at least once

before checking the condition:

do {
// loop body

} while (condition);

— Both forms are standard, useful for condition-driven repetition where the

number of iterations is not known upfront (cppreference).

— References:
https://en.cppreference.com/w/cpp/language/while
https://en.cppreference.com/w/cpp/language/do

Rust
— Rust supports the while loop with syntax similar to C++:

while condition {

// loop body

— The condition must be a boolean expression (no implicit conversion allowed).

Rust also supports loop (infinite loops) which can be exited explicitly using

break.

— Rust does not have a built-in do-while construct, but similar behavior can

be emulated using loop with conditional break (Rust Book).


https://en.cppreference.com/w/cpp/language/while
https://en.cppreference.com/w/cpp/language/do
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— References:
https://doc.rust-lang.org/book/ch03-05-control-flow.html#
repetition-with-while

https://doc.rust-lang.org/reference/expressions/loop-expr.html

5.2.41oop Construct (Rust-specific)

o Rust’s loop keyword creates an infinite loop with explicit exit points via break or

return.

« Syntax:

loop {
// code
if some_condition {

break;

o This construct is idiomatic for indefinite looping scenarios and is more flexible
than while(true) in C++ due to its integration with pattern matching and

expressions.

e The loop expression can return values, allowing patterns like:

let result = loop {
if some_condition {

break value;


https://doc.rust-lang.org/book/ch03-05-control-flow.html#repetition-with-while
https://doc.rust-lang.org/book/ch03-05-control-flow.html#repetition-with-while
https://doc.rust-lang.org/reference/expressions/loop-expr.html
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e References:

https://doc.rust-lang.org/book/ch03-05-control-flow.html#

infinite-loops-with-loop

https://doc.rust-lang.org/reference/expressions/loop-expr.html

5.2.5 Summary Table

Feature C++ Rust

for loop Traditional and range-based for element in collection
(for(auto& x : container)) using iterators

while loop while(condition) and while condition; no do-while

Infinite loops

[teration style

Condition

type

Loop

expressions

do-while

for(;;) or while(true)

Index-based or range-based

Implicit conversions allowed in

conditions

Statements only

loop keyword with explicit

break

Iterator-based (generalized

iteration)

Must be bool explicitly

Loops are expressions; loop

returns value



https://doc.rust-lang.org/book/ch03-05-control-flow.html#infinite-loops-with-loop
https://doc.rust-lang.org/book/ch03-05-control-flow.html#infinite-loops-with-loop
https://doc.rust-lang.org/reference/expressions/loop-expr.html
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5.2.6 Practical Notes

C++ developers should prefer range-based for loops over traditional index-based

loops to avoid off-by-one errors and increase readability.

Rust’s iterator-based for loops provide more flexibility and safety, encouraging

functional-style code and composability.

The absence of do-while in Rust requires creative use of loop and break to

simulate post-condition loops.

Use Rust’s 1loop for indefinite repetition where exit conditions vary, benefiting

from its expressive and safe design.

5.2.7 References

1.

C++ for loops — cppreference
https://en.cppreference.com/w/cpp/language/for
https://en.cppreference.com/w/cpp/language/range-for

C++ while and do-while loops — cppreference
https://en.cppreference.com/w/cpp/language/while
https://en.cppreference.com/w/cpp/language/do

Rust for loops — Rust Reference
https://doc.rust-lang.org/reference/expressions/for-in-expr.html
https://doc.rust-lang.org/book/ch03-05-control-flow.html#

looping-through-a-collection-with-for

Rust while and loop — Rust Book and Reference
https://doc.rust-lang.org/book/ch03-05-control-flow.html#

repetition-with-while


https://en.cppreference.com/w/cpp/language/for
https://en.cppreference.com/w/cpp/language/range-for
https://en.cppreference.com/w/cpp/language/while
https://en.cppreference.com/w/cpp/language/do
https://doc.rust-lang.org/reference/expressions/for-in-expr.html
https://doc.rust-lang.org/book/ch03-05-control-flow.html#looping-through-a-collection-with-for
https://doc.rust-lang.org/book/ch03-05-control-flow.html#looping-through-a-collection-with-for
https://doc.rust-lang.org/book/ch03-05-control-flow.html#repetition-with-while
https://doc.rust-lang.org/book/ch03-05-control-flow.html#repetition-with-while
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https://doc.rust-lang.org/reference/expressions/loop-expr.html

5.3 Pattern Matching with match in Rust

5.3.1 Introduction to Pattern Matching

Pattern matching is a powerful control flow mechanism that allows inspecting and
destructuring complex data types succinctly and safely. Rust’s match statement is a
central feature that embodies pattern matching and extends beyond traditional multi-

way branching constructs found in languages like C++-.

5.3.2 The match Expression in Rust

e The match keyword introduces a branching expression that compares a value
against a series of patterns and executes the code associated with the first

matching pattern.

o Unlike traditional switch statements in C++4, Rust’s match is exhaustive—all
possible cases must be handled, either explicitly or via a catch-all pattern (_),

enforced at compile time (Rust Reference).

e match is an expression, meaning it returns a value, allowing concise and

expressive code.

5.3.3 Syntax and Basic Usage

match value {
patternl => expressionl,

pattern2 => expression2,


https://doc.rust-lang.org/reference/expressions/loop-expr.html
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_ => default_expression,

o Each arm consists of a pattern and an expression separated by =>.

o The catch-all pattern _ is used to match any value not matched by earlier

patterns.
o The last comma after the final arm is syntactically allowed and encouraged for

cleaner diffs and formatting.

5.3.4 Types of Patterns Supported
Rust supports various pattern types, enabling complex destructuring and control:
« Literal Patterns: Match exact values (e.g., 0, 'a').
o Identifier Patterns: Bind matched values to variables.
« Tuple Patterns: Match tuple elements ((x, y)).
e« Enum Patterns: Match specific enum variants and destructure them.
o Struct Patterns: Match struct fields by name.
« Range Patterns: Match a range of values (1..=5).
» Reference Patterns: Match by reference or mutable reference.

+ Guarded Patterns: Add conditional expressions (if guards) to patterns.
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5.3.5 Examples

Matching Literals and Wildcard:

let x = 2;

match x {
1 => println! ("One"),
2 => println!("Two"),

=> println! ("Something else"),

Matching Enums and Destructuring:

enum Message {
Quit,
Move { x: i32, y: i32 1},
Write(String),

let msg = Message::Move { x: 10, y: 20 };

match msg {
Message::Quit => println! ("Quit"),
Message::Move { x, y } => println! ("Move to {}, {}", x, y),
Message: :Write(text) => println!("Text message: {}", text),

Using Pattern Guards:

let num = 4;

match num {
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x if x % 2 == 0 => println!("Even number: {}", x),

_ => println! ("0dd number"),

5.3.6 Advantages Over Traditional switch

Exhaustiveness checking: The compiler verifies all possible cases are covered,

preventing runtime errors from unhandled cases.

e No fallthrough: Unlike C4++ switch, Rust’s match arms do not fall through

automatically, eliminating a common source of bugs.

o Expressiveness: Ability to destructure complex data types in a single match

expression.
o Pattern guards: Conditional matching provides fine control.

e Value returning: match can return values, facilitating functional programming

patterns.

5.3.7 Advanced Usage and Patterns

o Nested matching: Patterns can be nested to match deeply structured data.

o Bindings with @: Bind matched value to a variable while testing it against a
pattern (id @ 1..=5).

o Ignoring values: Use _ or _name to ignore values in patterns.
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5.3.8 Best Practices

o Always include a catch-all arm or handle all enum variants explicitly.
o Use if guards sparingly for clarity.

o Favor pattern matching over chained if-else when matching multiple discrete

cases.

o Leverage destructuring in match to simplify complex conditional logic.

5.3.9 References and Further Reading

1. Rust Reference: Match Expressions

https://doc.rust-lang.org/reference/expressions/match-expr.html

2. The Rust Programming Language (Rust Book), Chapter 6: Enums and
Pattern Matching
https://doc.rust-lang.org/book/ch06-02-match.html

3. Rust by Example: Pattern Matching
https://doc.rust-lang.org/rust-by-example/control flow/match.html

4. Rust Patterns RFC and Updates (Post-2020 Discussions)
https://rust-lang.github.io/rfcs/1115-pattern-syntax.html
https://rust-lang.github.io/rfcs/2594-match-expressions.html

5.3.10 Conclusion

Rust’s match provides a robust, safe, and expressive mechanism for control flow that

surpasses traditional switch statements by supporting exhaustive, pattern-based


https://doc.rust-lang.org/reference/expressions/match-expr.html
https://doc.rust-lang.org/book/ch06-02-match.html
https://doc.rust-lang.org/rust-by-example/control_flow/match.html
https://rust-lang.github.io/rfcs/1115-pattern-syntax.html
https://rust-lang.github.io/rfcs/2594-match-expressions.html
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matching and enabling powerful destructuring. Understanding and leveraging match is

essential for idiomatic Rust programming and effective handling of complex data flows.



Chapter 6

Functions and Scoping

6.1 Parameters and References

6.1.1 Introduction to Function Parameters and References

Function parameters define how data is passed to functions. Both C++ and Rust
provide sophisticated mechanisms for passing arguments, including by value, by
reference, and using pointers or borrowing. Understanding these mechanisms is crucial

for writing efficient, safe, and idiomatic code.

6.1.2 Parameters in C+-+

» Passing by Value

— Passing parameters by value means the function receives a copy of the

argument. Modifications inside the function do not affect the original.

— Efficient for small data types (e.g., fundamental types like int, float) but

can be costly for large objects due to copying.

122
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— Example:

void foo(int x) {

x = 5; // modifies local copy only

— Reference:

https://en.cppreference.com/w/cpp/language/function
« Passing by Reference

— C++ supports references, allowing functions to access the original variable

without copying.
— Syntax uses the ampersand & in the parameter declaration:

void foo(int& x) {

x = 5; // modifies the original variable

— Passing by reference avoids copying overhead, enables modification of

arguments, and supports more complex data types efficiently.

— const references (const T&) allow passing large objects without copying

while preventing modification, improving safety and performance.

— Since C++11, rvalue references (T&&) enable move semantics, allowing
efficient transfer of resources instead of copying, crucial for performance

optimization (ISO C++11 standard).

— References must be initialized and cannot be null, reducing errors common

with pointers.


https://en.cppreference.com/w/cpp/language/function
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— References support binding to lvalues, const rvalues, and move semantics,

forming the foundation of modern C++ performance paradigms.

— References can be qualified with & (lvalue reference) or && (rvalue

reference), with distinct semantics.

— Reference:

https://en.cppreference.com/w/cpp/language/reference

e Pointers vs. References

— Pointers can be null, support pointer arithmetic, and are more flexible but

require manual management.

— References are safer, simpler aliases to existing variables without nullability

or arithmetic.

6.1.3 Parameters and References in Rust

o Passing by Value

— Rust passes variables by value by default, moving ownership to the function

parameter.

— Moving ownership transfers the resource, preventing data races and ensuring

memory safety without a garbage collector (Rust Book).

— For Copy types (simple scalars like integers), the data is copied rather than

moved.

— Example:


https://en.cppreference.com/w/cpp/language/reference
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fn foo(x: i32) {

// x is a copy of the argument

« Passing by Reference (Borrowing)

— Rust uses borrowing to pass references without transferring ownership.

— References are declared with & for immutable borrowing or &mut for mutable

borrowing.

— Borrowing enforces Rust’s ownership and borrowing rules at compile time,

preventing data races and dangling pointers.

— Example:

fn foo(x: &i32) {
println! ("{}", x); // immutable borrow

fn bar(x: &mut i32) {

*x += 1; // mutable borrow

— References in Rust must always be valid (non-null), enforced by the

compiler.

— The borrow checker ensures that at any time, there is either one mutable
reference or any number of immutable references, preventing undefined

behavior.
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— References do not require explicit deallocation.

— Reference:
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.
html

e Ownership and Lifetimes

— Rust parameters integrate with lifetimes, which specify how long a

reference is valid.

— Functions can accept references with explicit or elided lifetimes, ensuring safe

access without data races or dangling references (Rust Reference Lifetimes).

6.1.4 Comparison of C++ References and Rust Borrowing

Feature C++ References Rust References
(Borrowing)

Syntax T& (lvalue reference), T&& &T (immutable borrow), &mut T

(rvalue reference) (mutable borrow)

Ownership No ownership transfer with Ownership moves by default;

Transfer references references borrow

Nullability References cannot be null References guaranteed non-null
by compiler

Mutability Controlled by const qualifier Explicit with & vs &mut

Control



https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html
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Feature C-++ References Rust References
(Borrowing)
Safety Safer than pointers, but can Guaranteed safe by borrow
cause undefined behavior if checker
misused
Lifetime Programmer responsible Compiler-enforced lifetimes
Management
Move Rvalue references and move Ownership transfer; borrowing
Semantics constructors complements ownership
Support

6.1.5 Modern Practices

e C++20 and later encourage extensive use of references and move semantics for

performance.

o Rust’s ownership and borrowing model represent a paradigm shift emphasizing

memory safety without runtime overhead, influencing new language designs.

6.1.6 References and Further Reading

1. C++ Function Parameters and References — cppreference
https://en.cppreference.com/w/cpp/language/function

https://en.cppreference.com/w/cpp/language/reference

2. ISO C++ Standard (C++11 and later) on References and Move Semantics
https://isocpp.org/std/the-standard



https://en.cppreference.com/w/cpp/language/function
https://en.cppreference.com/w/cpp/language/reference
https://isocpp.org/std/the-standard
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3. The Rust Programming Language — Ownership and Borrowing
https://doc.rust-lang.org/book/ch04-01-what-is-ownership.html
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html

4. Rust Reference — Lifetimes

https://doc.rust-lang.org/reference/lifetimes.html

5. Rustonomicon — Detailed Rust references and unsafe code insights

https://doc.rust-lang.org/nomicon/references.html

6.1.7 Conclusion

Understanding function parameters and references is foundational to mastering both
C++ and Rust. While C++ offers flexible but potentially unsafe references, Rust
enforces strict ownership and borrowing rules to guarantee memory safety without
sacrificing performance. This section prepares readers to write efficient and safe

functions in both languages, appreciating their respective paradigms.

6.2 Templates in C++ vs. Generics in Rust

6.2.1 Introduction

Both C++4 and Rust provide powerful mechanisms to write generic, reusable code:
templates in C++ and generics in Rust. Although they share the goal of enabling
type parameterization, their design philosophies, implementations, and usage patterns
differ significantly. Understanding these distinctions is essential for writing robust,

efficient, and idiomatic code in both languages.


https://doc.rust-lang.org/book/ch04-01-what-is-ownership.html
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html
https://doc.rust-lang.org/reference/lifetimes.html
https://doc.rust-lang.org/nomicon/references.html
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6.2.2 C++ Templates: Overview and Features

o Templates enable compile-time polymorphism by allowing functions and
classes to operate with generic types, instantiated with specific types during

compilation (cppreference).

o There are two main template types:
— Function templates:

template<typename T>
T max(T a, T b) {

return (a > b) ? a : b;

— Class templates:

template<typename T>
class Vector {

T*x data;

size_t size;

};

o Templates in C++ are Turing complete at compile time, enabling advanced

metaprogramming.

o Templates instantiate code on-demand, creating separate function/class versions

for each type used, which can increase code size (code bloat).

« Templates support template specialization to customize behavior for particular

types.
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« Concepts (introduced officially in C++20) add constraints to templates,
improving error messages and enabling more expressive, type-safe generic

programming (cppreference Concepts).

o Compile-time evaluation via templates enables powerful optimizations but can

lead to complex, sometimes cryptic error messages.

o Templates have been central to libraries like the Standard Template Library
(STL).

« References:
https://en.cppreference.com/w/cpp/language/template
https://en.cppreference.com/w/cpp/language/concepts
https://isocpp.org/std/the-standard

6.2.3 Rust Generics: Overview and Features

Rust generics provide type parameterization in functions, structs, enums, and

traits, enabling code reuse and abstraction (Rust Reference).

» Basic syntax:

fn max<T: PartialOrd>(a: T, b: T) > T {
if a>b{al}else{b}

o Rust uses trait bounds to constrain generic types, similar in purpose to C+-+

concepts but integrated into the trait system.

o Traits define behavior that generic parameters must implement, enforcing

interface contracts at compile time.


https://en.cppreference.com/w/cpp/language/template
https://en.cppreference.com/w/cpp/language/concepts
https://isocpp.org/std/the-standard
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Generics are monomorphized at compile time: the compiler generates

specialized code per concrete type, similar to C++ templates.

Rust’s trait system supports dynamic dispatch via trait objects (&dyn Trait),

enabling runtime polymorphism alongside generics.

Rust generics support associated types, allowing traits to define type

placeholders implemented by concrete types.

Rust’s generics avoid some template pitfalls by having clearer error messages and

a unified trait-based constraint system.

Rust generics also integrate with lifetimes, specifying how references within

generics relate to each other.

References:

https://doc.rust-lang.org/reference/items/generics.html
https://doc.rust-lang.org/book/ch10-00-generics.html
https://rust-lang.github.io/rfcs/1522-generic_associated_types.html

6.2.4 Key Differences Between C++4 Templates and Rust

Generics
Aspect C++ Templates Rust Generics
Implementation | Compile-time template Compile-time
Model instantiation monomorphization
Constraints Optional Concepts (C++20+) Traits as constraints

(mandatory for behavior)



https://doc.rust-lang.org/reference/items/generics.html
https://doc.rust-lang.org/book/ch10-00-generics.html
https://rust-lang.github.io/rfcs/1522-generic_associated_types.html
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Aspect

C++ Templates

Rust Generics

Error Messages

Type System

Template

Specialization

Runtime

Polymorphism

Associated

Types

Safety and
Soundness
Compile-time

Computation

Often verbose and complex

Separate from inheritance and

polymorphism

Supports full specialization

Separate virtual functions,
RTTI

Not natively supported;

workarounds exist

Depends on programmer

discipline

Powerful but complex (template

metaprogramming)

Generally clearer and more

user-friendly

Traits unify generic constraints

and polymorphism

No full specialization; uses trait

implementations

Trait objects for dynamic

dispatch

Supported via traits

Enforced by compiler and

borrow checker

Limited to const fn and traits

6.2.5 Practical Implications

o C++ templates provide unmatched flexibility and metaprogramming power but

can be challenging to master and debug.

o Rust generics enforce stronger type safety and clearer constraints via traits,

simplifying generic programming while maintaining performance.

« Rust’s trait system encourages explicit interface design, making generic code more

readable and maintainable.
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o C++ concepts improve template safety but are newer and less widely adopted

compared to Rust’s long-standing trait model.

« Both languages generate specialized code at compile time, so generic

programming does not add runtime overhead.

6.2.6 Example Comparison

C++ Template Function:

template<typename T>
T add(T a, T b) {

return a + b;

Rust Generic Function with Trait Bound:

fn add<T: std::ops::Add<Output = T>>(a: T, b: T) -> T {

a+b

6.2.7 References

1. C++ Templates — cppreference
https://en.cppreference.com/w/cpp/language/template

2. C++ Concepts (C++20) — cppreference
https://en.cppreference.com/w/cpp/language/concepts

3. ISO C++ Standard — Concepts and Templates
https://isocpp.org/std/the-standard


https://en.cppreference.com/w/cpp/language/template
https://en.cppreference.com/w/cpp/language/concepts
https://isocpp.org/std/the-standard
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4. Rust Generics — Rust Reference

https://doc.rust-lang.org/reference/items/generics.html

5. The Rust Programming Language (Rust Book), Generics Chapter
https://doc.rust-lang.org/book/ch10-00-generics.html

6. Rust RFC 1522: Generic Associated Types
https://rust-lang.github.io/rfcs/1522-generic_associated_types.html

6.2.8 Conclusion

Templates in C++ and generics in Rust enable flexible, type-safe programming by
allowing code to be written abstractly over types. While C++ templates offer extensive
metaprogramming capabilities with a steeper learning curve, Rust generics emphasize
safety, explicit constraints, and clear compiler feedback via traits. Mastery of both
paradigms provides powerful tools for creating reusable, efficient software in modern

C++ and Rust.

6.3 Mutable and Immutable References

6.3.1 Introduction

Mutable and immutable references are fundamental concepts in both C++ and
Rust that govern how functions access and modify data through references. These
distinctions are critical for ensuring program correctness, optimizing performance, and

enabling safe concurrent programming.

6.3.2 Mutable and Immutable References in C++4

o Immutable References (const references)


https://doc.rust-lang.org/reference/items/generics.html
https://doc.rust-lang.org/book/ch10-00-generics.html
https://rust-lang.github.io/rfcs/1522-generic_associated_types.html
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— In C++4, immutable references are implemented via const references.

— Declaring a parameter as a const reference guarantees that the referenced
data cannot be modified through this reference, enhancing safety and

enabling the compiler to perform optimizations.
— Syntax example:

void printValue(const int& x) {

std::cout << x << std::endl;

— const references are widely used for passing large objects efficiently without

copying, while preventing accidental modification.

— const correctness is a cornerstone of C++ best practices, promoting safer

code and clearer intent.

— References:
https://en.cppreference.com/w/cpp/language/reference

https://isocpp.org/wiki/faq/const-correctness
« Mutable References (non-const references)

— Regular references (without const) are mutable references allowing the

function to modify the argument directly.
— Syntax example:

void increment(int& x) {

X++;

)


https://en.cppreference.com/w/cpp/language/reference
https://isocpp.org/wiki/faq/const-correctness
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— Mutable references offer performance benefits by avoiding copying and allow

functions to mutate passed arguments.

— Developers must ensure the correctness and safety of mutable references,

especially in multithreaded contexts.

— References:

https://en.cppreference.com/w/cpp/language/reference
o Pointer Comparison

— Pointers can also be mutable or const-qualified, but references provide a safer

and more straightforward syntax for most use cases.

6.3.3 Mutable and Immutable References in Rust

Rust’s borrowing system explicitly distinguishes between immutable and mutable
references at the language and compiler level, enforcing strict rules to guarantee

memory safety and prevent data races.
o Immutable References (&T)

— Declared with &T, these references allow read-only access to the data.

— Multiple immutable references to the same data can coexist concurrently

without conflict.

— Example:

fn print_value(x: &i32) {
println! ("{}", x);


https://en.cppreference.com/w/cpp/language/reference
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— Immutable references are the default borrowing mode, promoting safe

sharing of data.

— Reference:
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.
html

« Mutable References (&mut T)

— Declared with &mut T, these references allow modifying the borrowed data.

— Only one mutable reference to a particular piece of data can exist at any

time, preventing simultaneous mutable aliasing.

— Example:

fn increment(x: &mut i32) {

*x += 1;

— Rust’s borrow checker enforces these rules at compile time, preventing

data races and undefined behavior.

— Attempting to create multiple mutable references or mixing mutable and

immutable references simultaneously results in compile-time errors.

— Reference:
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.
html

o Implications of Rust’s Borrowing Rules

— Ensures memory safety without a garbage collector or runtime overhead.


https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html
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— Promotes concurrency safety by statically preventing data races.

— Encourages clear code design by explicitly indicating mutability intent.

6.3.4 Comparison of Mutable and Immutable References: C+-+

vs Rust
Aspect C++ Rust
Immutable const T& &T (immutable borrow)
references
Mutable T& (non-const reference) gmut T (mutable borrow)
references
Multiple Allowed without restriction Allowed; any number of &T
immutable references allowed
references

Multiple mutable

references

Mutable and

immutable mix

Safety

enforcement

Syntax

Thread safety

Allowed, but unsafe in
multithreaded code

Allowed; requires programmer

discipline

Programmer responsibility

Simple; no special
language-enforced rules

Requires manual

synchronization

Forbidden by borrow checker

at compile time

Forbidden simultaneously by

borrow checker

Enforced at compile time via

borrow checker

Explicit syntax; enforced

uniqueness or sharing

Prevents data races statically
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6.3.5 Practical Notes

o C++ relies on programmer discipline and tools (like const correctness) to

avold undefined behavior related to references.

» Rust enforces strict mutability and aliasing rules at compile time, providing

stronger guarantees of safety and correctness.

« Both languages provide efficient means to avoid unnecessary copying, but Rust’s

borrowing rules provide additional safety.

6.3.6 References and Further Reading

1. C++ References and Const-Correctness — cppreference
https://en.cppreference.com/w/cpp/language/reference

https://isocpp.org/wiki/faq/const-correctness

2. The Rust Programming Language, References and Borrowing chapter

https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html

3. Rust Reference — Borrowing and Mutability
https://doc.rust-lang.org/reference/types/reference.html

4. Rustonomicon — Advanced borrowing rules

https://doc.rust-lang.org/nomicon/borrow-sizes.html

6.3.7 Conclusion

Mutable and immutable references play critical roles in both C++ and Rust, shaping
how functions access and manipulate data. C++ offers flexible but potentially unsafe

references requiring careful management, while Rust’s explicit mutable and immutable


https://en.cppreference.com/w/cpp/language/reference
https://isocpp.org/wiki/faq/const-correctness
https://doc.rust-lang.org/book/ch04-02-references-and-borrowing.html
https://doc.rust-lang.org/reference/types/reference.html
https://doc.rust-lang.org/nomicon/borrow-sizes.html
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borrowing enforced by the compiler ensures memory and thread safety. Understanding
these concepts is essential to write correct, efficient, and idiomatic code in both

languages.



Chapter 7

Pointers and References

7.1 &, *, Box, Rc, RefCell

7.1.1 Pointers and References in C++

e & — References

— In C++, & denotes a reference type, which acts as an alias for an existing
object. A reference must be initialized upon creation and cannot be reseated
or be null ([GeeksforGeeks, July 2025])
boardor.com
GeeksforGeeks.

— References provide safer syntax for aliasing and avoid pointer-related null
or dangling pointer bugs, but rely on programmer discipline for correctness
([StackOverflow, 2023])

Wikipedia.

« x — Pointers
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https://boardor.com/blog/understanding-rusts-smart-pointers-box-rc-and-refcell
https://www.geeksforgeeks.org/cpp/pointers-and-references-in-c/
https://en.wikipedia.org/wiki/Pointer_(computer_programming)

142

— The * operator is used to declare pointers and to dereference them.
Pointers allow indirect memory access and support operations like pointer
arithmetic, nullability, and dynamic memory management ([GeeksforGeeks,
July 2025])

GeeksforGeeks
Wikipedia.

— Pointers are flexible but less safe, as they can point to invalid memory or be
reassigned, unlike references ([GeeksforGeeks, 2025])

GeeksforGeeks.

7.1.2 Smart Pointer Types in C++

o C++ provides smart pointers: std::unique_ptr, std: :shared_ptr, and
std: :weak_ptr (since C++11/14) to automate dynamic memory management
and prevent leaks ([Wikipedia Smart Pointer, updated recently])

Wikipedia.

e unique_ptr provides exclusive ownership; shared_ptr enables reference
counting shared ownership; weak_ptr breaks ownership cycles. Recommended
to use std: :make _unique and std::make_shared for safety and performance
([Wikipedia Smart Pointer|)

Wikipedia.

7.1.3 Rust Smart Pointers: Box<T>, Rc<T>, and RefCell<T>

Rust uses its ownership and borrowing rules together with specific pointer types to

manage heap data safely and efficiently.

e Box<T>


https://www.geeksforgeeks.org/cpp/cpp-pointers/
https://en.wikipedia.org/wiki/Pointer_(computer_programming)
https://www.geeksforgeeks.org/cpp/pointers-and-references-in-c/
https://en.wikipedia.org/wiki/Smart_pointer
https://en.wikipedia.org/wiki/Smart_pointer

143

— Allocates data on the heap with single ownership, automatically
deallocating when the Box goes out of scope ([DEV Community post May
2025])

DEV Community.

— Ideal for heap allocation, recursive data structures (e.g. linked lists), and
dynamic sizing where stack allocation is insufficient
DEV Community
LinkedIn.

e Rc<T>

— A reference-counted smart pointer for enabling shared ownership
in single-threaded contexts. Maintains a runtime count of owners and
deallocates when count reaches zero ([DEV Community May 2025])

DEV Community

boardor.com.

— Allows immutable sharing of data among multiple owners, but does not
permit interior mutation on its own ([StackOverflow summary, Oct 2024])
StackOverflow.

e RefCell<T>

— Enables interior mutability, allowing mutation of data even when only
immutable references exist. Unlike typical borrowing, checks occur at
runtime: violations cause panics ([Rust Book ch.15, runtime borrow checks])

web.mit.edu.

— Useful in scenarios where the borrow checker’s compile-time constraints are

too restrictive, but safety is still desired.


https://dev.to/sgchris/smart-pointers-demystified-box-rc-and-refcell-27k
https://dev.to/sgchris/smart-pointers-demystified-box-rc-and-refcell-27k
https://www.linkedin.com/pulse/mastering-safe-pointers-rust-deep-dive-box-rc-arc-george-phd-burlakov-iqite
https://dev.to/sgchris/smart-pointers-demystified-box-rc-and-refcell-27k
https://boardor.com/blog/understanding-rusts-smart-pointers-box-rc-and-refcell
https://stackoverflow.com/questions/61997859/understanding-usage-of-rcrefcellsomestruct-in-rust
https://web.mit.edu/rust-lang_v1.25/arch/amd64_ubuntu1404/share/doc/rust/html/book/second-edition/ch15-05-interior-mutability.html
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e« Combining Rc and RefCell

— To achieve shared ownership with interior mutability, Rust commonly
uses Rc<RefCell<T>>. Here, Rc shares ownership and RefCell handles
mutable access at runtime ([StackOverflow, 2022])

The Rust Programming Language Forum.

— This combination enables multiple parts of code to mutate a shared data
structure behind an owned container, while still preserving safety (barring
cyclic reference leaks, which must be managed separately) ([Rust Book ch15,
reference cycles])

Rust Documentation.

7.1.4 Side-by-Side Comparison

Concept C++ Rust

Immutable T& reference &T reference

alias/reference

Mutable T* via pointer or T& &mut T borrow

alias/reference modifiable

Single ownership std: :unique_ptr<T> Box<T>

heap type

Shared ownership std: :shared_ptr<T> Rc<T> (single-thread safe)

Interior mutability | Not standard; const_cast RefCell<T> with runtime
unsafe checks



https://users.rust-lang.org/t/whats-difference-between-refcell-rc-t-and-rc-refcell-t/86497
https://doc.rust-lang.org/book/ch15-06-reference-cycles.html
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Concept C++ Rust
Shared mutable std: :shared_ptr<T> with Rc<RefCell<T>>
ownership locking

7.1.5 Practical Applications

Use Box<T> in Rust for recursive data structures, or when heap allocation is

required but exclusive ownership suffices.

o Use Rec<T> when multiple parts of your program need read-only access to shared
data.

o Use RefCell<T> to sidestep immutable borrow restrictions when necessary, with

awareness of its potential runtime panic.

o Avoid cyclic references with Rc<T> by using Weak<T> or design without cycles.

7.1.6 References

1. Smart pointer overview in C++ — Wikipedia (recently updated)
https://en.wikipedia.org/wiki/Smart_pointer
GeeksforGeeks
The Rust Programming Language Forum
Recforge Academy
LinkedIn
DEV Community

2. C++ pointers and references overview — GeeksforGeeks (July 2025)

https://www.geeksforgeeks.org/cpp/pointers-and-references-in-c/



https://en.wikipedia.org/wiki/Smart_pointer
https://www.geeksforgeeks.org/cpp/pointers-vs-references-cpp/
https://users.rust-lang.org/t/whats-difference-between-refcell-rc-t-and-rc-refcell-t/86497
https://academy.recforge.com/course/mastering-rust-programming-158/level-3-advanced-rust-features/smart-pointers-box-rc-and-refcell
https://www.linkedin.com/pulse/mastering-safe-pointers-rust-deep-dive-box-rc-arc-george-phd-burlakov-iqite
https://dev.to/sgchris/smart-pointers-demystified-box-rc-and-refcell-27k
https://www.geeksforgeeks.org/cpp/pointers-and-references-in-c/
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The Linux Code
The GeeksforGeeks

. C++ authority on references vs pointers — GeeksforGeeks & StackOverflow
https://www.geeksforgeeks.org/cpp/pointers-vs-references-cpp/
Stack Overflow

GeeksforGeeks

. DEV Community blog on Box, Rec, RefCell (May 2025)

https:
//dev.to/sgchris/smart-pointers-demystified-box-rc-and-refcell-27k
DEV Community

. LinkedIn technical overview “When to use Box, Rc, Arc, RefCell”
LinkedIn

. MIT Rust Book section on interior mutability (RefCell<T>)
https://doc.rust-lang.org/book/ch15-05-interior-mutability.html

web.mit.edu

. StackOverflow discussion on Rc<RefCell<T>> usage (Dec 2022)
https://users.rust-lang.org/t/
difference-between-rcrefcellsomestruct-and-refcell-rct
The Rust Programming Language Forum

Stack Overflow

. Rust Book section on reference cycles and memory leaks with Rc/RefCell
https://doc.rust-lang.org/book/ch15-06-reference-cycles.html
Recforge Academy


https://thelinuxcode.com/pointers-vs-references-in-c-understanding-the-core-differences/
https://www.geeksforgeeks.org/cpp/pointers-and-references-in-c/
https://www.geeksforgeeks.org/cpp/pointers-vs-references-cpp/
https://stackoverflow.com/questions/57483/what-are-the-differences-between-a-pointer-variable-and-a-reference-variable
https://www.geeksforgeeks.org/cpp/pointers-vs-references-cpp/
https://dev.to/sgchris/smart-pointers-demystified-box-rc-and-refcell-27k
https://dev.to/sgchris/smart-pointers-demystified-box-rc-and-refcell-27k
https://dev.to/sgchris/smart-pointers-demystified-box-rc-and-refcell-27k
https://www.linkedin.com/pulse/mastering-safe-pointers-rust-deep-dive-box-rc-arc-george-phd-burlakov-iqite
https://doc.rust-lang.org/book/ch15-05-interior-mutability.html
https://web.mit.edu/rust-lang_v1.25/arch/amd64_ubuntu1404/share/doc/rust/html/book/second-edition/ch15-05-interior-mutability.html
https://users.rust-lang.org/t/difference-between-rcrefcellsomestruct-and-refcell-rct
https://users.rust-lang.org/t/difference-between-rcrefcellsomestruct-and-refcell-rct
https://users.rust-lang.org/t/whats-difference-between-refcell-rc-t-and-rc-refcell-t/86497
https://stackoverflow.com/questions/61997859/understanding-usage-of-rcrefcellsomestruct-in-rust
https://doc.rust-lang.org/book/ch15-06-reference-cycles.html
https://academy.recforge.com/course/mastering-rust-programming-158/level-3-advanced-rust-features/smart-pointers-box-rc-and-refcell
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7.2 Null Pointers vs. Option Types

7.2.1 Introduction

Handling the absence of a value is a common programming problem. Traditional
languages like C and C++ use null pointers, which are error-prone and lead to
runtime crashes. Rust avoids null altogether in safe code, instead using a type-safe
abstraction: Option<T>. This section examines the pitfalls of null pointers in C++ and

the advantages of Rust’s Option for robust error-free code.

7.2.2 Null Pointers in C++

o Cand C++ use special pointer values (commonly nullptr in modern C++) to
represent “no value.” Dereferencing a null pointer is undefined behavior and
can cause runtime crashes ([Wikipedia on null pointer, updated recently 2025])
Software Engineering Stack Exchange
DEV Community
Wikipedia.

o The keyword nullptr was introduced in C++11 to prevent ambiguity and
improve type safety over earlier usages of 0 or NULL ([Wikipedia C++11 nullptr,
recently updated])

Wikipedia.

« However, using nullptr still requires manual checks by programmers; forgetting
to do so can lead to null pointer dereferences. Detecting such bugs is difficult at

compile time and often requires runtime sanitizers.

o The “billion-dollar mistake” of null references is widely cited: null pointer

dereferences remain one of the most common causes of software vulnerabilities


https://softwareengineering.stackexchange.com/questions/410724/why-f-rust-and-others-use-option-type-instead-of-nullable-types-like-c-8-or-t
https://dev.to/sgchris/using-option-effectively-avoiding-null-the-rust-way-3p73
https://en.wikipedia.org/wiki/Null_pointer
https://en.wikipedia.org/wiki/C%2B%2B11
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and crashes ([Wikipedia null pointer entry])
Wikipedia.

e Modern C++ provides std: :optional<T> (since C++17) to represent
potentially absent values in a safer way compared to pointers. It encodes
presence or absence explicitly and avoids null pointer use entirely ([Dev blog on
std::optional, 2025])

DEV Community.

e std::optional<T> forces developers to check .has_value() or unpack using
.value_or() or operator*, making absence explicit and reducing misuse of raw

pointers.

7.2.3 Rust’s Option<T>: A Safe Alternative

« Rust does not allow null references in safe code. Built-in reference types (&T
and &mut T) are guaranteed non-null. Raw pointers (*const T, *mut T) may be
null, but dereferencing them is only permitted inside an unsafe block ([Wikipedia

Rust, updated few weeks ago|) Wikipedia.

o Instead of null, Rust uses the Option<T> enum:

enum Option<T> {
Some(T),

None,

This explicit representation enforces handling of None at compile time via pattern
matching (match) or if let constructs ([Sling Academy article, Jan 2025])
CodeForGeek


https://en.wikipedia.org/wiki/Null_pointer
https://dev.to/emilossola/exploring-the-power-of-c-stdoptional-4407
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://codeforgeek.com/option-type-in-rust/
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Sling Academy.

o Option is widely adopted for safe absent values handling. A DEV Community

tutorial notes how replacing null with Option forces compile-time checks and

eliminates entire classes of runtime errors ([[turnOsearch4]]).

o Option<NonNull<T>> and Option<&T> enable optional pointers without runtime

overhead, due to Rust’s null-pointer optimization; this makes Option<&T> the

same size as the raw reference while still enforcing presence checks at runtime
([Rust syntax Wikipedia])
DEV Community

Wikipedia.

e Medium and CodeForGeek articles highlight how Option<T> encourages

predictable, explicit code and prevents null dereference exceptions by design
([turnOsearch8]|, [turnOsearch18]).

7.2.4 Comparing Approaches

Feature

C++ (Null Pointer /

optional)

Rust (Option<T>)

Representation of

absence

Compile-time

enforcement

Space overhead

nullptr pointer

None — programmer must

check manually

Pointer-sized + nullable value

Option<T> enum with None or

Some (T)

Compiler forces handling before

access

Often optimized (zero-cost) for

non-nullable types



https://www.slingacademy.com/article/eliminating-null-references-options-vs-null-pointers-in-rust-oop/
https://dev.to/sgchris/using-option-effectively-avoiding-null-the-rust-way-3p73
https://en.wikipedia.org/wiki/Rust_syntax
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Feature C++ (Null Pointer / Rust (Option<T>)
optional)

Runtime safety Dereferencing null leads to Safe access only via pattern
UB/crash matching

API Implicit, unclear intent Explicit .unwrap, .map, match,

expressiveness etc.

Error risk High — null dereferences Very low — misuse caught at
common and hard to detect compile-time

7.2.5 Practical Examples

C++ Raw Pointer

int* find_data();
int* p = find_data();
if (p !'= nullptr) {
use (*p) ;
} else {
// handle absence

C++4 with std::optional

std: :optional<int> find_data();
auto opt = find_data();
if (opt) {
use (*xopt) ;
} else {
// handle
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Rust with Option

fn find_data() -> Option<i32> { /* ... */ }
match find_data() {
Some (v) => use(v),

None => handle_absence(),

7.2.6 Why Rust’s Approach Is Safer

o Null checks are mandatory and enforced: failure to handle None will result in a

compile-time error.
o Eliminates null pointer exceptions entirely in safe code.
o Encourages clear and intention-revealing APIs.

o Allows Option-wrapped pointer types to be optimized to raw pointer size, so
using Option doesn’t incur memory overhead when T is non-nullable reference
or NonNull types ([Rust syntax Wikipedia])

CodeForGeek
Sling Academy
blog.miguens.one

internals.rust-lang.org.

7.2.7 References

1. Rust Reference: Option documentation


https://codeforgeek.com/option-type-in-rust/
https://www.slingacademy.com/article/eliminating-null-references-options-vs-null-pointers-in-rust-oop/
https://blog.miguens.one/posts/2025/07/embracing-type-safety-in-c-17-stdoptional-stdvariant-and-stdany/
https://internals.rust-lang.org/t/options-ffi-safety-and-guarantees-for-abi-compatibility-with-nonnull-optimizations/9784
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https://doc.rust-lang.org/std/option/ internals.rust-lang.org

Rust Documentation

. Sling Academy: Eliminating Null References — Option vs null
https://www.slingacademy.com/article/
eliminating-null-references-options-vs-null-pointers-in-rust-oop/
Medium

Sling Academy

. DEV Community: Using Option effectively in Rust

https://dev.
to/sgchris/using-option-effectively-avoiding-null-the-rust-way-3p73
siddharthgs.com

DEV Community

. Wikipedia: Rust language, pointer and safety guarantees

https://en.wikipedia.org/wiki/Rust_(programming language) Wikipedia

. Wikipedia: Null pointer overview and safety issues

https://en.wikipedia.org/wiki/Null_pointer Wikipedia

. DEV Community blog on std::optional in C++
https://dev.to/emilossola/exploring-the-power-of-c-optional-4407
Stack Overflow

DEV Community

. Medium article on Option safety and predictability
https://medium.com/@mbugraavci38/
navigating-the-option-enum-in-rust-embracing-null-safety-£84390b7d264
DEV Community

Medium


https://doc.rust-lang.org/std/option/
https://internals.rust-lang.org/t/options-ffi-safety-and-guarantees-for-abi-compatibility-with-nonnull-optimizations/9784
https://doc.rust-lang.org/std/option/
https://www.slingacademy.com/article/eliminating-null-references-options-vs-null-pointers-in-rust-oop/
https://www.slingacademy.com/article/eliminating-null-references-options-vs-null-pointers-in-rust-oop/
https://medium.com/@mbugraavci38/navigating-the-option-enum-in-rust-embracing-null-safety-f84390b7d264
https://www.slingacademy.com/article/eliminating-null-references-options-vs-null-pointers-in-rust-oop/
https://dev.to/sgchris/using-option-effectively-avoiding-null-the-rust-way-3p73
https://dev.to/sgchris/using-option-effectively-avoiding-null-the-rust-way-3p73
https://siddharthqs.com/navigating-safely-with-option-in-rust
https://dev.to/sgchris/using-option-effectively-avoiding-null-the-rust-way-3p73
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://en.wikipedia.org/wiki/Null_pointer
https://en.wikipedia.org/wiki/Null_pointer
https://dev.to/emilossola/exploring-the-power-of-c-optional-4407
https://stackoverflow.com/questions/69838583/what-are-the-advantages-disadvantages-of-stdoptional-over-nullptr
https://dev.to/emilossola/exploring-the-power-of-c-stdoptional-4407
https://medium.com/@mbugraavci38/navigating-the-option-enum-in-rust-embracing-null-safety-f84390b7d264
https://medium.com/@mbugraavci38/navigating-the-option-enum-in-rust-embracing-null-safety-f84390b7d264
https://dev.to/sgchris/using-option-effectively-avoiding-null-the-rust-way-3p73
https://medium.com/@mbugraavci38/navigating-the-option-enum-in-rust-embracing-null-safety-f84390b7d264
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8. Code Forgeek: The Option type and null safety
https://codeforgeek.com/option-type-in-rust/ CodeForGeek

9. StackOverflow discussion on using Option<NonNull> vs raw pointers
https://stackoverflow.com/questions/54195517/
should-we-use-option-or-ptrnull-to-represent-a-null-pointer-in-rust
users.rust-lang.org
Stack Overflow

7.3 Safe Memory Handling

7.3.1 Introduction

Safe memory handling refers to techniques that prevent common errors like use-after-
free, buffer overflows, dangling pointers, and memory leaks. While C+-+ provides
manual tools for memory control, Rust integrates strict compile-time checks via its

ownership and borrowing systems to ensure safety without runtime cost.

7.3.2 C++4+ Memory Safety: Manual but Powerful

o Manual control via new/delete and smart pointers:
Traditional C+4 memory management relies on manual allocation and
deallocation, which is error-prone. Modern C++ encourages use of RAII-
patterned containers and smart pointers (std: :unique_ptr, std: :shared_ptr)
to automate cleanup and reduce memory leaks, but misuse or cycles can still lead
to issues ([SimplifyCPP, 2023])
NDSS Symposium
simplifycpp.org.


https://codeforgeek.com/option-type-in-rust/
https://codeforgeek.com/option-type-in-rust/
https://stackoverflow.com/questions/54195517/should-we-use-option-or-ptrnull-to-represent-a-null-pointer-in-rust
https://stackoverflow.com/questions/54195517/should-we-use-option-or-ptrnull-to-represent-a-null-pointer-in-rust
https://users.rust-lang.org/t/option-is-ffi-safe-or-not/29820
https://stackoverflow.com/questions/54195517/should-we-use-option-or-ptrnull-to-represent-a-null-pointer-in-rust
https://www.ndss-symposium.org/wp-content/uploads/ndss24-posters-37.pdf
https://www.simplifycpp.org/?id=a0554
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« Tool support: Static analyzers, sanitizers (AddressSanitizer, UB sanitizer), and
linters (clang-tidy) can catch some memory bugs, but they’re optional and may
incur runtime or development-time overheads ([bbv EN blog, 2023])
bbv EN.

e Undefined behaviors remain runtime risks: Buffer overflows, stale pointers,
dangling references, and use-after-free can still occur even in modern C++ if

developer vigilance fails ([Memory safety Wikipedia overview])

Wikipedia.

7.3.3 Rust: Memory Safety Baked into the Language

e a. Ownership and RAII

— Ownership system: Every value in Rust has one owner, and memory is
automatically freed when the owner goes out of scope. This prevents leaks
and use-after-free without runtime overhead ([PeerDh blog, 2025])

peerdh.com.

— Compile-time enforcement: Rust’s borrow checker and ownership rules
eliminate dangling pointers and guarantee memory validity before runtime
([Infoworld, 2023])

infoworld.com.
e b. Borrowing Rules

— Immutable and mutable borrows: Rust enforces that at most one
mutable reference or any number of immutable references can exist,
preventing data races and invalid aliasing ([ATAIVA article, 2025])

codezup.com.


https://en.bbv.ch/insights/blog/rust-vs-c-who-will-win-the-race-for-memory-safe-programming/
https://en.wikipedia.org/wiki/Memory_safety
https://peerdh.com/blogs/programming-insights/memory-safety-in-c-vs-rust-a-comprehensive-comparison
https://www.infoworld.com/article/2336661/rust-memory-safety-explained.html
https://codezup.com/optimizing-memory-safety-in-rust-applications/
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— Lifetimes: Rust tracks the scope of references, ensuring no references
outlive their data, eliminating use-after-free errors ([Sling Academy, 2023])

slingacademy.com.
e c¢. Safe vs Unsafe

— Safe Rust enforces invariants statically, but Unsafe Rust allows operations
like raw pointer dereferencing—these must be correctly justified to maintain

safety ([Ana Nora Evans et al., 2020])

arxiv.org.

— Empirical studies show most Rust codebases use unsafe blocks sparingly
(<30%), although transitive unsafe usage remains a concern for complete
static safety guarantees

arxiv.org.

— Tools like SafeDrop and rCanary aim to analyze and detect deallocation or
leak issues even in unsafe contexts

arxiv.org.

7.3.4 Comparative Summary: C++ vs Rust Memory Handling

Area C++ Rust

Memory Manual (new/delete) or Ownership model with automatic

allocation smart pointers with RAII; deallocation on scope exit
programmer responsible peerdh.com, ataiva.com
simplifycpp.org



https://www.slingacademy.com/article/memory-safety-ownership-and-lifetimes-how-smart-pointers-fit-into-rusts-model/
https://arxiv.org/abs/2007.00752
https://arxiv.org/abs/2007.00752
https://arxiv.org/abs/2103.15420
https://www.simplifycpp.org/?id=a0554&utm_source=chatgpt.com
https://peerdh.com/blogs/programming-insights/memory-safety-in-c-vs-rust-a-comprehensive-comparison
https://ataiva.com/rust-memory-safety
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Area C++ Rust
Dangling Possible if programmer Prevented by borrow checker and
pointers mismanages references or lifetimes

pointers
Wikipedia

slingacademy.com

Use-after-free

UB if accessing deallocated

memory

Compilation error—cannot
compile code that violates
lifetimes or borrowing

markaicode.com

Buffer overflows

Possible if bounds unchecked

[teration and indexing include
runtime checks in debug builds;
safe defaults

SE, markaicode.com

Concurrent

memory safety

Manual locking and

synchronization

Send/Sync traits and borrowing
rules prevent data races at
compile time

codewithc.com

Memory leaks

Possible if pointers not freed

or cyclic references used

Rare; ownership ensures
automatic drop, though leaks
possible with Deref cycles or
unsafe code; detection tools exist

arxiv.org



https://en.wikipedia.org/wiki/Memory_safety
https://www.slingacademy.com/article/memory-safety-ownership-and-lifetimes-how-smart-pointers-fit-into-rusts-model
https://markaicode.com/rust-vs-cpp-security-vulnerability-comparison
https://softwareengineering.stackexchange.com/questions/446992/how-can-rust-be-safer-and-faster-than-c-at-the-same-time
https://markaicode.com/rust-vs-cpp-security-vulnerability-comparison
https://www.codewithc.com/c-vs-rust-evaluating-performance-and-safety-in-modern-programming
https://arxiv.org/abs/2308.04787
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7.3.5 Real-World Adoption and Impact

o Industry migration: Organizations such as Linux kernel, AWS Firecracker, and
embedded systems increasingly use Rust to replace unsafe C/C++ components
for improved memory safety ([Rust for Linux project, 2024])

Wikipedia.

« White House recommendation: The US National Cyber Director recommends
transitioning critical code to memory-safe languages like Rust to reduce security
vulnerabilities ([StackOverflow blog coverage, Dec 2024])

stackoverflow.blog.

» Rustls project: TLS implementation in Rust used by production systems to
eliminate memory-related security flaws present in C/C++ libraries like OpenSSL
([Wikipedia Rustls, 2024])

Wikipedia.

7.3.6 Challenges and Trade-offs

e Learning curve: Rust’s compile-time safety model demands a steeper initial
learning curve for developers trained in C/C++ style memory handling
([Infoworld, 2023])

infoworld.com.

» Mixed-language integration: Unsafe C++ code may undermine Rust's safety
guarantees when used via FFI, necessitating tools like SafeFFI to bridge runtime
safeguards and compile-time checks ([NDSS, 2023])

NDSS Symposium.

« Unsafe block usage: Although rare, unsafe code exists in performance-critical


https://en.wikipedia.org/wiki/Rust_for_Linux
https://stackoverflow.blog/2024/12/30/in-rust-we-trust-white-house-office-urges-memory-safety/
https://en.wikipedia.org/wiki/Rustls
https://www.infoworld.com/article/2336661/rust-memory-safety-explained.html
https://www.ndss-symposium.org/wp-content/uploads/ndss24-posters-37.pdf
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Rust libraries and requires careful auditing to preserve safety guarantees ([Ana
Nora Evans et al., 2020))

arxiv.org.

7.3.7 References

1.

SimplifyCPP: Comparison of C++ and Rust memory management (2023)
simplifycpp.org

Infoworld article: Rust memory safety model and guarantees (2023)

codezup.com

ATAIVA article on Rust memory safety (2025)

ataiva.com

Sling Academy: lifetimes and safety guarantees (2023)

slingacademy.com

Evans, Campbell & Soffa: Usage of unsafe Rust in real code (2020)

arxiv.org

SafeDrop and rCanary tools detecting Rust memory deallocation issues (2021—
2023)

arxiv.orgarxiv.org

Memory safety overview — Wikipedia (2025)
Wikipedia

bbv EN: Comparison of Rust and C++ memory safety approaches (2023)
en.bbv.ch


https://arxiv.org/abs/2007.00752
https://www.simplifycpp.org/?id=a0554
https://codezup.com/optimizing-memory-safety-in-rust-applications/
https://ataiva.com/rust-memory-safety/
https://www.slingacademy.com/article/memory-safety-ownership-and-lifetimes-how-smart-pointers-fit-into-rusts-model/
https://arxiv.org/abs/2007.00752
https://arxiv.org/abs/2103.15420
https://arxiv.org/abs/2308.04787
https://en.wikipedia.org/wiki/Memory_safety
https://en.bbv.ch/insights/blog/rust-vs-c-who-will-win-the-race-for-memory-safe-programming/
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9. ONCD/NSA recommendation to use Rust in critical systems (2024)

stackoverflow.blog

10. Wikipedia: Rustls and memory-safe replacement of OpenSSL (2024)
Wikipedia


https://stackoverflow.blog/2024/12/30/in-rust-we-trust-white-house-office-urges-memory-safety/
https://en.wikipedia.org/wiki/Rustls
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Chapter 8

Structs and Classes

8.1 Structs in Both Languages

8.1.1 Overview: Data Aggregation in C++4 and Rust

Both C+4 and Rust use struct to group related data into compound types. However,
their approach to behavior, visibility, initialization, and design philosophy diverges

significantly.

8.1.2 Structs in C++

e In C++, struct is nearly identical to a class, except that members are public
by default, while class members are private by default. C++ structs can contain
both data and behavior (functions), support inheritance, polymorphism, and
visibility specifiers ([Stratify Labs, 2023])

History Tools
Stratify Labs.
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https://www.historytools.org/docs/rust-vs-c-6-key-differences-and-pros-and-cons-for-programming-with-each
https://blog.stratifylabs.dev/device/2023-01-28-From-cpp-to-rust
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e Syntax:

struct Point {

int x;

int y;

void move(int dx, int dy) { x += dx; y += dy; }
}

« Structs support features like constructors, destructors, copy /move semantics,
templates, and inheritance. They are commonly used for passive data containers

or small POD types.

o C++ struct types integrate with full OOP, including multiple inheritance, virtual

functions, and encapsulation.

8.1.3 Structs in Rust

o Rust’s struct defines data-only types. Methods and associated functions
are defined in separate impl blocks, not within the struct definition itself
([SimplifyCPP, May 2025])

SimplifyCPP.org
SimplifyCPP.org.

o Named-field struct example:
struct Car {

brand: String,

year: u32,


https://www.simplifycpp.org/?id=a0622
https://www.simplifycpp.org/?id=a0348

164

impl Car {
fn new(brand: &str, year: u32) -> Self {
Car { brand: brand.to_string(), year }

}
fn show_info(&self) {
println! ("Brand: {}, Year: {}", self.brand, self.year);

o Rust supports three struct styles: named-field struct, tuple struct, and unit-like
struct ([SlingAcademy, Jan 2025])
Sling Academy
Sling Academy. Tuple structs behave like ordered tuples and unit structs act as
marker types without data ([Rust Reference])

rustwiki.org.

o Fields are private by default at the module level, not per-struct; access control is

managed via pub modifiers.

8.1.4 Initialization and Mutability

o C++:
— Structs follow aggregate initialization or constructor invocation:

Point p {10, 20};
p.move(5, -2);


https://www.slingacademy.com/article/defining-basic-structs-in-rust-and-their-named-fields
https://www.slingacademy.com/article/introduction-to-rust-structs-a-foundational-overview
https://rustwiki.org/en/reference/items/structs.html
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— Mutability is controlled by qualifiers (const, mutable), but by default

instances are mutable.

e« Rust:

Instantiation uses field names:

let mut user = User { username: String::from("Alice"), email:

< String::from("a@x"), sign_in_count: 1, active: true };

user.email = String::from("b0x");

— Only the instance must be mutable (let mut), affecting all fields—not

individual fields ([Rust Book ch05])
doc.rust-lang.org

index.dev.

— Rust supports field init shorthand and struct update syntax:

let p2 = Rectangle { color: "blue", ..pl };

:contentReference[oaicite:20] {index=20%}.

8.1.5 Behavior: Methods, Traits, and Inheritance

Feature

C+4+ Struct

Rust Struct

Methods

behavior

and Defined inside struct/class

Defined in impl blocks



https://doc.rust-lang.org/book/ch05-01-defining-structs.html
https://www.index.dev/blog/is-c-being-replaced-by-rust-c-vs-rust
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Feature C++ Struct Rust Struct

Inheritance Supported via struct / Not supported; encouraged
class inheritance via traits/composition

Encapsulation Per-field privacy specifiers Module-level privacy; no
allowed per-field private

Polymorphism Virtual functions, Traits for interface
inheritance abstraction

o Rust eschews OOP inheritance, favoring trait-based polymorphism and

composition. Traits define shared behavior across types without inheritance
complexity ([SimplifyCPP])

blog.caveofprogramming.com
SimplifyCPP.org
SimplifyCPP.org.

8.1.6 Code Example: Data + Behavior

C-++ struct:

struct Vehicle {

std::string brand;

int year;

virtual void honk() const { std::cout << "Vehicle honk\n"; }

};

struct Car :

Vehicle {

void honk() const override { std::cout << "Car honk\n"; }

};

Rust struct with trait:



https://blog.caveofprogramming.com/p/structs-in-rust
https://www.simplifycpp.org/?id=a0622
https://www.simplifycpp.org/?id=a0348

167

struct Car { brand: String, year: u32 }

trait Honk {

fn honk(&self);
}
impl Honk for Car {

fn honk(&self) { println!("Car honk"); }

This Rust pattern avoids inheritance but achieves polymorphic behavior via trait

objects.

8.1.7 Practical Implications and Best Practices

C++ structs are flexible but require careful management of visibility,

constructors, and inheritance, especially to avoid misuse or unexpected behavior.

o Rust structs encourage clarity and memory safety. Data definitions are separate
from behavior, methods are explicit in impl blocks, and privacy is localized to

modules.

o Rust's lack of inheritance avoids the complexity of multiple inheritance (e.g.,

diamond problem) but demands design using traits and composition.

o Rust’s strict initialization and mutability rules prevent partially initialized or

mutable state bugs common in C++.

8.1.8 References

1. Stratify Labs: C++ struct vs Rust struct comparison (2023) SimplifyCPP.org


https://www.simplifycpp.org/?id=a0348
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Stratify Labs

2. SimplifyCPP: OOP in Rust vs C++, struct usage and traits (2025)
SimplifyCPP.org
SimplifyCPP.org

3. Rust Book/ch05: Defining and instantiating structs (2025)

rust-book.cs.brown.edu

4. Rust Reference: Struct and tuple syntax (2025)
rustwiki.org
rust-book.cs.brown.edu

w3resource

5. SlingAcademy: Struct update syntax and shorthand (2025)
Sling Academy

8.2 Classes in C++4

8.2.1 Definition and Core Concepts

e In C++, a class is a blueprint for creating objects, encapsulating data (members)
and behavior (methods). Unlike struct, class members are private by default,
enabling encapsulation and information hiding ([LearnModernCpp, 2023])

Learn Modern C++.

o C++ classes support inheritance, polymorphism, constructors, destructors,
access specifiers, and template instantiation ([StudyPlan.dev updated 2025))
studyplan.dev.


https://blog.stratifylabs.dev/device/2023-01-28-From-cpp-to-rust
https://www.simplifycpp.org/?id=a0622
https://www.simplifycpp.org/?id=a0348
https://rust-book.cs.brown.edu/ch05-01-defining-structs.html
https://rustwiki.org/en/reference/items/structs.html
https://rust-book.cs.brown.edu/ch05-01-defining-structs.html
https://www.w3resource.com/rust-tutorial/rust-structs-guide-syntax-examples.php
https://www.slingacademy.com/article/initializing-structs-and-the-struct-update-syntax-in-rust
https://learnmoderncpp.com/2023/01/16/a-modern-c-class-designers-toolkit
https://www.studyplan.dev/pro-cpp/classes-structs-enums
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8.2.2 Access Specifiers: public, protected, private

o Use of access specifiers controls visibility and enforces encapsulation:

— public members: accessible everywhere.
— protected: accessible in derived classes.

— private: accessible only within the class itself.

« Proper use is fundamental to data hiding and interface clarity ([cppreference
Access Specifiers, 2025])
Cppreference

W3Schools
Learn Modern C+-+.

8.2.3 Constructors, Member Initialization, Destructors

o Classes define special member functions for initialization and cleanup:

— Constructors (default, parameterized, explicit),
— Destructor (~ClassName()),

— Copy/move constructors and assignment operators enable value and resource
semantics ([SimplifyCPP OOP, 2023])
SimplifyCPP.org

Cppreference.

o C++420 and C++23 support designated initializers and enhanced constexpr
constructors, allowing more compile-time initialization and safer default

construction.


https://www.en.cppreference.com/w/cpp/language/access.html
https://www.w3schools.com/cpp/cpp_access_specifiers.asp
https://learnmoderncpp.com/2023/01/16/a-modern-c-class-designers-toolkit
https://simplifycpp.org/books/Book3_OOP_in_Modern_CPP.pdf
https://en.cppreference.com/w/cpp/23.html
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8.2.4 Member Functions, this, and [[no_unique_address]]

e Member functions support const, noexcept, and new attributes like [[1ikely]],
[[nodiscard]], and [[no_unique_address]], enhancing correctness and
optimization opportunities in C++20/23 ([cpp.reference C++ syntax]

Wikipedia
Wikipedia.

o (C+4+423 features like deducing this (P0847R7) allow more concise and flexible
member function definitions ([cppreference C++23 language features])

Cppreference.

8.2.5 Polymorphism and Inheritance

o C++ supports single and multiple inheritance, virtual functions, and pure

virtual methods for runtime polymorphism.

o The final specifier prevents further derivation or overriding, enabling compile-
time devirtualization and performance improvements ([Wikipedia Classes article
updated weeks ago))

Wikipedia.
8.2.6 Class Templates and Concepts

o (lasses can be templates:

template<typename T> class Vector { /* .. */ };

o With C++20 Concepts, template definitions can enforce compile-time

constraints, improving clarity and error diagnostics ([codezup guide, 2024])


https://en.wikipedia.org/wiki/C%2B%2B_syntax
https://en.wikipedia.org/wiki/C%2B%2B20
https://en.cppreference.com/w/cpp/23.html
https://en.wikipedia.org/wiki/C%2B%2B_classes
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Learn C++

codezup.com.

8.2.7 Standard Library Types and Class Support

o STL classes (std: :string, std::vector, std: :optional, std: :memory) are
class templates designed with value semantics and RAII for safe object lifetime
handling ([Wikipedia Standard Library 2025])

Wikipedia.

o C++423 introduces new library classes like std: :expected for error handling and
std: :mdspan for multi-dimensional array views used in performance contexts

([CppStories article, Nov 2024])

arxiv.org.

8.2.8 Modern C++ Class Features (C++20/23 Highlights)

e C++420 features:

— consteval and constinit for compile-time initialization.

— Expanded constexpr support, defaulted lambdas, structured bindings,
coroutines ([Wikipedia C+4-20 features|)
Wikipedia.

e C++23 refinements:

— Simpler implicit moves, static lambdas, auto(x) initializer, and class
enhancements via deducing this ([cppreference C++23 core features)

Cppreference.


https://learncplusplus.org/learn-about-access-specifiers-in-c-classes
https://codezup.com/c-advanced-topics-c20-c23-features
https://en.wikipedia.org/wiki/C%2B%2B_Standard_Library
https://arxiv.org/abs/2010.06474
https://en.wikipedia.org/wiki/C%2B%2B20
https://en.cppreference.com/w/cpp/23.html
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8.2.9 Example: A Modern C++4 Class

#include <iostream>

#include <string>

class Person {
private:
std::string name;

int age;

public:

Person(std::string n, int a) noexcept : name(std::move(n)), age(a) {}

void greet() const noexcept {

std::cout << "Hello, I'm " << name << " and I'm " << age << " years old.\n";

virtual ~Person() = default;

};

struct Employee : Person {

double salary;

Employee(std::string n, int a, double s)

: Person(std::move(n), a), salary(s) {3}

void greet() const noexcept override {
Person: :greet();

std::cout << "My salary is " << salary << "\n";
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This example uses move semantics, noexcept, inheritance, and virtual functions—all

idiomatic in modern C++-.

8.2.10 Summary Table

Feature

Classical C++

Modern C++
(C++20/23)

Member access
default

RAII support
Templates with
constraints
Polymorphism

Initialization

Compile-time

behavior

private (class)

Constructors/Destructors

Unconstrained

Virtual functions

Constructor only

Limited

Same, with explicit controls

via attributes

constexpr, constinit,

no_unique_address

Concepts-enforced templates

final, devirtualization,

explicit(bool)

Designated initializers,
CTAD

consteval, expanded

constexpr, module support

8.2.11 References

1. LearnModernCpp article: class vs struct and access specifiers (2023)

Learn Modern C++

Wikipedia

Cppreference



https://learnmoderncpp.com/2023/01/16/a-modern-c-class-designers-toolkit
https://en.wikipedia.org/wiki/C%2B%2B20
https://en.cppreference.com/w/cpp/23.html
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2. StudyPlan.dev guide on classes and OOP (2025)
studyplan.dev

3. Cppreference: Access specifiers & attributes (2025)
Cppreference
Wikipedia

4. cppreference: C++23 features including deducing this and static lambdas (2023)
Wikipedia

Cppreference

5. codezup and other guides on Concepts, C++420 enhancements (2024)
codezup.com
GeeksforGeeks

6. Wikipedia: C++ classes, inheritance, final, memory layout
Wikipedia
GeeksforGeeks

7. C++ Stories / ArXiv: mdspan introduction to C++23 and HPC array views
cppstories.com

arxiv.org

8. SimplifyCPP Modern C++ OOP guide
SimplifyCPP.org

8.3 Traits in Rust vs. Interfaces

Traits in Rust and interfaces in classical OOP languages like Java or C# both describe
shared behavior, but the resemblance ends at syntax. Their semantics, usage, and

design philosophies differ markedly.


https://www.studyplan.dev/pro-cpp/classes-structs-enums
https://www.en.cppreference.com/w/cpp/language/access.html
https://en.wikipedia.org/wiki/C%2B%2B_syntax
https://en.wikipedia.org/wiki/C%2B%2B23
https://en.cppreference.com/w/cpp/23.html
https://codezup.com/c-advanced-topics-c20-c23-features
https://www.geeksforgeeks.org/cpp/features-of-c-20
https://en.wikipedia.org/wiki/C%2B%2B_classes
https://www.geeksforgeeks.org/cpp/access-modifiers-in-c
https://www.cppstories.com/2024/cpp23_lang
https://arxiv.org/abs/2010.06474
https://simplifycpp.org/books/Book3_OOP_in_Modern_CPP.pdf
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8.3.1 Shared Behavior vs. Contract Interface

o An interface defines a contract: a set of method signatures that implementing
classes must fulfill. Interfaces in languages like Java are types themselves—you
reference them directly in function signatures or variables
Sling Academy

langdev.stackexchange.com.

A trait defines behavior for types (structs, enums, primitives). Implementing a
trait requires an explicit impl block: behavior doesn’t automatically bind to types
even if they satisfy the same signature
dtoniolo.me

Rust Documentation.

8.3.2 Default Behavior and Trait Composition

o Rust traits can include default method implementations, so types need not
define every method explicitly
StudyRaid.com.

o Traits define independent namespaces, enabling multiple traits to define
methods with identical names without ambiguity. The consumer decides which
implementation to use via explicit disambiguation

dtoniolo.me.

« Rust allows conditional (blanket) implementations: traits can be
implemented for any type satisfying certain trait bounds — a capability

unavailable in traditional interfaces Woodruff.


https://www.slingacademy.com/article/comparing-rust-traits-to-interfaces-in-other-oop-languages
https://langdev.stackexchange.com/questions/562/what-are-the-pros-and-cons-of-traits-in-comparison-with-interfaces
https://dtoniolo.me/posts/rust_traits
https://doc.rust-lang.org/book/ch10-02-traits.html
https://app.studyraid.com/en/read/16310/572421/comparing-traits-to-interfaces-in-other-languages
https://dtoniolo.me/posts/rust_traits
https://www.woodruff.dev/traits-in-rust-interfaces-that-do-more
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8.3.3 Static vs. Dynamic Dispatch

Feature Java/C# Interfaces | Rust Traits
Dispatch Always use dynamic Static dispatch by default via
dispatch (via vtable) monomorphization; dynamic via dyn
Trait

Wikipedia Wikipedia
Type usage Interface types are Traits aren’t types—must use dyn

first-class Trait for trait objects

The Rust Programming Language

Forum

Stack

Overflow

Rust’s compiler can eliminate overhead of method calls when possible, producing highly

optimized binaries.

8.3.4 Associated Types, Constants, and Bounds

» Traits may define associated types and constants, enabling trait-based generic
abstractions unavailable in traditional interfaces

StudyRaid.

o Example: the Iterator trait defines both behavior and associated types like

Item, supporting rich compile-time checks and generics.


https://en.wikipedia.org/wiki/Mixin
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://users.rust-lang.org/ t/traits-vs-interfaces/108176
https://users.rust-lang.org/ t/traits-vs-interfaces/108176
https://stackoverflow.com/questions/69477460/is-rust-trait-the-same-as-java-interface
https://stackoverflow.com/questions/69477460/is-rust-trait-the-same-as-java-interface
https://app.studyraid.com/en/read/16310/572421/comparing-traits-to-interfaces-in-other-languages

177

8.3.5 Implementation Flexibility and Extension

 In Rust, you can implement a trait for an external type (if both trait and type
are local or orphan rules satisfied)—reopening types is possible. In Java/C#, you
cannot retroactively implement interfaces on existing types without wrappers
(Adapter pattern)
langdev.stackexchange.com

catalin-tech.com.

« Traits support trait inheritance (supertraits) analogous to interface extension,
enabling composition of behavior without class inheritance complexity

chrischiedo.github.io.

8.3.6 Example Comparison

Rust Trait Example:

pub trait Logger {
fn log(&self, message: &str);
fn warn(&self, msg: &str) { println!("Warning: {}", msg); }
3
struct ConsolelLogger;
impl Logger for ConsoleLogger {
fn log(&self, message: &str) {

println! ("{}", message);

Rust supports calling via generics:


https://langdev.stackexchange.com/questions/562/what-are-the-pros-and-cons-of-traits-in-comparison-with-interfaces
https://catalin-tech.com/traits-vs-interfaces
https://chrischiedo.github.io/rust-for-java-devs/language/custom-types/interfaces-and-traits.html
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fn process<T: Logger>(logger: &T) { logger.log("Processing..."); }
And dynamic trait objects:
let v: Vec<Box<dyn Logger>> = vec! [Box::new(ConsoleLogger)];

Default methods and blanket implementations empower flexible usage without
boilerplate
Wikipedia Chris Woody Woodruff.

8.3.7 Traits vs Interfaces — Summary Table

Trait Feature = Rust Traits Java/C# Interfaces
Type System Not a type by itself; use generics or
Integration dyn Trait for flexibility
The Rust Programming Language
Forum
Wikipedia Interfaces are first-class types
Default Supported From Java 8+, limited
implementations support
Associated Yes No
types/constants
Implementation | Yes (Orphan rule allows) No — cannot retrofit
for external interfaces

types



https://en.wikipedia.org/wiki/Rust_syntax
https://www.woodruff.dev/traits-in-rust-interfaces-that-do-more
https://users.rust-lang.org/t/traits-vs-interfaces/108176
https://users.rust-lang.org/t/traits-vs-interfaces/108176
https://en.wikipedia.org/wiki/Rust_(programming_language)
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Trait Feature | Rust Traits Java/C+# Interfaces
Multiple Permitted; explicit resolution needed Allowed but share
implementations namespace, ambiguity
avoided
Dispatch modes | Static by default; dynamic via dyn Dynamic via vtable
Trait always

8.3.8 Design Philosophy and Best Practices

» Rust favors composition over inheritance, using traits to express behavior

rather than hierarchical object models
Wikipedia.

o Interfaces tie behavior to class hierarchies; Rust traits decouple implementation

from data types, promoting modular and reusable design.

8.3.9 References

e Rust Book, “Traits: Defining Shared Behavior”
catalin-tech.com

Rust Documentation

o Sling Academy, “Comparing Rust Traits to Interfaces”
Sling Academy

o dtoniolo.me, “Rust Traits Are Not Interfaces” dtoniolo.me

e Rust vs Java comparison, peerdh.com

peerdh.com



https://en.wikipedia.org/wiki/Composition_over_inheritance
https://catalin-tech.com/traits-vs-interfaces
https://doc.rust-lang.org/book/ch10-02-traits.html
https://www.slingacademy.com/article/comparing-rust-traits-to-interfaces-in-other-oop-languages
https://dtoniolo.me/posts/rust_traits
https://peerdh.com/blogs/programming-insights/comparing-rust-traits-with-java-interfaces
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o StackOverflow: “Pros and Cons of Traits vs Interfaces”

langdev.stackexchange.com

o Study of trait dispatch vs interface dispatch, Rust Reference & Wikipedia
Wikipedia
Wikipedia


https://langdev.stackexchange.com/questions/562/what-are-the-pros-and-cons-of-traits-in-comparison-with-interfaces
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://en.wikipedia.org/wiki/Rust_syntax

Chapter 9

Object-Oriented Programming

9.1 Inheritance and Polymorphism

9.1.1 Inheritance in Modern C++

C++ supports classical object-oriented inheritance where a class (derived) extends

another class (base), sharing its interface and implementation.

« Single and Multiple Inheritance: C++ supports both single and multiple
inheritance. Multiple inheritance requires careful design to avoid the "diamond
problem” and ambiguity, especially with virtual inheritance. These features
remain widely used beyond 2020, including in the standard library and
application codebases

Markaicode.

o Virtual Functions and Dynamic Dispatch: Polymorphism in C++ is
typically implemented via virtual functions. When a function is marked

virtual, calls through pointers or references dispatch dynamically via vtables

181


https://markaicode.com/cpp-inheritance-and-polymorphism
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at runtime. Base classes should declare destructors virtual to avoid undefined
behavior when deleting derived instances through base pointers

GeeksforGeeks

Wikipedia.

o Compile-Time Polymorphism: C++ also supports compile-time
polymorphism via function overloading, templates, and CRTP (Curiously
Recurring Template Pattern). Templates and Concepts (introduced in C++20)
enable type-safe, performant abstractions
SimplifyCPP.org.

o Design Best Practices: Modern C++ guidelines recommend using override,
final, and explicit virtual destructors, and caution using deep inheritance
hierarchies—favoring composition where appropriate

isocpp.github.io.

9.1.2 Polymorphism in C+4++4

Polymorphism allows code to work uniformly over different types.

 Run-Time Polymorphism: Achieved via inheritance and virtual functions. A
base class pointer/reference can refer to derived class instances, and overridden

methods dispatch dynamically at runtime.

struct Base { virtual void doWork(); virtual ~Base(); I};
struct Derived : Base { void doWork() override; };

/] ...

Base*x b = new Derived();

b->doWork(); // calls Derived::doWork()


https://www.geeksforgeeks.org/cpp/inheritance-in-c
https://en.wikipedia.org/wiki/C%2B%2B_classes
https://simplifycpp.org/books/Book6_Best_Practices.pdf
https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines
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References to polymorphism in inheritance and dynamic dispatch remain central
in modern C++ usage

SimplifyCPP.org

GeeksforGeeks.

« Static (Compile-Time) Polymorphism: Using templates and templates
constrained by Concepts (from C++20). Code gets generated per type
(monomorphization), eliminating runtime overhead. Templates offer flexibility
and performance at compile time
gist.github.com
github.com.

9.1.3 Polymorphism in Rust: Traits and Enums

Rust does not support class-based inheritance. Instead, it uses traits and enums to

achieve polymorphism.

o Trait-based (Static and Dynamic): Traits define shared behavior. Types
implement traits explicitly. Generic functions constrained by trait bounds
enable static polymorphism (monomorphized at compile time). For dynamic
polymorphism, Rust uses trait objects (dyn Trait) via pointers like Box<dyn
Trait> and dispatches via vtables at runtime
Wikipedia.

e Enums for Polymorphism: Rust’s enum types allow for sum types—a form
of polymorphism where different variants of an enum can carry different data and
behavior. This is a variant of algebraic polymorphism and is often preferred for
certain patterns over trait-based approaches
mattkennedy.io

thecodedmessage.com.


https://simplifycpp.org/books/Book6_Best_Practices.pdf
https://www.geeksforgeeks.org/cpp/inheritance-in-c
https://gist.github.com/GuillaumeDua/b0f5e3a40ce49468607dd62f7b7809b1
https://github.com/AnthonyCalandra/modern-cpp-features
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://www.mattkennedy.io/blog/rust_polymorphism
https://www.thecodedmessage.com/posts/oop-3-inheritance

184

9.1.4 Comparative Table

Feature C++ (Inheritance & Rust (Traits &
Polymorphism) Enums)
Inheritance Yes — single & multiple inheritance No classical inheritance;

Code reuse via

hierarchy

Run-time

polymorphism

Static

polymorphism

Type safety

Preferred design

Base/Derived classes

virtual and vtable dynamic

dispatch

Templates, CRTP, Concepts

Weak at runtime; slicing, incorrect

casts possible

Deep hierarchies; OOP-based designs

composition preferred

Trait implementations

and struct composition

dyn Trait trait objects
with vtable dispatch

Generic functions

constrained by traits

Strong: trait bounds,
type-checking, no slicing

Composition + traits;

enums for sum types

9.1.5 Design Philosophy Differences

e C+H+ favors inheritance to model ”is-a” relationships and reuse behavior.

However, modern best practices encourage composition over inheritance,

shallow hierarchies, explicit control (override, final), and preferring templates

for compile-time abstraction

arxiv.org

web.stanford.edu



https://arxiv.org/abs/2003.05039
https://web.stanford.edu/class/archive/cs/cs106l/cs106l.1162/lectures/lecture17/17-Inheritance.pdf
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SimplifyCPP.org.

o Rust encourages composition and trait-based interfaces, avoiding implicit
hierarchical type relationships. Behavior is composable, generic, and explicit,
without inheritance but with full polymorphic capabilities via traits and enums
thecodedmessage.com
thelinuxcode.com

philiptimofeyev.github.io.

9.1.6 Example Comparisons

C++ Run-Time Polymorphism Example:

struct Animal {
virtual void speak() const = 0;
virtual ~Animal() = default;

};

struct Dog : Animal {

void speak() const override { std::cout << "Woof\n"; }
s
void process(const Animal& a) { a.speak(); }

Rust Trait-Based Example:

trait Animal { fn speak(&self); }

struct Dog;
impl Animal for Dog {
fn speak(&self) { println! ("Woof"); }


https://simplifycpp.org/books/Book6_Best_Practices.pdf
https://www.thecodedmessage.com/posts/oop-3-inheritance
https://thelinuxcode.com/rust-traits
https://philiptimofeyev.github.io/posts/rust-traits-and-polymorphism
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fn process(a: &dyn Animal) { a.speak(); }
Rust Static Generic Example:

fn process<T: Animal>(a: &T) { a.speak(); } // monomorphic via

— monomorphization

9.1.7 Performance and Safety Considerations

¢ C+4++4 dynamic polymorphism carries a runtime cost via virtual calls; misuse
can lead to subtle bugs (e.g., slicing, virtual destructor omissions). In contrast,
Rust trait-based dispatch is safe and efficient—static dispatch has zero
overhead, and dynamic dispatch is explicit using trait objects
users.rust-lang.org

Wikipedia.

e Modern C++ includes alternatives like the Proxy library for type-erased
polymorphism without inheritance, used in production systems since 2022, further
illustrating evolving design approaches

microsoft.github.io.

9.1.8 References

1. Rust’s trait-based polymorphism and absence of inheritance—Sling Academy,
TheLinuxCode, Rust syntax documentation

slingacademy.com


https://users.rust-lang.org/t/trait-vs-inheritance-dispatch-time/50294
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://microsoft.github.io/proxy
https://www.slingacademy.com/article/why-rust-requires-explicit-trait-bounds-instead-of-inheritance
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2. Rust’s use of enums versus traits for polymorphism—Matt Kennedy Blog

mattkennedy.io

3. Rust trait objects and dispatch model (vtable use)—Rust syntax, user forum
discussions

users.rust-lang.org

Wikipedia

4. C++ inheritance, polymorphism, best practices—GeeksforGeeks, Markaicode,
SimplifyCPP Modern C++ OOP handbook
Markaicode

5. Modern C++ compile-time polymorphism (C++20 Concepts)—GitHub and
modern features listings

users.rust-lang.org

6. Proxy library for polymorphism without inheritance in C++—Microsoft “Proxy”
project

microsoft.github.io

7. Composition over inheritance principle—Wikipedia, design best practices
Wikipedia
9.2 C++ Concepts: virtual, override, and Abstract

Classes

9.2.1 virtual Keyword and Runtime Polymorphism

o A member function declared with the virtual keyword enables dynamic

dispatch: calls through base-class pointers or references invoke the most-derived


https://www.mattkennedy.io/blog/rust_polymorphism
https://users.rust-lang.org/t/rust-traits-vs-inheritance/121341
https://en.wikipedia.org/wiki/Rust_syntax
https://markaicode.com/cpp-inheritance-and-polymorphism
https://users.rust-lang.org/t/trait-vs-inheritance-dispatch-time/50294
https://microsoft.github.io/proxy
https://en.wikipedia.org/wiki/Composition_over_inheritance
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override at runtime, enabling runtime polymorphism

Wikipedia.

« Virtual functions must not be static and are resolved via vtables. Virtual calls
inside constructors or destructors only call the current class’s final overrider, not
deeper overrides—designing around this limitation is critical

Cppreference.

o A virtual destructor is essential in polymorphic base classes to ensure proper
cleanup when deleting through base pointers; its omission leads to undefined
behavior even if memory isn't leaked
Coder Scratchpad.

9.2.2 override Specifier to Ensure Correct Overriding

o Introduced in C++11, override is used in derived classes to signal intent to
override a base-class virtual method. The compiler enforces this match strictly—
mismatched signatures or missing base methods trigger compile-time errors

stackoverflow.com.

o Using override avoids common pitfalls: hiding base methods due to signature
mismatch, and misspelling errors that silently introduce bugs
fluentcpp.com

stackoverflow.com.

o In derived classes, virtual is optional if override is present; override implies
virtual behavior in these contexts

stackoverflow.com.


https://en.wikipedia.org/wiki/Virtual_function
https://en.cppreference.com/w/cpp/language/virtual.html
https://coderscratchpad.com/c-object-oriented-programming-pure-virtual-methods
https://stackoverflow.com/questions/39932391/should-i-use-virtual-override-or-both-keywords
https://www.fluentcpp.com/2020/02/21/virtual-final-and-override-in-cpp
https://stackoverflow.com/questions/45357671/c-virtual-keyword-vs-overriding-function
https://stackoverflow.com/questions/45357671/c-virtual-keyword-vs-overriding-function
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9.2.3 Abstract Classes and Pure Virtual Functions

e A pure virtual function is declared with = 0. A class with at least one pure
virtual function becomes abstract—it cannot be instantiated directly

geeksforgeeks.org.

o Because destructor destructors are often virtual, if declared pure virtual, they
must still provide a definition to allow proper cleanup of derived objects

Cppreference.

o Abstract classes can act like interfaces in C4++: typically only pure virtual
methods, no data members, used to define behavioral contracts for derived classes

markaicode.comcppscripts.com.

o Best practices include giving abstract classes a virtual destructor and preferring
composition over deep inheritance; avoiding “god interfaces” improves code
maintainability and flexibility

codesignal.com.

9.2.4 Usage Patterns & Best Practices

e Mark Intent with override and final
— override improves clarity and correctness; the final keyword prevents
further overriding or inheritance (virtual void f() final; or struct

Base final {})
Wikipedia.

¢« Ensure Virtual Destructors in Base Classes


https://www.geeksforgeeks.org/cpp/pure-virtual-functions-and-abstract-classes
https://www.en.cppreference.com/w/cpp/language/abstract_class.html
https://markaicode.com/cpp-interfaces-abstract-classes-pure-virtual-functions
https://cppscripts.com/cpp-abstraction
https://codesignal.com/learn/courses/clean-code-with-multiple-classes-1/lessons/clean-code-with-interfaces-and-abstract-classes-in-cpp
https://en.wikipedia.org/wiki/C%2B%2B11
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— Always declare destructors as virtual in polymorphic base classes—
otherwise deleting derived objects through base pointers results in undefined
behavior

markaicode.com.
o Favor Composition and Interfaces

— Deep inheritance hierarchies introduce complexity; instead use abstract base
classes (interfaces) and composition for more maintainable designs
isocpp.github.io
Wikipedia.

9.2.5 Code Example

struct Base {
virtual void doWork() = 0; // pure virtual => abstract Base
virtual ~Base() = default; // virtual destructor

};

struct Derived : Base {
void doWork() override { /* impl */ } // compiler-checked override

};

void process(Basex b) {

b->doWork(); // runtime dispatch to Derived::doWork()

e Base is abstract due to the pure virtual method.
o The destructor is virtual, enabling proper cleanup via delete b;.

e The Derived: :doWork uses override to ensure it matches a base method.


https://markaicode.com/cpp-interfaces-abstract-classes-pure-virtual-functions
https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines
https://en.wikipedia.org/wiki/Composition_over_inheritance
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9.2.6 Summary Table

Concept Role in C++

virtual Enables runtime polymorphism via vtable

override Ensures derived method correctly overrides base

abstract/pure Declares methods without implementation, making

virtual class abstract

Virtual destructor Crucial for safe deletion of derived objects via base
pointers

final Prevents further overriding or inheritance hierarchy

9.2.7 References

1. GeeksforGeeks: Virtual Functions and Pure Virtual Functions in C++
geeksforgeeks.org

geeksforgeeks.org

2. cppreference: Abstract Classes and Virtual Destructor Behavior (C++20)

Cppreference

3. Marks of override usage and common pitfalls (StackOverflow discussions)
stackoverflow.com
stackoverflow.com

stackoverflow.com

4. Fluent C++ explanation of override semantics and intent expression

fluentcpp.com


https://www.geeksforgeeks.org/cpp/pure-virtual-functions-and-abstract-classes
https://www.geeksforgeeks.org/cpp/virtual-function-cpp
https://www.en.cppreference.com/w/cpp/language/abstract_class.html
https://stackoverflow.com/questions/39932391/should-i-use-virtual-override-or-both-keywords
https://stackoverflow.com/questions/18198314/what-is-the-override-keyword-in-c-used-for
https://stackoverflow.com/questions/45357671/c-virtual-keyword-vs-overriding-function
https://www.fluentcpp.com/2020/02/21/virtual-final-and-override-in-cpp
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5. Bandaricode (Markaicode): Modern guide to interfaces via abstract classes

markaicode.com

6. CodeSignal / Clean Code guide: interface use, virtual destructors, and abstraction
best practices

codesignal.com

7. C++ Core Guidelines on virtual, override, composition, and interface design

isocpp.github.io
8. Wikipedia C++ syntax: final, inheritance rules (C++11-C++20) Wikipedia

9. Wikipedia and generic resources on composition over inheritance
Wikipedia

9.3 Rust Concepts: Traits, Dynamic Dispatch, and
impl

9.3.1 Traits in Rust: Defining Shared Behavior

o Traits in Rust define shared behavior that types can implement. They are similar
to interfaces in other languages but more powerful, allowing default method
implementations, associated types, and constants (The Rust Programming

Language, 2021).

o Traits enable polymorphism by specifying behavior contracts. Any type
implementing a trait guarantees it provides the trait’s methods, enabling generic

programming and code reuse (Rust by Example, 2023).

o Traits can have default method implementations so implementing types only need

to override specific behavior, enhancing code maintainability (Rust Reference).


https://markaicode.com/cpp-interfaces-abstract-classes-pure-virtual-functions
https://codesignal.com/learn/courses/clean-code-with-multiple-classes-1/lessons/clean-code-with-interfaces-and-abstract-classes-in-cpp
https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines
https://en.wikipedia.org/wiki/C%2B%2B_syntax
https://en.wikipedia.org/wiki/Composition_over_inheritance
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9.3.2 The impl Keyword: Implementing Traits and Methods

e The impl block in Rust is used to:

— Implement inherent methods for structs/enums.

— Implement traits for types, associating trait methods with concrete types

(Rust documentation, Rust Reference).

* You can have multiple impl blocks for a single type, including multiple trait

implementations, supporting flexible extension (Rust Reference).
o Example:

struct Circle { radius: f64 }

impl Circle {

fn area(&self) -> f64 { 3.1415 * self.radius * self.radius }

trait Shape {
fn area(&self) -> f64;

impl Shape for Circle {
fn area(&self) -> f64 { self.area() }
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9.3.3 Dynamic Dispatch with Trait Objects (dyn Trait)

Rust supports dynamic dispatch via trait objects, created by using a reference

or pointer to dyn Trait (e.g., &dyn Trait or Box<dyn Trait>).

Trait objects allow different types implementing the same trait to be handled
uniformly at runtime, similar to C++’s virtual functions and base pointers (Rust

Book, 2021).

Internally, trait objects use a vtable to dispatch calls dynamically, incurring
minor runtime overhead compared to static dispatch, which is resolved at compile

time (Rust Reference).

Example:

fn draw(shape: &dyn Shape) {
println! ("Area: {}", shape.area());

9.3.4 Static vs. Dynamic Dispatch

« Rust favors static dispatch by default for performance and safety. Generics

and trait bounds cause the compiler to monomorphize code per concrete type,

producing efficient code with zero runtime overhead (Rust Book).

Dynamic dispatch with trait objects is explicit and used when heterogenous

collections or runtime polymorphism are necessary (The Rustonomicon).

Rust’s design gives programmers fine-grained control over dispatch, improving
safety and performance predictability compared to implicit runtime polymorphism

in other languages (Rust Forum, 2021).
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9.3.5 Advanced Trait Features

o Traits support associated types, allowing more expressive and constrained APIs

than classic interfaces (Rust Reference).

« Traits can require other traits as supertraits, enabling trait composition and code

reuse (Rust Book).

o The where clause enables complex trait bounds, making generic functions easier

to read and maintain (Rust By Example).

9.3.6 Comparison to C++ Concepts and Interfaces

« Rust’s trait system is both a behavioral contract and a mechanism for
polymorphism, similar to C++ interfaces or abstract base classes but with greater

expressiveness and compile-time guarantees (Mozilla Blog, 2021).

o Unlike C++’s inheritance-based polymorphism, Rust separates interface from
implementation using traits and composition, which reduces complexity and
eliminates issues like slicing and ambiguous multiple inheritance (Rust Blog,
2022).

9.3.7 Practical Examples & Usage Patterns

o Trait Objects for Heterogeneous Collections: Holding multiple different
types implementing a trait in a Vec<Box<dyn Trait>> is common (Rust by

Example).

« Static Dispatch via Generics: Most Rust code uses generic traits for zero-
cost abstraction, making impl Trait a powerful pattern for defining function

parameters or return types (Rust API Guidelines).
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9.3.8 References

1. The Rust Programming Language Book, Chapter 10 (Traits) (2021):
https://doc.rust-lang.org/book/ch10-02-traits.html

2. Rust Reference: Traits, Trait Objects, and impl (Latest):
https://doc.rust-lang.org/reference/items/traits.html
https://doc.rust-lang.org/reference/types/trait-object.html

3. Rust By Example (Trait Syntax and Usage):
https://doc.rust-lang.org/rust-by-example/trait.html

4. The Rustonomicon (Advanced trait object internals):

https://doc.rust-lang.org/nomicon/dyn-traits.html

5. Rust Forum discussion on static vs dynamic dispatch (2021):

https://users.rust-lang.org/t/static-vs-dynamic-dispatch/23563

6. Mozilla Blog on Rust traits power (2021):
https://blog.mozilla.org/working-with-rust/

what-are-rust-traits-and-why-are-they-so-powerful/

7. Rust Blog on Rust’s object system (2022):
https://blog.rust-lang.org/2022/07/29/Rusts-object-system.html

8. Rust API Guidelines (Best practices for impl Trait):
https://rust-lang.github.io/api-guidelines/future-proofing.html#

use-impl-trait-to-abstract-over-types-c-trait


https://doc.rust-lang.org/book/ch10-02-traits.html
https://doc.rust-lang.org/reference/items/traits.html
https://doc.rust-lang.org/reference/types/trait-object.html
https://doc.rust-lang.org/rust-by-example/trait.html
https://doc.rust-lang.org/nomicon/dyn-traits.html
https://users.rust-lang.org/t/static-vs-dynamic-dispatch/23563
https://blog.mozilla.org/working-with-rust/what-are-rust-traits-and-why-are-they-so-powerful/
https://blog.mozilla.org/working-with-rust/what-are-rust-traits-and-why-are-they-so-powerful/
https://blog.rust-lang.org/2022/07/29/Rusts-object-system.html
https://rust-lang.github.io/api-guidelines/future-proofing.html#use-impl-trait-to-abstract-over-types-c-trait
https://rust-lang.github.io/api-guidelines/future-proofing.html#use-impl-trait-to-abstract-over-types-c-trait

Chapter 10

Functional Style Programming

10.1 Lambdas and Closures

10.1.1 Lambdas and Closures: Definitions and Overview

o Both lambdas and closures represent anonymous functions that can be
defined inline and treated as first-class objects—passed around, stored, or invoked

dynamically (CPPReference, Rust Reference).

o The terms are often used interchangeably, but in some contexts:

— Lambda usually refers to the syntactic construct that defines an anonymous

function.

— Closure emphasizes the ability to capture variables from the surrounding

environment.

197
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10.1.2 Lambdas in Modern C++ (C++11 to C++423)

o Introduced in C++11 and evolved through C++14, C++17, and C++20,
lambdas allow inline function objects with captured variables, enabling concise

functional programming constructs inside imperative code (ISO C++ Standard,
2020).

o Capture modes specify how external variables are captured:

— By value [=]: captures a copy.
— By reference [&]: captures by reference.

— Mixed capture, explicit list [x, &y] for fine control (cppreference.com).

o C++20 introduced template lambdas, allowing lambdas to be templated with
generic parameters, enhancing flexibility (ISO C++20 Draft).

o Lambdas are converted to unique closure types by the compiler, and the
operator () is implicitly defined. This enables stateful lambdas holding captured

data (cppreference.com).

o Example:

int x = 10;
auto lambda = [x](int y) { return x + y; };
std::cout << lambda(5); // Outputs 15

« Lambdas integrate with the Standard Template Library (STL) for algorithms
such as std::for_each, std::transform, making code succinct and expressive

(cppreference.com).
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10.1.3 Closures in Rust

In Rust, closures are anonymous functions that can capture variables from their
environment either by borrowing or taking ownership (The Rust Programming

Language, 2021).
Rust closures implement one or more of the traits:

— Fn — borrows captured variables immutably.
— FnMut — mutably borrows captured variables.

— FnOnce — takes ownership of captured variables, callable only once.

The Rust compiler infers how closures capture variables, making them ergonomic

and safe (Rust Reference).

Example:

let x = b;
let add_x =y x + y;
println! ("{}", add_x(3)); // Outputs 8

Closures can be passed as function arguments or returned from functions,

enabling high-order functional programming (Rust by Example).

10.1.4 Differences and Similarities Between C+-+ Lambdas and

Rust Closures
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Aspect

C-++ Lambdas

Rust Closures

Variable Capture

Closure Traits

Mutability

Type Inference

Stateful Closures

Template Support

Explicit capture list by

value /reference

Implicit closure type with

operator()

Capture mutability
controlled explicitly via

reference capture

Closure type unique, often

used with auto

Yes, captured variables

stored inside closure

Since C++20: generic

lambdas

Inferred capture, can borrow

or take ownership

Implements Fn, FnMut, FnOnce

traits

Closure mutability controlled

by Fn traits and borrowing

Closure type inferred, trait

bounds used

Yes, managed safely by
compiler and ownership

system

Fully supported via

monomorphization

10.1.5 Performance Considerations

e Both C++ lambdas and Rust closures are zero-overhead abstractions when

statically dispatched. Captures are stored in the closure’s state, and calls compile

down to efficient code
(CPPCon 2020 talks).

» Dynamic dispatch via std: :function in C++ or trait objects (Box<dyn Fn()>)

in Rust incur small runtime costs but add flexibility (cppreference.com, Rust

Book).



https://www.youtube.com/watch?v=8XwYo7Hg44I
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10.1.6 Recent Enhancements and Trends

o C+4+423 continues to improve lambdas with explicit this capture, allowing
capturing the this pointer or object explicitly, making member lambdas more
expressive (ISO C++23 Draft).

o C++23 added support for lambdas in constexpr contexts, enabling compile-
time evaluation of more complex lambda expressions (CppReference - constexpr

lambda).

» Rust continues to evolve closure capabilities, including better support for async
closures and improvements in type inference for closures in async and generic
contexts (Rust RFC 2393).

10.1.7 Practical Use Cases

 Functional-style programming techniques: passing lambdas/closures as callbacks,

predicates, or transformations in algorithms.

» Event-driven programming and concurrency frameworks heavily rely on closures

and lambdas for callback definitions.

o Metaprogramming and domain-specific embedded languages use lambdas and

closures to define compact, expressive syntax.

10.1.8 References

1. The C++ Standard (C++20/C++23) — Lambdas and closure types:
https://en.cppreference.com/w/cpp/language/lambda
https://isocpp.org/std/the-standard


https://en.cppreference.com/w/cpp/language/lambda
https://isocpp.org/std/the-standard
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2. The Rust Programming Language Book — Closures chapter (2021):
https://doc.rust-lang.org/book/ch13-01-closures.html

3. Rust Reference — Closures:

https://doc.rust-lang.org/reference/types/closure.html

4. Rust by Example — Closures:
https://doc.rust-lang.org/rust-by-example/fn/closures.html

5. CPPCon 2020 talk: “Optimizing Lambdas and Functors in C++":
https://www.youtube.com/watch?v=8XwYo7Hg44I

6. cppreference.com — std: :function overhead and usage:

https://en.cppreference.com/w/cpp/utility/functional/function

7. Rust RFC 2393 — Async functions in traits (closures in async context):

https://rust-lang.github.io/rfcs/2393-async-fn-in-trait.html

8. ISO C++423 draft — explicit this capture and constexpr lambdas:
https://isocpp.org/std/the-standard

10.2 Stateless Expressions

10.2.1 Overview of Stateless Expressions

» Stateless expressions in programming refer to code constructs that do not
depend on or modify any external or internal state—meaning they produce
outputs solely based on their inputs without side effects (Martin Fowler,

Functional Programming Patterns, 2021).


https://doc.rust-lang.org/book/ch13-01-closures.html
https://doc.rust-lang.org/reference/types/closure.html
https://doc.rust-lang.org/rust-by-example/fn/closures.html
https://www.youtube.com/watch?v=8XwYo7Hg44I
https://en.cppreference.com/w/cpp/utility/functional/function
https://rust-lang.github.io/rfcs/2393-async-fn-in-trait.html
https://isocpp.org/std/the-standard
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In functional programming, statelessness (or referential transparency) is a core
principle where functions or expressions always produce the same result given the

same inputs and do not alter program state (Functional Programming Concepts,
2022).

Stateless expressions simplify reasoning about code, facilitate concurrency, and
enable compiler optimizations like memoization and lazy evaluation (ACM

Computing Surveys, 2021).

10.2.2 Stateless Expressions in C++4

In C++, stateless expressions typically manifest as pure functions or constant
expressions (constexpr) that avoid side effects, mutable state, or external
dependencies (ISO C++420 Standard).

The introduction of constexpr since C++11 (extended in C++-14/17/20) allows
functions and variables to be evaluated at compile time, enforcing statelessness
and enabling performance benefits through early computation (cppreference.com,

constexpr).

Lambda expressions in C++ can be stateless if they capture no variables,
resulting in empty closure types that can be optimized efficiently by the compiler
(ISO C++20 Draft).

Example:

constexpr int square(int x) { return x * x; }

constexpr int val = square(5); // computed at compile time

Stateless expressions promote thread safety by eliminating mutable shared state,

reducing the need for locks in concurrent programs (ISO C++ Concurrency TS).
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10.2.3 Stateless Expressions in Rust

» Rust emphasizes pure functions and encourages stateless expressions
by design, leveraging ownership and borrowing to ensure safe, side-effect-free

computation where appropriate (Rust Book, 2021).

« Rust’s const fn feature, stabilized in recent editions (post-2020), allows writing
functions that can be evaluated at compile time, enforcing statelessness within

their scope (Rust Reference).

o Closures in Rust are stateless when they capture no environment variables,

analogous to stateless lambdas in C++ (Rust By Example).

o Example:

const fn square(x: i32) -> i32 {

X * X

const VAL: i32 = square(5); // computed at compile time

» Stateless expressions support safe concurrency in Rust by minimizing mutable

shared state and preventing data races via ownership rules (Rustonomicon).

10.2.4 Benefits of Stateless Expressions

« Easier Reasoning and Testing: Stateless code behaves predictably, easing

debugging and formal verification (ACM Surveys).
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o Compiler Optimizations: Compilers can inline, memoize, or parallelize

stateless expressions aggressively since no side effects complicate correctness
(LLVM Project Updates, 2022).

o Improved Concurrency: Stateless functions naturally avoid shared mutable
state, reducing synchronization overhead and race conditions (C++ Standards

Committee Papers, 2021).

10.2.5 Practical Usage in C++4 and Rust

o Use constexpr functions in C++ to express stateless computations and enable

compile-time evaluation (cppreference.com).

o Prefer pure functions and closures without captured state to write stateless,

reusable components in Rust (Rust Book).

o Avoid global mutable state and mutable static variables to maintain statelessness

and improve modularity and testability (ISO C++ Core Guidelines).

10.2.6 Summary

Feature C++ Rust

Compile-time constexpr functions const fn functions

stateless functions

Stateless Lambdas with empty capture | Closures with no captured
lambdas/closures lists environment
Concurrency safety Stateless functions avoid Ownership & borrowing

data races ensure thread safety
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Feature C++ Rust
Compiler Aggressive inlining, Similar optimizations, plus
optimization memoization possible borrow checker

10.2.7 References

1.

ISO C++420 Standard — constexpr and stateless lambdas:
https://isocpp.org/std/the-standard

cppreference.com — constexpr functions and lambdas:

https://en.cppreference.com/w/cpp/language/constexpr

The Rust Programming Language Book — Functions and Closures:
https://doc.rust-lang.org/book/ch03-03-how-functions-work.html
https://doc.rust-lang.org/book/ch13-01-closures.html

Rust Reference — Constant evaluation (const fn):

https://doc.rust-lang.org/reference/const_eval.html

ACM Computing Surveys — Functional Programming and Statelessness (2021):
https://dl.acm.org/doi/10.1145/3454124

LLVM Project Memoization Presentation (2022):
https://11lvm.org/devmtg/2022-10/Presentations/LLVM_Memoization.pdf

ISO C++ Concurrency TS and Core Guidelines:
https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines#S-mod

Rustonomicon — Send and Sync traits and concurrency:

https://doc.rust-lang.org/nomicon/send-and-sync.html
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9. Martin Fowler — Functional Programming Patterns (2021):

https://martinfowler.com/articles/functional-patterns.html

10.3 Higher-Order Functions: map, filter, fold

10.3.1 Introduction to Higher-Order Functions

» Higher-order functions are functions that can take other functions as
arguments or return them as results. This capability enables powerful abstraction

and code reuse in functional programming (Hudak et al., Haskell Report, 2021).

e The most common higher-order functions used in functional and multiparadigm
languages like C++ and Rust include map, filter, and fold (also known as
reduce)—which operate over collections or iterators to transform, select, or
aggregate data (Wadler, 2020).

10.3.2 The map Function

» map applies a provided function to each element in a collection, returning a new

collection of transformed elements without mutating the original.
e In C++:

— The Standard Library offers std: :transform (since C++98), which behaves

like map but requires explicit output iterators (cppreference.com).

— Since C++20, the Ranges library introduces std: :views: :transform,

enabling lazy, composable pipelines resembling map (ISO C++20 Standard).

— Example:


https://martinfowler.com/articles/functional-patterns.html
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#include <vector>
#include <ranges>

#include <iostream>

int main() {
std::vector<int> v = {1, 2, 3, 4};
auto squared = v | std::views::transform([](int x) { return x * x; });
for (auto val : squared) std::cout << val << " "; // Outputs: 1 4 9
— 16

e In Rust:

— Iterators have a map method that lazily applies a closure to each element and

returns a new iterator (Rust Book).

— Example:

let v = vec![1, 2, 3, 4];
let squared: Vec<_> = v.iter() .map(x x * x).collect();

println! ("{:?}", squared); // Outputs: [1, 4, 9, 16]

10.3.3 The filter Function

o filter selects elements from a collection that satisfy a predicate function,

returning a new collection or iterator of those elements.

e In C++:

— C++420 Ranges provide std: :views::filter for lazy filtering

(cppreference.com).
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— Example:

auto even = v | std::views::filter([]J(int x) { return x % 2 == 0; 1});

e In Rust:
— Iterators have a filter method that takes a closure returning a boolean,
yielding elements that satisfy the predicate (Rust Book).
— Example:

let evens: Vec< > = v.iter().filter(|&&x| x % 2 == 0).collect();
println! ("{:?}", evens); // Outputs: [2, 4]

10.3.4 The fold Function (also called reduce)

o fold aggregates all elements of a collection into a single value by iteratively

applying a binary function, starting from an initial accumulator.
e In C++:
— std::accumulate (since C++98) acts as fold, operating eagerly over a

range (cppreference.com).

— C++20 ranges also support std: :ranges: :fold proposals, but currently,

accumulate remains the primary tool.

— Example:

#include <numeric>

int sum = std::accumulate(v.begin(), v.end(), 0);
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e In Rust:

— The fold method on iterators is lazy and takes an initial accumulator and a

closure, combining elements (Rust Book).

— Example:

let sum = v.iter().fold(0, acc, &x acc + x);

10.3.5 Benefits of Higher-Order Functions

o Expressiveness: Abstracts common data-processing patterns, making code

concise and declarative (Wadler, 2020).

o Lazy Evaluation: Both C++20 ranges and Rust iterators implement lazy
evaluation, improving performance by avoiding unnecessary computations and

enabling efficient pipeline composition (ISO C+420 Standard, Rust Book).

o Immutability and Safety: Higher-order functions encourage pure functions and
avoid mutable state, aligning with functional programming best practices (ACM

Computing Surveys, 2021).

10.3.6 Recent Developments

o C++20 standardized the Ranges library, introducing a suite of composable
views including transform (map) and filter, dramatically simplifying
functional-style code and pipelines (ISO C++20 Draft).

o The upcoming C++23 and later standards continue expanding range adaptors
and improving compile-time performance of functional constructs (WG21 papers,
2022).
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« Rust continues to evolve its iterator traits and combinators, including
improvements in async streams and lazy evaluation for concurrency (Rust RFC
2767).

10.3.7 Summary Comparison Table

Feature C++ (204) Rust

Map std::views: :transform, Iterator: :map

std: :transform

Filter std::views::filter Iterator::filter

Fold std: :accumulate Iterator::fold
(Reduce)

Evaluation Lazy (Ranges) / Fager Lazy (Iterator methods)

(std: :transform)

Composition | Composable pipeline via ranges | Composable iterator chains

10.3.8 References

1. ISO C++20 Standard — Ranges and Algorithms:
https://en.cppreference.com/w/cpp/ranges
https://eel.is/c++draft/ranges
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https://doc.rust-lang.org/book/ch13-02-iterators.html

3. Wadler, P. (2020). "Map, Filter, and Fold.”
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https://rust-lang.github.io/rfcs/2767-async-streams.html

. ACM Computing Surveys — Functional Programming Benefits (2021):
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Chapter 11

Resource Management

11.1 RAII vs. Ownership

11.1.1 RAII in CH++

« Resource Acquisition Is Initialization (RAII) ties resource management to
object lifetime: resources are acquired in constructors and released in destructors.
When a stack-allocated object goes out of scope, its destructor runs and releases
owned resources, guaranteeing cleanup—even in case of exceptions
hzget.github.io
Wikipedia.

o RAII enables deterministic resource cleanup (files, locks, heap memory),
improving exception safety and reducing leaks. It forms the foundation of C++
resource management, supporting smart pointers, lock guards, and container

cleanup patterns
Wikipedia.
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https://hzget.github.io/programming/basic/comparison.html
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
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e Smart pointers like std: :unique_ptr, std: :shared_ptr, and std: :weak_ptr
implement RAII for dynamic allocation. They provide automatic management
and reference-counting semantics to prevent manual leaks, though shared ptr
cycles can still cause leaks if not managed properly
Rust for C Programmers
Palos Publishing.

« Move semantics (introduced in C++11) enhance RAII by allowing ownership to
transfer without copying, maintaining safety while optimizing resource use

thecodedmessage.com.

11.1.2 Ownership in Rust

o Rust also employs RAII via the Drop trait, ensuring deterministic cleanup when a
value goes out of scope—automatically invoking its destructor-like logic

Rust Documentation.

e Ownership is at the heart of Rust's memory model: each value has exactly one
owner; ownership transfers (moves) by assignment or function parameter passing;
or values may be borrowed via references &T or &mut T
Wikipedia.

o Unlike C++, Rust enforces ownership and borrowing rules at compile-time via the
borrow checker, eliminating memory-safety bugs like dangling pointers, double-
free, and data races in safe code

Rust for C Programmers.

o Rust’s model supports shared ownership through smart pointers like Box<T>,
Rc<T>, and Arc<T>, all integrated with the borrow checker to ensure safety.

When compile-time policies are insufficient (e.g. interior mutability), Rust offers


https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
https://palospublishing.com/memory-management-for-c_-how-to-use-raii-effectively/
https://www.thecodedmessage.com/posts/raii/
https://doc.rust-lang.org/rust-by-example/scope/raii.html
https://en.wikipedia.org/wiki/Rust_syntax
https://rust-for-c-programmers.com/ch6/6_9_comparison_summary_rust_vs_c_memory_management.html
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runtime-checked pointers like RefCel1<T> that panic on misuse rather than

produce undefined behavior

Rust for C Programmers.

11.1.3 Comparative Summary

Aspect C++RAII Rust Ownership &
Borrowing

Resource Deterministic via destructor or | Deterministic via Drop tied to

cleanup smart pointer ownership

Ownership Implicit; manual or with Single-owner model enforced at

semantics smart pointers compile-time

Safety Programmer must avoid Borrow checker enforces safety

guarantees mistakes automatically

Move Manual via std: :move Default behavior, move occurs on

semantics assignment

Shared std: :shared_ptr (may leak Rc<T>, Arc<T> with safer

ownership via cycles) ownership and borrow rules

Runtime Smart pointers incur cost; raw | Minimal; compile-time enforced;

overhead pointers unsafe runtime panics for borrow
violations

Error sources | Dangling pointers, leaks, race | Ownership and borrow rules

conditions prevent most memory bugs

Rust’s ownership

model builds on RAII but adds rigorous compile-time enforcement via



https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
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lifetimes and borrowing. This eliminates entire classes of memory safety bugs common
in C++ while retaining deterministic, zero-cost cleanup semantics

hzget.github.io

2thecodedmessage.com

nikhilism.com

Rust for C Programmers

Rust for C Programmers.

11.1.4 Why Ownership is Safer than Traditional RAII

o C++ RAII relies on programmer discipline. Omitting smart pointers or

improperly handling exceptions can result in leaks or UB.

o Rust’s model enforces that only one mutable reference or many immutable
references are permitted at a time. Violations are compile-time errors, not

runtime failures.

» Rust’s drop logic integrates with ownership to prevent invalid memory usage. Raw
pointer use and unsafe behavior are restricted to unsafe blocks, making safe code
memory-safe by default

Sling Academy.

11.1.5 Practical Example

C++ RAII Example:

struct FileRAITI {
std::FILE*x f;
FileRAII(const char* path) : f(std::fopen(path, "r")) {}
~FileRAII() { if (f) std::fclose(f); }


https://hzget.github.io/programming/basic/comparison.html
https://www.thecodedmessage.com/posts/raii/
https://nikhilism.com/post/2021/raii-footguns-rust-cpp/
https://rust-for-c-programmers.com/ch6/6_9_comparison_summary_rust_vs_c_memory_management.html
https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
https://www.slingacademy.com/article/comparing-rust-ownership-to-c-raii-and-other-language-models/
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};

void example() {
FileRAII file("test.txt");

// file closed automatically at scope exit

Rust Ownership Example:
use std::fs::File;

fn example() {
let file = File::open("test.txt") .unwrap();
// “file~ is closed when it goes out of scope

} // deterministic cleanup via Drop

Rust prevents misuse such as using file after it’s moved or borrowed, ensuring memory

and resource correctness without runtime checks.

11.1.6 References

1. Comparing Rust Ownership to C++ RAII — Sling Academy (Jan 2025)
https://www.slingacademy.com/article/
comparing-rust-ownership-to-c-raii-and-other-language-models/ Sling

Academy

2. Rust for C-Programmers: ownership and memory management comparisons
https://rust-for-c-programmers.com/ch19/19 3 comparison with_c_and_

c_memory_management.html Rust for C Programmers


https://www.slingacademy.com/article/comparing-rust-ownership-to-c-raii-and-other-language-models/
https://www.slingacademy.com/article/comparing-rust-ownership-to-c-raii-and-other-language-models/
https://www.slingacademy.com/article/comparing-rust-ownership-to-c-raii-and-other-language-models/
https://www.slingacademy.com/article/comparing-rust-ownership-to-c-raii-and-other-language-models/
https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
https://rust-for-c-programmers.com/ch19/19_3_comparison_with_c_and_c_memory_management.html
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3. Resource Acquisition Is Initialization (Wikipedia entry, last updated 10 months
ago)
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
Wikipedia

4. RAII in Rust by Example — scope-based auto cleanup
https://doc.rust-lang.org/rust-by-example/scope/raii.html Wikipedia

Rust Documentation

5. Rust syntax entry on ownership and drop behavior

https://en.wikipedia.org/wiki/Rust_(programming language) Wikipedia

6. SimplifyCPP deep dive on memory management differences

https://simplifycpp.org/7id=a0554 simplifycpp.org

7. Rust for C-Programmers Chapter on Ownership
https://rust-for-c-programmers.salewskis.de/ch6/chapter_6_ownership_

and_memory_management_in_rust.html Rust for C Programmers

8. StackOverflow discussion on Rust-style ownership vs C++ RAII
https://stackoverflow.com/questions/69197290/
is-rust-style-ownership-and-lifetimes-possible-without-rust-style-borrow-c

stackoverflow.com

11.2 Smart Pointers in C+-+: unique_ptr and
shared_ptr


https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://doc.rust-lang.org/rust-by-example/scope/raii.html
https://en.wikipedia.org/wiki/Resource_acquisition_is_initialization
https://doc.rust-lang.org/rust-by-example/scope/raii.html
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://simplifycpp.org/?id=a0554
https://www.simplifycpp.org/?id=a0554
https://rust-for-c-programmers.salewskis.de/ch6/chapter_6_ownership_and_memory_management_in_rust.html
https://rust-for-c-programmers.salewskis.de/ch6/chapter_6_ownership_and_memory_management_in_rust.html
https://rust-for-c-programmers.salewskis.de/ch6/chapter_6_ownership_and_memory_management_in_rust.html
https://stackoverflow.com/questions/69197290/is-rust-style-ownership-and-lifetimes-possible-without-rust-style-borrow-checkin
https://stackoverflow.com/questions/69197290/is-rust-style-ownership-and-lifetimes-possible-without-rust-style-borrow-checkin
https://stackoverflow.com/questions/69197290/is-rust-style-ownership-and-lifetimes-possible-without-rust-style-borrow-checkin
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11.2.1 Overview: Why Smart Pointers Matter

e Smart pointers automate dynamic memory management in C++, tying
resource lifetime to object scope and eliminating manual delete operations.
They uphold RAII principles, reducing leaks and dangling pointer bugs while
maintaining performance-critical behavior
cpptutor.com

Wikipedia.

o C++ provides std: :unique_ptr, std: :shared_ptr, and std: :weak_ptr (since
C++11) to support different ownership models simplifycpp.org.

11.2.2 std: :unique_ptr: Exclusive Ownership

e unique_ptr represents sole ownership of a dynamically allocated object. It is
non-copyable but movable, ensuring only one pointer owns a resource at any
time

fintechpython.pages.oit.duke.edu.

o Zero-overhead: It has the same size as a raw pointer and imposes no extra
memory cost beyond a possible custom deleter

www.modernescpp.com.

o Typical usage:

auto ptr = std::make_unique<MyClass>(args);

auto ptr2 = std::move(ptr); // transfers ownership

o Best practice: Always create via std: :make_unique to ensure exception safety

and avoid new-based pitfalls


https://cpptutor.com/c-smart-pointers
https://en.wikipedia.org/wiki/Smart_pointer
https://simplifycpp.org/?id=a0553
https://fintechpython.pages.oit.duke.edu/jupyternotebooks/3-CPlusCPlus/20-SmartPointers/20-SmartPointers.html
https://www.modernescpp.com/index.php/memory-and-performance-overhead-of-smart-pointer/
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cppnext.com.

11.2.3 std: :shared_ptr: Shared Ownership via Reference

Counting

e shared_ptr implements shared ownership: multiple instances can manage
the same resource via internal reference counting. When the last shared_ptr is
destroyed, the resource is freed

Stack Overflow.

e std::make shared should be preferred over new to combine control block and
object allocation into one, reducing overhead and improving locality

cppnext.com.

o To prevent circular reference leaks, use std: :weak_ptr as a non-owning observer
pointer
Stack Overflow
geeksforgeeks.org.

o shared_ptr is thread-safe regarding reference count modifications, but the

pointed object itself is not synchronized by default simplifycpp.org.

11.2.4 Ownership Scenarios and Best Practices

¢ When to Use Each:

— Use unique_ptr where exclusive, non-shared ownership fits—especially in
resource factories or scope-based lifetime control
Stack Overflow

bebdev.com.


https://www.cppnext.com/post/smart-pointers-for-overwrite-in-c-20
https://stackoverflow.com/questions/3628081/shared-ptr-horrible-speed
https://www.cppnext.com/post/smart-pointers-for-overwrite-in-c-20
https://stackoverflow.com/questions/66768249/what-are-best-use-cases-of-shared-ptr-unique-ptr-and-weak-ptr
https://www.geeksforgeeks.org/cpp/auto_ptr-unique_ptr-shared_ptr-weak_ptr-in-cpp/
https://simplifycpp.org/?id=a0553
https://stackoverflow.com/questions/66768249/what-are-best-use-cases-of-shared-ptr-unique-ptr-and-weak-ptr
https://bcbdev.com/using-smart-pointers-effectively-in-modern-c/
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— Use shared_ptr only when ownership must be shared across components.
Prefer weak_ptr to avoid cycles
Stack Overflow

codezup.com.
« Core Guidelines (C++ Core Guidelines R.20-R.24):

— Prefer unique_ptr over shared_ptr when possible for simplicity and

performance.
— Always use make_unique and make_shared to avoid raw-new pitfalls.
— Use weak_ptr to break ownership cycles.

— Don’t pass raw pointers cloned from smart pointers without clear rationale
modernescpp.com

simplifycpp.org.

11.2.5 Performance Comparison

Pointer Memory Overhead Runtime Overhead

Type

unique_ptr | None (same size as raw) Minimal; often inlined

shared_ptr Additional control block for | Increment/decrement on copy;
ref-count locking overhead if multi-threaded

o make shared reduces allocation overhead compared to separate control block
allocation
Stack Overflow

cppcat.com.



https://stackoverflow.com/questions/66768249/what-are-best-use-cases-of-shared-ptr-unique-ptr-and-weak-ptr
https://codezup.com/cpp-smart-pointers-best-practices-pitfalls/
https://www.modernescpp.com/index.php/c-core-guidelines-rules-to-smart-pointers/
https://simplifycpp.org/?id=a0553
https://stackoverflow.com/questions/46041116/c-smart-pointer-performance-and-difference-with-a-simple-wrapped-pointer
https://cppcat.com/c-smart-pointers-in-embedded/
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e In debug builds, smart pointer overhead can be slightly higher than raw pointers,
but in optimized builds performance is comparable
Stack Overflow.

11.2.6 Code Examples

#include <memory>

#include <iostream>

struct Resource { ~Resource(){ std::cout<<"Destroyed\n"; } };

void demo_unique() {
auto u = std::make_unique<Resource>();
auto v = std::move(u);

// u is null; v owns the resource

void demo_shared() {
auto sl = std::make_shared<Resource>();
std: :shared_ptr<Resource> s2 = si; // ref count = 2

std: :weak_ptr<Resource> w = si; // does not contribute to

— ownership
if (auto locked = w.lock()) { /* use locked */ }
// Destroyed when both sl and s2 go out of scope

e These snippets demonstrate ownership transfer, shared count behavior, and leak

prevention via weak_ptr.


https://stackoverflow.com/questions/22295665/how-much-is-the-overhead-of-smart-pointers-compared-to-normal-pointers-in-c
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modernescpp.com

11.3 Box, Rc, Arc, and Mutex in Rust

11.3.1 Overview of Rust Smart Pointers

Rust provides several smart pointer types for managing dynamically allocated data and

shared ownership safely and efficiently. These include:

Box<T>: single ownership heap pointer

e Rc<T>: non-thread-safe reference counted pointer
o Arc<T>: atomic, thread-safe reference counting pointer

e Mutex<T>: mutual exclusion lock for safe mutation in concurrency contexts
YouTube
slingacademy.com
Accelerant Learning
Wikipedia
LinkedIn

11.3.2 Box<T>: Heap Allocation and Unique Ownership

o Box<T> allocates data on the heap, giving exclusive ownership. When the Box
goes out of scope, its value is automatically deallocated (via RAII and Drop trait)

technorely.com.

« Common use cases: storing large data, enabling recursive types (e.g., linked lists),
or boxing trait objects (Box<dyn Trait>) when size must be known at compile

time


https://www.modernescpp.com/index.php/c-core-guidelines-rules-to-smart-pointers/
https://www.youtube.com/watch?v=mNHdD69iLzA
https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more/
https://rust-exercises.com/100-exercises/07_threads/11_locks
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://www.linkedin.com/pulse/mastering-safe-pointers-rust-deep-dive-box-rc-arc-george-phd-burlakov-iqite
https://technorely.com/insights/mastering-safe-pointers-in-rust-a-deep-dive-into-box-rc-and-arc
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DEV Community.

11.3.3 Rc<T>: Shared Ownership for Single-Threaded Contexts

e Rc<T> provides non-atomic reference counting, enabling multiple ownership in
single-threaded scenarios. Cloning an Rc increases the count; when the last clone
is dropped, the data is freed

slingacademy.com.

e Rc<T> cannot be sent across threads (does not implement Send or Sync), and it
only permits immutable access (unless combined with interior mutability types
like RefCell<T>)

stackoverflow.com.

11.3.4 Arc<T>: Thread-Safe Shared Ownership

o Arc<T> (Atomic Reference Counted) allows safe shared ownership across threads
by employing atomic operations to manage reference counts. It can be cloned and
sent between threads safely

slingacademy.com.

o Ideal for sharing immutable data; combining Arc<T> with synchronization
primitives (like Mutex<T>) enables safe mutation across threads
LinkedIn.

11.3.5 Mutex<T>: Safe Mutable Access to Shared Data

o Mutex<T> provides mutual exclusion around data, allowing safe mutable access
even in concurrent contexts. It returns a lock guard—usually a MutexGuard—

which dereferences to the inner data and unlocks when it goes out of scope


https://dev.to/trish_07/comparing-rusts-smart-pointers-box-rc-and-arc-25c0
https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more/
https://stackoverflow.com/questions/49377231/when-to-use-rc-vs-box
https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more/
https://www.linkedin.com/pulse/mastering-safe-pointers-rust-deep-dive-box-rc-arc-george-phd-burlakov-iqite
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slingacademy.com

Rust Step By Step.

o Typical pattern uses Arc<Mutex<T>>, where Arc manages ownership across
threads, and Mutex ensures only one mutable access at a time
LinkedIn
Rust Step By Step

Rust Exercises by Mainmatter.

11.3.6 Usage Examples

Box<T>:

let boxed = Box::new(5);
println! ("{}", *boxed);

Used for heap allocation and recursive types (e.g., enum List { Cons(i32,
Box<List>), Nil })
DEV Community.

Rc<T>:
let a = Rc::new(5);
let b = Rc::clone(&a);

println! ("count = {}", Rc::strong_count(&a));

Shared immutable ownership in single-threaded contexts
slingacademy.com Stack Overflow.

Arc<T> & Mutex<T>:


https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more/
https://www.ruststepbystep.com/rust-concurrency-made-easy-a-guide-to-arc-and-mutex/
https://www.linkedin.com/pulse/mastering-safe-pointers-rust-deep-dive-box-rc-arc-george-phd-burlakov-iqite
https://www.ruststepbystep.com/rust-concurrency-made-easy-a-guide-to-arc-and-mutex/
https://rust-exercises.com/100-exercises/07_threads/11_locks
https://dev.to/trish_07/comparing-rusts-smart-pointers-box-rc-and-arc-25c0
https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more/
https://stackoverflow.com/questions/49377231/when-to-use-rc-vs-box
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use std::sync::{Arc, Mutex};

let counter = Arc::new(Mutex::new(0));

{
let ¢ = Arc::clone(&counter);
std: :thread: :spawn(move {
let mut num = c.lock() .unwrap();
*num += 1;
} .join() .unwrap();
}

println! ("Counter: {}", *counter.lock().unwrap());

Safe shared mutation across threads
Rust Step By Step

Rust Exercises by Mainmatter.

11.3.7 Best Practices & Trade-offs

+ Use Box<T> when no sharing is needed and you need heap storage (e.g. recursive
structures)
DEV Community

slingacademy.com.

o Prefer Re<T> for shared ownership in single-threaded contexts; pair with
RefCell<T> for interior mutability if needed
LinkedIn.

o For multi-threaded shared ownership, use Arc<T> and if mutation is required

wrap inner data in Mutex<T> or similar synchronizers like RwLock<T>
LinkedIn


https://www.ruststepbystep.com/rust-concurrency-made-easy-a-guide-to-arc-and-mutex/
https://rust-exercises.com/100-exercises/07_threads/11_locks
https://dev.to/trish_07/comparing-rusts-smart-pointers-box-rc-and-arc-25c0
https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more/
https://www.linkedin.com/pulse/mastering-safe-pointers-rust-deep-dive-box-rc-arc-george-phd-burlakov-iqite
https://www.linkedin.com/pulse/mastering-safe-pointers-rust-deep-dive-box-rc-arc-george-phd-burlakov-iqite
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Rust Step By Step.

 Avoid reference cycles in Re<T>/Arc<T> by using Weak<T> to break cycles and

allow memory to deallocate properly

technorely.com

slingacademy.com.

11.3.8 Comparison Table

Smart Pointer = Ownership Thread Mutable Common Use
Model Safety Access Case

Box<T> Unique Not Yes Heap allocation,
(single owner) | Send/Sync recursive types

Rc<T> Shared Not No (unless Shared immutable
(ref-counted) | thread-safe RefCell) data in single

thread

Arc<T> Shared Thread-safe No (unless Shared immutable
(atomic ref (Send/Sync) | Mutex) data across
count) threads

Arc<Mutex<T>> | Shared + Yes Yes via lock Shared mutable
synchronized data across

threads

11.3.9 References

1. Sling Academy: “Smart pointers in Rust: Box, Re, Arc and more” (updated Jan

3, 2025)



https://www.ruststepbystep.com/rust-concurrency-made-easy-a-guide-to-arc-and-mutex/
https://technorely.com/insights/mastering-safe-pointers-in-rust-a-deep-dive-into-box-rc-and-arc
https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more/
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https://www.slingacademy.com/article/
smart-pointers-in-rust-box-rc-arc-and-more DEV Community
Rust Exercises by Mainmatter

slingacademy.com

. Technorely “Mastering Safe Pointers in Rust: A Deep Dive into Box, Re, and Arc”
(Oct 2024)

technorely.com

. DEV Community: “Comparing Rust’s Smart Pointers: Box, Re, and Arc” (Nov
12, 2024)
DEV Community

. StackOverflow explanation “When to use Rc vs Box?” discussion (Mar 2021
update)
Stack Overflow

. RustExercises article: difference between Rc and Arc, using Arc<Mutex<T>>

Rust Exercises by Mainmatter

. Rust Concurrency guide “Arc and Mutex” (Mar 2025)
Rust Step By Step


https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more
https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more
https://dev.to/trish_07/comparing-rusts-smart-pointers-box-rc-and-arc-25c0
https://rust-exercises.com/100-exercises/07_threads/11_locks
https://www.slingacademy.com/article/smart-pointers-in-rust-box-rc-arc-and-more/
https://technorely.com/insights/mastering-safe-pointers-in-rust-a-deep-dive-into-box-rc-and-arc
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https://rust-exercises.com/100-exercises/07_threads/11_locks
https://www.ruststepbystep.com/rust-concurrency-made-easy-a-guide-to-arc-and-mutex/

Chapter 12

Performance Analysis

12.1 Compilation and Linking

12.1.1 C++ Compilation and Linking Model

« a. Compilation Stages

C++ builds proceed in several stages:

1. Preprocessing: Handles #include, macro expansion, and removes

comments, producing a translation unit per source file.
2. Compilation: Converts preprocessed code into assembly language.

3. Assembly: Transforms assembly into object files (.o or .obj), each

containing machine code and symbol metadata.

4. Linking: Merges object files and libraries into final executables or shared
libraries, resolving symbol references (e.g. function calls) across units

([turnOsearch4] [turnOsearch6] [turnOsearch12] .
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Errors during linking occur when definitions are missing or duplicated among

modules ([turnOsearch0] [turnOsearch2] .

e b. Optimizations: LTO and Single Compilation Units

— Link-Time Optimization (LTO) allows interprocedural optimization
across translation units—enabling inlining, dead code elimination, and better

code layout at link time ([turnOsearch24] .

— Single Compilation Unit (Unity builds) combine multiple .cpp files
into one translation unit to reduce compile-time repetition and allow cross-

module optimizations without full LTO ([turnOsearch26] .

Precompiled headers (PCH) further speed up build by caching parsed header data,

reducing redundant preprocessing ([turnOsearch27] .

12.1.2 Rust Compilation and Linking Process

« a. Cargo and rustc

Rust projects are managed by Cargo, which orchestrates dependency
resolution, build profile settings, compilation, testing, and packaging
([turnOsearch15] [turnOsearch23] .

The compiler rustc transforms .rs files via multiple phases:

Lexing & Parsing: Macro expansion produces a syntax tree.

HIR (High-level IR): Abstract syntax transformed and type-checked.

MIR (Mid-level IR): Borrow checker applies, optimizes, then lowers to
LLVM IR.

— LLVM backend generates machine code and outputs object files.
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— Linking: Rust invokes the system linker (e.g. cc, 11d) to
combine object files and crates into final binaries or libraries

([turnOsearch1] [turnOsearch5| [turnOsearch3] .

Rust uses a query-based incremental compilation engine, reusing
intermediate artifacts to minimize rebuild times across edits ([turnOsearchl] .
e b. Bootstrapping Rust Compiler

Rust's compiler itself is built in stages:

— Stage 0 uses a previously released compiler;
— Stage 1 compiles the new compiler with itself;
— Stage 2 rebuilds to ensure correctness;

— Stage 3 (optional) verifies bit-for-bit reproducibility ([turnOsearch19] .

e ¢. No Stable ABI

Rust lacks a stable ABI, meaning compiled crates must be rebuilt if the compiler

version changes to ensure compatibility ([turnOsearch7] [turnOsearch3] .

12.1.3 C++ vs. Rust: Compilation & Linking Comparison

Stage / C++ Rust

Feature

Build Make, CMake, manual build Cargo—integrated build tool
orchestration tools and package manager
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Stage / C++ Rust

Feature

Compilation Preprocess — Compile — Lex & Parse — HIR — MIR —

steps Assemble — Link LLVM IR — Object — Link

Incremental Partial builds via timestamps | Query-based caching for

builds (Make) incremental rebuilds

Linking Uses system linker (1d, 1ink) | Calls system linker via rustc,
sometimes 11d

Whole- LTO and unity builds for LLVM IR optimization during

program cross-file inlining compile and rustc passes

optimizations

ABI stability

Stable (C++)

Not stable; crates must match

compiler version

12.1.4 Impact on Performance Analysis

e C++: Link-time optimization and unity builds help catch cross-module

inefficiencies, but require explicit flags like -02 -f1to and manual PCH.

Build systems must be carefully configured for performance-critical codebases
([turnOsearch24] [turnOsearch26] .

o Rust: Compile-time borrow checking and MIR-level optimizations catch

many errors before codegen; incremental compilation speeds development.

However, as Rust has no stable ABI, modifying the Rust version or

standard library requires full rebuilds, affecting build-time predictability
([turnOsearch15] [turnOsearch7] .
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12.1.5 Best Practices

For C++:

o Use LTO flags (-f1to) and unity builds selectively when optimization matters.

o Employ precompiled headers for large template-heavy codebases.

e Monitor linking errors early—missing symbols or duplicate definitions indicate

compilation issues across modules ([turnOsearch26] [turnOsearch4] .

For Rust:

Favor Cargo’s build workflow; use cargo build --release to enable

optimizations.

Leverage incremental builds for dev cycles; clean full rebuilds only when switching

compiler versions.

For consistent builds, specify toolchain versions via rustup and lock dependencies

in Cargo.lock ([turnOsearch19] [turnOsearch15] .

12.1.6 References

1.

DEV Community: “Behind the Scenes of C++ — Compiling and Linking” (2023)
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https://www.codewithc.com/... [turnOsearch6]

StackOverflow: Difference between compilation vs linking in C++ (Feb 2020)
https://stackoverflow.com/... [turnOsearch0]
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[turnOsearch5|
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12.2 Memory Consumption
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12.2.1 Overview

Memory consumption refers to both resident set size (RSS)—the actual physical
memory used—and virtual memory size, including reserved but unused pages.

Measuring it accurately requires profiling tools or built-in APIs.

12.2.2 Typical Memory Use Patterns: C++ vs. Rust

o C++ programs generally have minimal runtime overhead. They allocate
memory manually using the stack, heap, or static segments. Heap use frequency
in open-source C++ projects averages around 9.3%, indicating many large
systems rely heavily on stack allocation for predictability and performance
BairesDev
Nicholas Nethercote

arXiv.

e Rust programs follow a similar allocation model: values are stack-allocated
by default; heap allocation is explicit via constructs like Box, Vec, or collections.
Rust does not employ garbage collection, minimizing default memory overhead
Wikipedia
simplifycpp.org.

o A comparative benchmark study found Rust execution times and memory usage
comparable to C++—in some routines Rust was slightly faster and used slightly

less memory overall arXiv.

12.2.3 Memory Profiling and Estimation Tools

e Rust:


https://www.bairesdev.com/blog/when-speed-matters-comparing-rust-and-c/
https://nnethercote.github.io/perf-book/profiling.html
https://arxiv.org/abs/2403.06695
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://www.simplifycpp.org/?id=a0554
https://arxiv.org/abs/2209.09127
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— For accurate profiling, use tools like rust-jemalloc-pprof to collect
jemalloc heap profiles in pprof format, enabling continuous memory use
monitoring

polarsignals.com.

— Crates such as memory-stats provide runtime APIs to retrieve physical
(RSS) and virtual memory usage cross-platform

docs.rs.

— For data structure analysis, Rust’s built-in Vec and HashMap report
capacity() and len(), enabling developers to inspect allocated vs used
memory

slingacademy.com.

o« CH++:

— Heap and memory tools such as Valgrind, heaptrack, or DHAT can track
allocations and identify hotspots across allocations and lifetimes
Nicholas Nethercote.

12.2.4 Allocation Characteristics and Overhead

e C+4+: Heap allocations are minimized in many performance-critical applications;
control over fragmentation, allocator choice, and pooling is left to developer
discretion and library design

arXiv.

e Rust: employs zero-cost abstractions—ownership and borrowing introduce
no runtime overhead unless performance-critical idioms (e.g. dynamic dispatch,
boxing) are used. Bounds checks on indexing exist only in debug builds, typically

optimized out in release builds


https://www.polarsignals.com/blog/posts/2023/12/20/rust-memory-profiling
https://docs.rs/memory-stats/latest/memory_stats/
https://www.slingacademy.com/article/inspecting-memory-usage-of-vectors-and-hash-maps-with-built-in-methods-or-external-crates/
https://nnethercote.github.io/perf-book/profiling.html
https://arxiv.org/abs/2403.06695
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Wikipedia.

e An industry article from 2025 assessed real-world applications that migrated from

C++ to Rust—finding on average 20-40% lower memory errors and similar

or slightly better memory footprints in Rust versions

Markaicode.

12.2.5 Comparison Table

Metric C++ Rust
Default Stack first; manual heap Stack default; explicit heap
allocation allocation usage via Box, Vec, etc.

Heap allocation

prevalence

Runtime

overhead

Memory

profiling support

Typical memory

footprint

Error-prone

memory use

~9.3% average in OSS

projects

None unless using runtime libs

External tools like Valgrind,
DHAT, heaptrack

Low and predictable when

well-managed

More prone due to manual

allocation

Explicit and measured; no
hidden GC

Zero-cost abstractions, bounds

checks opt out in release

Crates like memory-stats,
jemalloc-pprof, built-in size

inspectors

Comparable; sometimes lower

in benchmarks

Ownership system prevents

leaks and misuse



https://en.wikipedia.org/wiki/Rust_(programming_language)
https://markaicode.com/rust-vs-cpp-performance-2025/
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12.2.6 Practical Tips

e For C++:

— Measure memory using tools like Valgrind with massif, heaptrack, or
DHAT to identify allocation hotspots.

— Favor stack allocation and pool allocators in performance-critical paths.

— Reuse memory and reserve capacity in containers to avoid frequent

reallocations.
e« For Rust:

— Add memory-stats crate to monitor process memory (RSS/virtual).
— Use capacity() and len() on Vec or HashMap to assess over-allocations.

— In production builds, enable opt-level = 3, 1to = true, disable
incremental to reduce binary size and memory usage
arXiv
Wikipedia
Analytics Insight
codeporting.com
docs.rs

slingacademy.com.

— Profile with dhats", "flamegraph", orallocative® to detect memory

allocation hotspots
Markaicode.


https://arxiv.org/abs/2403.06695
https://en.wikipedia.org/wiki/Rust_(programming_language)
https://www.analyticsinsight.net/latest-news/c-vs-rust-analyzing-memory-management-and-performance
https://www.codeporting.com/blog/rust_vs_cpp_performance_safety_and_use_cases_compared
https://docs.rs/memory-stats/latest/memory_stats/
https://www.slingacademy.com/article/profiling-memory-usage-of-large-vectors-and-hash-maps-in-a-production-environment/
https://markaicode.com/profiling-applications-2025/
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12.2.7 Summary

Memory consumption in C++ and Rust tends to be low and well-optimized—

especially when idiomatic practices are followed. Rust provides equivalent or even

slightly better memory behavior than C++ in many workloads, thanks to zero-

cost runtime abstractions and compile-time guarantees. Profiling memory in Rust

is now straightforward using dedicated crates and tools. Both languages empower

developers to write memory-efficient systems—but Rust adds safety without sacrificing

performance.
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Markaicode
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Markaicode
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12.3 Memory Leaks and Detection

12.3.1 Understanding Memory Leaks

* A memory leak occurs when allocated memory is no longer accessible to
the program—typically because references to it are lost—without ever being
deallocated. Over time, leaks degrade application performance, lead to high

memory usage, and may eventually crash due to exhaustion of memory resources.

e In C++4, memory leaks often result from mismatched new/delete, forgotten

destructor calls, forgotten smart pointers, or circular references in shared ptr.

o In Rust, leaks don’t violate memory safety but can still occur: e.g. retaining
values in long-lived statics or creating cycles using Rc<RefCell<T>> or
Arc<Mutex<T>>, or manual misuse of unsafe code. Rust’s ownership model
prevents most leaks, but not all, especially under semi-automated resource

management or developer error ([turnOsearch20] .


https://markaicode.com/profiling-applications-2025/
https://markaicode.com/profiling-applications-2025/
https://programming-language-benchmarks.vercel.app/cpp-vs-rust
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12.3.2 Tools and Techniques in C++

e Dynamic Analysis Tools

— Valgrind Memcheck is a widely used tool on Linux for detecting memory

leaks and invalid memory operations by instrumenting memory allocation
and usage. It reports precise leak locations at the cost of run-time overhead

(programs typically run at 20-30x slower) ([turnOsearch25] .

AddressSanitizer (ASan) and LeakSanitizer (LSan) are part of
LLVM/Clang/GCC toolchain. ASan detects memory corruption and out-
of-bounds access; LSan specifically detects leaked allocations. Use compiler
flags like ~-fsanitize=address -fsanitize=leak during builds for real-time
leak detection ([turnOsearch31] [turnOsearch7] .

Insure++, Intel Inspector, Deleaker, Visual Leak Detector,
Memory Validator, etc., provide commercial and open-source solutions
with

detailed diagnostics on memory leaks, handle leaks, mismatched allocations,
etc. ([turnOsearch28] [turnOsearch17] [turnOsearch13] [turnOsearch23] .

o Static Analysis Tools

— Cppcheck and similar static analyzers can detect memory leak risks by

flagging missing deallocations, lost scope variables, unfreed allocations, and

misuse of resource handles ([turnOsearch26] .

e Best Practices

— During development, routinely use tools like ASan/LSan or Valgrind for

regression builds or CI verification.
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— In Visual Studio, enable CRT debug heap (_CRTDBG_MAP_ALLQOC) and use
_CrtDumpMemoryLeaks () at program exit to log leaks ([turnOsearch9] .

12.3.3 Leak Detection in Rust

« Profiling and Runtime Tools

— rust-jemalloc-pprof enables heap profiling in Rust via jemalloc with
output in pprof format, useful for detecting unexpected growth and memory

leaks in production-like environments ([turnOsearch§] .

— tokio-console, memory-stats, and other crates can emit real-time memory
usage data, track allocation counts, and expose long-lived heap usage

patterns ([turnOsearch10] [turnOsearch16] .
o Static Analysis Tools

— rCanary is a static Rust analyzer built as a Cargo component. It
uses MIR-based SMT analysis to detect memory leaks across semi-
automated resource boundaries (e.g. manual drop misuse or unsafe
code). It scanned 1,200 crates and found leaks in 19 real-world libraries

([turnOacademia29] [turnOsearch14] .

— SafeDrop is another data-flow static analysis tool for Rust that detects
invalid deallocations and use-after-free errors in unsafe code paths, improving

on ownership-based guarantees ([turn0academia32] .
o Patterns and Tips

— Common Rust leaks stem from static variables holding growing Vec

or caches, or reference cycles with Rc/Arc + RefCell/Mutex. Such



246

situations don’t panic at compile time but still retain memory indefinitely

([turnOsearch2] [turnOsearch20] .

— The Rust Forum recommends manual audit of long-lived containers and

proper use of Weak<T> to break cycles or dispose of objects when no longer
needed ([turnOsearch16] [turnOsearch2] .

12.3.4 Comparison Table: Leak Detection & Memory Leaks

Language Leak Risk Dynamic Tools Static Notes on
Causes Tools Leak Sources

C++ Missing delete, Valgrind, ASan/LSan, | Cppcheck, | Use-after-free,
cycles in Intel Inspector, static forgotten
shared ptr, Insure++, Deleaker, analyzers deletes,
manual leaks Visual Leak Detector cross-module

leaks

Rust Reference cycles rust-jemalloc-pprof, rCanary, Safe code can’t
(Rc, Arc), tokio-console, SafeDrop | leak by default,
long-lived memory-stats but cycles or
containers, unsafe code

manual unsafe

drops

can

12.3.5 Practical Recommendations

e For C++:
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— Regularly run Valgrind Memcheck during development to catch

unreachable memory.

Use ASan/LSan in debug builds and CI to catch leaks and memory

corruption early.
— Integrate CRT debug heap or Deleaker in Visual Studio environments.

— Employ cppcheck and static analyzers to catch leaks before runtime.
e For Rust:

— Use jemalloc-pprof in staging/production for tracking heap usage.
— Monitor long-lived containers and flush or trim growing data structures.
Use rCanary to analyze leak patterns in crates and dependencies.

Enforce Weak<T> breakage of cycles and avoid unnecessary interior

mutability and global state.

12.3.6 References

1. Valgrind Memcheck overview and usage (2025) [turnOsearch25]
2. AddressSanitizer & LeakSanitizer docs (2023) [turnOsearch31] [turnOsearch7]
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4. Cppcheck static analysis for memory leaks (2024) [turnOsearch26]
5. Rust jemalloc-pprof memory leak profiling (Dec 2023) [turnOsearch§|

6. GreptimeDB memory leak diagnosis case (Jun 2023) [turnOsearchl10]



248

10.

11.

rCanary static memory-leak checker (Aug 2023)

[turnOacademia29] [turnOsearch14]

SafeDrop static analysis for Rust deallocation bugs (Mar 2021)

[turnOacademia32]

Rust Forum patterns and recommendations on leak sources (2022-2024)

[turnOsearch16] [turnOsearch2]

StackOverflow discussion on leak creation in Rust (2019, editorial): even safe Rust

can leak memory if logic retains data inadvertently [turnOsearch20]

PullRequest article "The Art of Detecting Memory Leaks in C++ Applications”
(2023) [turnOsearch21]
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Chapter 13

Error Handling Systems

13.1 try/catch/finally in C++

13.1.1 Standard C++ Exception Handling: try / catch

o C++ provides standard structured exception handling using the keywords
try, catch, and throw to manage runtime errors. When an exception is thrown,
control unwinds the stack until a matching catch block is found or the program

terminates via std: :terminate if none is found
GeeksforGeeks.

o Syntax:

try {
// code that may throw
}
catch (const std::exception& e) {

// handle exceptions derived from std::exception
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https://www.geeksforgeeks.org/cpp/exception-handling-c

252

}
catch (...) {

// catch any type
}

C++ allows throwing any type—mnot just exceptions derived from

std: :exception—with any throw expression, though using standard exceptions
is recommended for clarity

Wikipedia

GeeksforGeeks.

o Starting in C++20, try/catch blocks are valid inside constexpr functions,
enabling compile-time error handling and fallback logic during constant evaluation

wxinix.github.io.

13.1.2 Why C++ Does Not Provide a Native finally Clause

o Unlike Java or C#, C++ does not support finally natively. Instead, it
relies on the RAII (Resource Acquisition Is Initialization) idiom: resource
cleanup is done in destructors, which run when objects go out of scope—whether
by normal flow or due to exceptions
Wikipedia.

o This design is considered safer and more flexible than a finally block because
it ties cleanup directly to object lifecycle, ensuring cleanup even in deeply nested

control flows or early returns stackoverflow.com.


https://en.wikipedia.org/wiki/C%2B%2B_syntax
https://www.geeksforgeeks.org/cpp/exception-handling-c
https://wxinix.github.io/cpp-explained/book/CompileTimeEvaluation/TryCatch.html
https://en.wikipedia.org/wiki/Exception_handling_(programming)
https://stackoverflow.com/questions/161177/does-c-support-finally-blocks-and-whats-this-raii-i-keep-hearing-about
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13.1.3 Implementing finally Behavior Manually in C++

o Although there's no built-in finally, developers can emulate its semantics using
RAII containers or scope guards. A common pattern uses a lambda with a small

guard class:

auto cleanup = finally([&] { /* cleanup code */ });

The guard’s destructor runs when the scope exits, executing the cleanup code
regardless of path (return, exception, normal exit)

stackoverflow.com.

e The C++ Core Guidelines and the Microsoft Guidelines Support Library (GSL)
define a similar finally utility, built to integrate with modern C++ and lambdas
while preserving RAII flexibility

stackoverflow.com.

13.1.4 Exception Safety Guarantees

o C++ classifies exception safety into levels used throughout standard library

design and best practices:

— No-throw guarantee: operations succeed without throwing.

— Strong guarantee: operations either complete successfully or have no side

effects (commit/rollback semantics).

— Basic guarantee: invariants remain intact; some side effects may occur but

resources are not leaked.

— No safety: invariants may violate; resources may leak

Wikipedia.


https://stackoverflow.com/questions/17356258/correctly-implement-finally-block-using-c-lambda
https://stackoverflow.com/questions/161177/does-c-support-finally-blocks-and-whats-this-raii-i-keep-hearing-about
https://en.wikipedia.org/wiki/Exception_safety
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» Language-level exception handling (try/catch) combined with RAII and care in
resource acquisition supports these safety models. Without RAII, exceptions can
lead to leaks and broken invariants
Wikipedia

stackoverflow.com.

13.1.5 Under-the-Hood and Cost Considerations

o Compiling try/catch in C++ incurs zero execution cost when exceptions are
not thrown—because exception tables are stored separate from code layout. Only
when an exception is thrown does stack unwinding incur cost
Wikipedia

gce.gnu.org.

» Enabling or disabling exceptions via compiler flags (e.g., ~-fno-exceptions in
GCC) affects both runtime behavior and code size. With exceptions disabled,
keywords like throw or catch are rejected, and error paths must revert to other
patterns (e.g., error codes)

gce.gnu.org.

13.1.6 Summary Table: C++ Error Handling Constructs

Construct Description

try / catch Standard C++ exception handling; catches thrown
objects of any type.

throw Raises an exception; any type can be thrown (object,

primitive, class).


https://en.wikipedia.org/wiki/Exception_safety
https://stackoverflow.com/questions/3048377/how-to-free-memory-in-try-catch-blocks
https://en.wikipedia.org/wiki/Exception_handling_(programming)
https://gcc.gnu.org/onlinedocs/libstdc%2B%2B/manual/using_exceptions.html
https://gcc.gnu.org/onlinedocs/libstdc%2B%2B/manual/using_exceptions.html
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Construct Description

finally idiom Not language-supported; emulated using RAII and

scope-guard lambdas.

RAII Destructor-based cleanup tied to scope exit; core to

predictable cleanup.

constexpr with Since C++20, allows compile-time exception
try/catch handling inside constexpr code.

Exception safety No-throw, strong, basic, no-safety—guides library
categories and code robustness.

13.1.7 References

1. GeeksforGeeks: Exception Handling in C++ (try/catch)
GeeksforGeeks
GeeksforGeeks
curlybracecoder.com
wxinix.github.io
Wikipedia

2. Wikipedia: Exception handling and absence of finally in C++; RAII as
alternative
Wikipedia
softwareengineering.stackexchange.com

3. StackOverflow: Emulating finally using RAII and lambdas; Core Guidelines

pattern

stackoverflow.com


https://www.geeksforgeeks.org/cpp/exception-handling-c
https://www.geeksforgeeks.org/cpp/how-to-use-the-try-and-catch-blocks-in-cpp
https://www.curlybracecoder.com/2018/05/implementing-trycatchfinally-pattern-in.html
https://wxinix.github.io/cpp-explained/book/CompileTimeEvaluation/TryCatch.html
https://en.wikipedia.org/wiki/Exception_safety
https://en.wikipedia.org/wiki/Exception_handling_(programming)
https://softwareengineering.stackexchange.com/questions/197562/why-is-there-no-finally-construct-in-c
https://stackoverflow.com/questions/161177/does-c-support-finally-blocks-and-whats-this-raii-i-keep-hearing-about
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4. Modern C++ Explained: try/catch inside constexpr functions (C++20)

wxinix.github.io

5. Wikipedia: Exception safety guarantee levels (No-throw, strong, basic)
Wikipedia

6. GCC documentation: performance and binary impact of exception support
(-fno-exceptions)
gee.gnu.org

circuitlabs.net

13.2 Result and Option in Rust

13.2.1 Philosophy: Explicit Error and Absence Handling

» Rust avoids exceptions and nulls by representing missing or failing values
explicitly using enums: [Option<T>| for absent values and [Result<T, E>| for
recoverable errors ([Sling Academy, Jan 2025])

slingacademy.com.

o These types enforce compile-time handling: the caller must deal with both success
and failure (or presence and absence) paths, improving code correctness and
reliability ([w3resource, Nov 2024])

wJaresource.

13.2.2 Option<T>: Handling Absence of Value

e Defined as:


https://wxinix.github.io/cpp-explained/book/CompileTimeEvaluation/TryCatch.html
https://en.wikipedia.org/wiki/Exception_safety
https://gcc.gnu.org/onlinedocs/libstdc%2B%2B/manual/using_exceptions.html
https://circuitlabs.net/c-for-c-develevopers-lesson-10-exception-handling-a-robust-approach-to-errors
https://www.slingacademy.com/article/rusts-option-and-result-types-for-error-handling
https://www.w3resource.com/rust-tutorial/rust-error-handling-techniques.php
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enum Option<T> {
Some(T),

None,

It replaces nulls and forces explicit handling using match or combinators (map,
unwrap_or, and_then, etc.) ([Sling Academy, Jan 2025])

slingacademy.com.

Example:

fn find_item(list: &[i32], target: i32) -> Option<usize> { .. }

Callers must handle Some (index) or None, preventing null dereference bugs
([Ceos3c article, 2024])

ceos3c.com.

Additional useful methods:
map, and_then, unwrap_or, unwrap_or_else, zip — especially for chaining and

defaults while maintaining safety ([Ataiva blog, 2024]) ataiva.com.

13.2.3 Result<T, E>: Recoverable Errors

e Result is defined as:

enum Result<T, E> {
0k (T),
Err(E),


https://www.slingacademy.com/article/rusts-option-and-result-types-for-error-handling
https://www.ceos3c.com/rust/rust-error-handling-a-complete-guide
https://ataiva.com/rust-error-handling
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Used for operations that may succeed or fail; T is success value, E is error type
([Rust Book, Ch09-02]) Rust Documentation.

o Example:

fn read_file(path: &str) -> Result<String, std::io::Error> { .. }

Handling with:

match read_file("file.txt") {

Ok(content) =>

ey

Err(e) => eprintln! ("Failed: {}", e),

o Preferred idioms include using the ? operator for concise error propagation:

fn perform() -> Result<(), MyError> {

let content = read file("a.txt")?;

0k(O)

This automatically returns early on error, preserving the error type ([Ceos3c,
2024]; howtorust)

howtorust.com.

o Common combinators include: map, map_err, and_then, or, or_else, ok_or,

ok_or_else; these aid error chaining and conversion to Option or default values
([DEV Leapcell, Mar 2025])


https://doc.rust-lang.org/book/ch09-02-recoverable-errors-with-result.html
https://howtorust.com/understanding-result-option-and-operators-in-rust
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DEV Community.

13.2.4 Handling Nested Option/Result Combinations

o Patterns where functions return Result<Option<T>, E> can be elegantly handled
using option.transpose() or ok_or, enabling ergonomic chaining ([Rust by
Example])

Rust Documentation.

o Example:

fn double_first(v: Vec<&str>) -> Result<Option<i32>, ParseIntError> {
v.first()
.map(s s.parse::<i32>() .map(n n * 2))

.transpose ()

 This handles cases of missing elements (None) and parse errors (Err), while

returning Ok (Some (value)) when present and successfully parsed.

13.2.5 Comparison Table

Type Use Case Handling Propagation
Mechanism Idiom
Option<T> Value may be absent match, if let, unwrap_or, 7
(not error) combinators (converted)



https://dev.to/leapcell/mastering-error-handling-in-rust-beyond-result-and-option-468f
https://doc.rust-lang.org/rust-by-example/error/multiple_error_types/option_result.html
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Type Use Case Handling Propagation
Mechanism Idiom

Result<T, Operation may fail match, combinators | ? operator

E> with error propagation

Use Option when absence is normal (e.g. searching), and Result when failure
is expected to be handled or reported, enhanced by custom error types and rich
combinator patterns ([howtorust.com; Ataiva blog]) Akhil Sharma

howtorust.com.

13.2.6 Best Practices

Prefer ? for clean propagation of Result errors.

Avoid unwrap() and expect () in production code; use only when failure is truly

exceptional or in tests.

Use custom error types (e.g. enum MyError) implementing std: :error: :Error
and Display to provide rich error context ([Ataiva; DEV Leapcell])

ataiva.com.

Combine Result and Option thoughtfully; use ok_or, transpose, and other
helpers to flatten nested types and avoid boilerplate ([Rust by Example])

Rust Documentation.

For simple existence checks, leverage if let Some(x) = opt { .. } instead of

verbose matching.



https://akhilsharma90.github.io/Akhil-Tutorials-Website/docs/rust/rust/robust_error_handling_rust
https://howtorust.com/understanding-result-option-and-operators-in-rust
https://ataiva.com/rust-error-handling
https://doc.rust-lang.org/rust-by-example/error/multiple_error_types/option_result.html
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13.2.7 References

1.

Sling Academy: “Rust’s Option and Result Types for Error Handling” (Jan 3,
2025)

slingacademy.com

. w3resource: “Error Handling in Rust: Result, Option, and Beyond” (Nov 23,

2024) w3resource

The Rust Programming Language, “Recoverable Errors with Result” (Chapter 9.2)

Rust Documentation

howtorust.com: “Understanding Result, Option and Operators in Rust” (2023)
Rust

Ataiva blog: “Rust Error Handling with Result and Option Types” (Jun 2024)

ataiva.com

DEV Leapcell: “Mastering Error Handling in Rust: Methods and Patterns” (Mar
13, 2025)
DEV Community

Rust by Example: “Pulling Results out of Options” (nested patterns)

Rust Documentation

Ceos3c.com: “Rust Error Handling: A Complete Guide to Result and Option
Types™ (Sep 27, 2024)

ceos3c.com

13.3 Writing Robust and Fault-Tolerant Code


https://www.slingacademy.com/article/rusts-option-and-result-types-for-error-handling
https://www.w3resource.com/rust-tutorial/rust-error-handling-techniques.php
https://doc.rust-lang.org/book/ch09-02-recoverable-errors-with-result.html
https://howtorust.com/understanding-result-option-and-operators-in-rust
https://ataiva.com/rust-error-handling
https://dev.to/leapcell/mastering-error-handling-in-rust-beyond-result-and-option-468f
https://doc.rust-lang.org/rust-by-example/error/multiple_error_types/option_result.html
https://www.ceos3c.com/rust/rust-error-handling-a-complete-guide
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13.3.1 Principles of Robustness and Fault Tolerance

* Robust code anticipates and handles potential faults without crashing or
corrupting state. It adheres to defensive programming practices, clear invariants,

and well-defined error pathways.

o Fault tolerance ensures that systems remain functional—possibly in
degraded mode—even when components fail. Resilience techniques include
retry logic, circuit breakers, graceful degradation, and monitoring integration

([turnOsearch10] .

13.3.2 Robust Error Handling in C++4

e Defensive Practices & Guidelines

— Follow the C4++ Core Guidelines, which emphasize predictable resource
usage, RAII, and clear error propagation via exceptions or error codes as a
fallback ([turnOsearch6] .

— Use RAII to manage lifetime of resources so cleanup happens
automatically even during exceptions, avoiding leaks and inconsistent states
([turnOsearch8] .

— Structure code with layered error handling:

x Low-level modules detect and report through exceptions or error codes.

« Mid/high-level modules catch and translate errors into meaningful

messages or recoverable states.
o Fault-Tolerant Patterns

— Retry strategies: For transient failures (e.g. I/O, networking), wrap

operations with retry logic, exponential back-off, and caps.
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— Failover and redundancy: In mission-critical systems (e.g. avionics or
real-time control), use redundant modules and safe fallbacks in case primary

fails ([turnOsearch0] .

— Invariants and validation: Regularly verify invariants, validate inputs,
and assert expectations; this improves maintainability and reduces silent

error propagation ([turnOsearch4] .

13.3.3 Building Robust Rust Code

o Error Handling Best Practices

— Use Result<T, E> and Option<T> consistently to express error-prone or

optional outcomes. Avoid panicking in production code.

— Prefer explicit propagation using 7, allowing higher layers to handle or

recover from errors ([turnOsearchl] [turnOsearchl7] [turnOsearch13] .

— Define custom error types (via thiserror or anyhow) that implement
std: :error: :Error, provide context, and support rich error messages and

error chaining ([turnOsearch7] .

— Add context with conversion patterns like map_err, with_context, or
the 2025 standardized techniques for contextual error augmentation

([turnOsearch7] .
« Safety and Resilience Patterns

— Avoid panicking through careful design; use idioms that convert
panicable operations into Result types, permitting recovery

([turnOsearch13] [turnOsearch3] .



264

— Implement fallback logic using combinators like unwrap_or_else, or
pattern matching chains to degrade gracefully (e.g. use default values when

secondary data sources fail).

— For resilience in async and concurrent Rust code, use crates like
tokio-retry or pattern matching on results to handle timeouts and

intermittent failure ([turnOsearch9 .

13.3.4 Comparative Table: C++4 vs Rust for Fault Tolerance

Aspect C++ Rust

Error expression | Exceptions or error codes Result<T, E> and Option<T>
only

Resource RAII via Ownership/Drop semantics

cleanup constructors/destructors ensure deterministic cleanup

Error Implicit via exceptions or Explicit via ?, combinators,

propagation manual return codes and type system enforcement

Graceful try/catch with fallback, match arms, default

degradation failover patterns combinators (e.g.
unwrap_or_else)

Validation & Assertions, assert!, debug_assert!,

invariants pre- /post-conditions explicit state checking

Reliability in Libraries offer retry logic Async-aware error propagation

async context and retry crates
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13.3.5 Sample Patterns

C++ Example — Retry on Failure:

int attempt = 0;
while (attempt < max_retry) {
try {
doTransaction();
break;
} catch (const NetworkError& e) {
++attempt;
std: :this_thread: :sleep_for(backoff (attempt));

continue;

Rust Example — Graceful fallback:
let file = File::open(path).or_else(F'ile :: open(backup_path));
Rust with Contextual Error Handling (using anyhow):

use anyhow::{Context, Result};
fn load_config(path: &str) -> Result<()> {
let s = std::fs::read_to_string(path)
.with_context( format!("Failed to read config from {}", path))?;
/] ...
0k(O)
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13.3.6 References

1.

10.

C++ Core Guidelines: robust design, error handling principles (2025)

[turnOsearch6]
Writing robust C++ code with RAII (2025) [turnOsearch§]

Best practices for clean and robust C++ code (March 2025) [turnOsearch4]
Fault-tolerant real-time systems design in C++ (2024) [turnOsearchO]

Rust error handling best practices for robust code, custom errors, propagation
(2025) [turnOsearchl] [turnOsearchl17]

Effective error handling in Rust for production-grade reliability (Jan 2025)
[turnOsearch9|

2025 error handling guide: context, new traits, improved error patterns in Rust

[turnOsearch7|

Techniques and pitfalls in Rust error handling, avoiding panics (2024-2025)
[turnOsearch15] [turnOsearch3|

Seven essential patterns for robust error handling in Rust (Dec 2024)

[turnOsearch19]

Rust error handling guide: combining approaches and failure scenarios (2024)

[turnOsearch21]



Chapter 14

Debugging and Logging

14.1 Debugging Tools for Both Languages

14.1.1 Core Native Debuggers: GDB and LLDB
« GDB (GNU Debugger)
— A versatile debugger supporting C, C++ and Rust, available across Unix-like
and Windows platforms. It allows setting breakpoints, inspecting memory,
stepping through execution, and examining registers and stack frames. Rust

binaries compiled with -g include debug information usable by GDB
Wikipedia.

« LLDB (LLVM Debugger)

— Part of the LLVM toolchain, LLDB works well with code produced by both

Clang/C++ and Rustc. It offers features like expression evaluation within
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https://en.wikipedia.org/wiki/GNU_Debugger
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breakpoints, symbolic debugging, and disassembly support. Widely used on
macOS, Linux, and Windows
Reintech.

o Time-Travel Debugging

— Advanced tools like rr (on Linux) and Undo UDB offer reverse execution:
developers can step backwards and capture intermittent or rare bugs—a
capability applicable to both C+4 and Rust
Wikipedia.

14.1.2 IDE and Editor Debugging Integrations

« Visual Studio / Visual Studio Code

— Visual Studio remains one of the most robust debuggers for C++ on
Windows, with full-featured breakpoint handling, memory inspection, watch
windows, and now Dynamic Debugging for optimized builds (presented
at GDC 2025) which deoptimizes code at runtime to allow full variable
inspection—even in release builds—without requiring a rebuild

developer.microsoft.com.
— VS Code with extensions provides cross-platform support:

x For C++: via cpptools integrating GDB/LLDB frontends and features
like breakpoint groups, memory layout visualization, and call stack
filtering
debugg.ai+4tms-outsource.com-+4rapidinnovation.io+4hackingcpp.com.

« For Rust: the CodeLLDB or C/C++ extension works with
rust-analyzer to support stepping, variable watches, and stack tracing

tms-outsource.com+1jamessturtevant.com+-1.


https://reintech.io/blog/debugging-rust-applications-guide
https://en.wikipedia.org/wiki/Time_travel_debugging
https://developer.microsoft.com/en-us/games/articles/2025/03/gdc-2025-visual-studio-update
https://tms-outsource.com/blog/posts/best-ide-for-rust
https://hackingcpp.com/cpp/tools/debuggers.html
https://tms-outsource.com/blog/posts/best-ide-for-rust
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— JetBrains CLion / IntelliJ IDEA with Rust plugin

x Offers built-in debuggers with Rust awareness, cargo integration, and
insights into ownership/memory layout—recommended for more complex
Rust development environments

tms-outsource.com.

14.1.3 Rust-Specific Debugging Enhancements

« rust-analyzer, while not a debugger, powers code navigation, inline type
inference, and simplistic error checking—complementary to debugging workflows
shuttle.dev

moldstud.com.

e Advanced tools such as REVIS visualize lifetime errors in VS Code to help
diagnose borrow-checker failures visually
arxiv.org. Additionally, interactive tools like Argus assist with debugging trait
inference issues during compile-time—useful for complex Rust abstractions

arxiv.org.

14.1.4 Advanced Tools and Profiling Integration

o Intel Inspector provides memory and thread error diagnostics for C++
applications: detecting leaks, race conditions, and memory corruption, and
integrates tightly with GDB or Visual Studio for breakpoint-aware debugging
Wikipedia.

o For production or dynamic debugging: tools like Rookout, AppSignal,
or record-and-replay frameworks integrate with native codebases for live

instrumentation—useful in cloud-native debugging scenarios


https://tms-outsource.com/blog/posts/best-ide-for-rust
https://www.shuttle.dev/blog/2024/02/15/best-rust-tooling
https://moldstud.com/articles/p-rust-debugging-tools-and-libraries-comparison-guide
https://arxiv.org/abs/2309.06640
https://arxiv.org/abs/2504.18704
https://en.wikipedia.org/wiki/Intel_Inspector
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debugg.ai.

14.1.5 Summary Comparison Table

Tool / C++ Support Rust Support Key Features
Platform
GDB, LLDB Primary native Full support when Breakpoints,

Time-Travel

Debuggers

Visual Studio

VS Code +

extensions

JetBrains
CLion/IDE

debuggers on Unix,
Windows

e.g. rr, Undo UDB

Premier C++
debugger on
Windows, includes

Dynamic Debugging

Works with
GDB/LLDB,
cpptools

Excellent C++
support

compiled with debug

symbols

Supported for Rust

binaries on Linux

Limited / via Rust
plugin if using

native code

Rust debugging via
CodeLLDB +

rust-analyzer

Full Rust debugging

via plugin

backtraces, memory

inspection

Reverse execution,
record /replay
debugging

Variable watch,
optimizer-aware
stepping, symbol

visualization

Source debugging,
integrated test
running,

cross-platform

Memory layout
inspection, Cargo
integration,
type-aware

navigation



https://debugg.ai/resources/best-debugging-tools-2024
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Tool / C++ Support Rust Support Key Features
Platform
Rust-specific N/A REVIS, Argus, Enhance
tools visualization of compile-time
borrow /lifetime or debugging
trait errors experience
Intel Memory /thread Not applicable Leak reports, race
Inspector error detection detection, integrates
with debuggers

14.1.6 Best Practices for Effective Debugging

« Always compile with -g and disable optimizations (-00) when debugging
to preserve variable visibility. Use Dynamic Debugging if you must debug
optimized builds (Visual Studio preview builds)

Reintech
hackingcpp.com
Wikipedia
blog.logrocket.com

tms-outsource.com.
o Use debuggers appropriate to your platform:

— Linuz/macOS: prefer LLDB or GDB;

— Windows: Visual Studio or WinDbg for C++, CodeLLDB or GDB for Rust
with MSVC PDB support including Rust natvis visualizations
Reintech

rustc-dev-guide.rust-lang.org.



https://reintech.io/blog/debugging-rust-applications-guide
https://hackingcpp.com/cpp/tools/debuggers.html
https://en.wikipedia.org/wiki/Time_travel_debugging
https://blog.logrocket.com/how-to-debug-rust-vs-code
https://tms-outsource.com/blog/posts/best-ide-for-rust
https://reintech.io/blog/debugging-rust-applications-guide
https://rustc-dev-guide.rust-lang.org/debugging-support-in-rustc.html
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o Leverage IDE debugger features: breakpoint groups, conditional breakpoints,
memory visualization, step filters, and watch expressions to shorten inner-loop
debugging time

devblogs.microsoft.com.

» Visualize Rust-specific behaviors: use REVIS or Argus in VS Code to
understand lifetime or inference failures, especially during debugging of complex
trait-bound code

arxiv.org.

14.1.7 References

1. GNU Debugger (GDB) official entry, current support for C++/Rust
Wikipedia

2. LLDB debugger details and usage
Wikipedia

3. Visual Studio Debugger enhancements including Dynamic Debugging (2025
preview)

developer.microsoft.com

4. Microsoft’s review of debugging feature improvements across VS and VS Code
(2023-24)

devblogs.microsoft.com

5. Hacking C++ list of modern debuggers (rr, GDB, LLDB, etc.)

hackingcpp.com

6. Rust debugging support and tools in VS Code and editors
Reintech


https://devblogs.microsoft.com/visualstudio/in-the-debuggers-spotlight-a-year-in-review
https://arxiv.org/abs/2309.06640
https://en.wikipedia.org/wiki/GNU_Debugger
https://en.wikipedia.org/wiki/LLDB_(debugger)
https://developer.microsoft.com/en-us/games/articles/2025/03/gdc-2025-visual-studio-update
https://devblogs.microsoft.com/cppblog/a-year-of-cpp-improvements-in-visual-studio-vs-code-and-vcpkg
https://hackingcpp.com/cpp/tools/debuggers.html
https://reintech.io/blog/debugging-rust-applications-guide
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10.

11.

12.

blog.logrocket.com

code.visualstudio.com

JetBrains CLion and IntelliJ Rust debugging annual overview

tms-outsource.com

Rust tool ecosystem review including rust-analyzer and debugging workflows
shuttle.dev

moldstud.com

REVIS lifetime visualization tool for Rust

arxiv.org

Argus interactive debugger for Rust trait-inference errors

arxiv.org

Intel Inspector memory/thread error debugger for C++
Wikipedia

DebuggAl overview of modern debugging tools across ecosystems

debugg.ai

14.2 Logging Libraries and Techniques

14.2.1 Importance of Logging in Modern Software

Logging is a fundamental technique for understanding software behavior during

development, testing, and production. It helps capture runtime information such

as errors, warnings, performance metrics, and system state. Effective logging aids

debugging, monitoring, and incident analysis, especially for complex and distributed
systems (Microsoft Docs, 2023).


https://blog.logrocket.com/how-to-debug-rust-vs-code
https://code.visualstudio.com/docs/languages/rust
https://tms-outsource.com/blog/posts/best-ide-for-rust
https://www.shuttle.dev/blog/2024/02/15/best-rust-tooling
https://moldstud.com/articles/p-rust-debugging-tools-and-libraries-comparison-guide
https://arxiv.org/abs/2309.06640
https://arxiv.org/abs/2504.18704
https://en.wikipedia.org/wiki/Intel_Inspector
https://debugg.ai/resources/best-debugging-tools-2024
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14.2.2 Logging Libraries in C+4++

e a. spdlog

— spdlog is a fast, header-only C++ logging library, widely adopted for
its efficiency and ease of integration. It supports asynchronous logging,
formatting with fmt library (also used in C++20’s std: :format), multiple
sinks (console, files, rotating files), and customizable log levels
(GitHub, spdlog, 2023).

— It offers zero-overhead logging when disabled and provides thread-safe

logging with minimal latency, suitable for high-performance systems.

e b. Boost.Log

— Part of the Boost C++ Libraries, Boost.Log is a mature and flexible
logging framework. It supports rich filtering, attribute-based logging,

multiple sinks, and asynchronous modes (Boost Docs, updated 2023).

— However, it has a more complex API and higher compile-time overhead

compared to spdlog.

+ c. glog (Google Logging Library)

— Designed by Google, glog provides severity-based logging (INFO, WARNING,
ERROR, FATAL), supports stack trace capture on fatal failures, and can
integrate with Google’s debugging tools (Google GitHub, glog, 2023).

— It is used in many large-scale projects for robust logging and error reporting.


https://github.com/gabime/spdlog
https://github.com/google/glog
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14.2.3 Logging Libraries in Rust

e a. log crate

— The log crate is the standard Rust logging facade that defines macros like
info!, warn!, error!, etc. It provides an abstraction layer allowing multiple

backends for output (crates.io, log, 2024).

— It does not do output itself but delegates to configured loggers.
e b. env__logger

— A simple logger implementation for log that outputs to the console,
configurable via environment variables for log level filtering (crates.io,

env_ logger, 2023).

— Useful for development and lightweight logging scenarios.
e c. tracing

— Developed by the Tokio team, tracing is a modern, structured logging
and diagnostics framework for Rust. Unlike traditional logging, it provides
spans to capture contextual information over execution lifetimes, facilitating

observability in asynchronous and concurrent programs (tracing.rs, 2024).

— Supports hierarchical and event-based tracing, filters, and integrates with

distributed tracing systems like OpenTelemetry.
o d. slog

— The slog (structured logging) crate provides extensible, composable, and
performant logging with structured data. It supports multiple output
formats including JSON, useful for machine parsing and integration with

monitoring systems (crates.io, slog, 2024).
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14.2.4 Logging Techniques and Best Practices

o Log Levels: Use standard levels like DEBUG, INFO, WARN, ERROR, FATAL
to classify logs by severity. Adjust verbosity according to environment (e.g.,
verbose debug logs in development, minimal error logs in production) (Microsoft
Docs, 2023).

o Structured Logging: Logging key-value pairs instead of free text enables better
querying, filtering, and analysis in modern observability tools. Rust’s tracing

and C++’s spdlog support structured logging formats (Lightstep Blog, 2022).

o Asynchronous Logging: To reduce runtime overhead, asynchronous logging
queues logs and writes them in the background. Both spdlog (C++) and

tracing (Rust) provide async capabilities.

 Log Rotation and Archiving: Manage disk usage by rotating logs after
size/time limits and compressing older files. Libraries like spdlog support this

out of the box.

o Contextual Logging: Enrich logs with contextual data such as request IDs, user

IDs, or trace IDs to correlate distributed system events (OpenTelemetry, 2024).

o Centralized Logging: In production, logs should be shipped to centralized
systems (e.g., ELK Stack, Splunk, Datadog) for search, alerting, and visualization
(Microsoft Docs, 2023).

14.2.5 Integration with Debugging and Monitoring

e Logging complements debugging by recording runtime insights that may not be

reproducible in a debugger session.
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o Integration with monitoring and alerting systems enhances fault detection and

operational awareness (Google Cloud Blog, 2023).

o In Rust, the tracing ecosystem integrates natively with async runtimes

(e.g., Tokio) to provide end-to-end instrumentation, enabling comprehensive

performance and error tracking.

14.2.6 Summary Comparison Table

Feature

C++ (spdlog,
Boost.Log, glog)

Rust (log, env__logger,

tracing, slog)

Core Logging API

Structured Logging

Asynchronous Logging

Configurability

Log Rotation

Integration

Library-specific, with

severity levels

Supported by spdlog with
fmt, Boost.Log with

attributes
spdlog supports async
logging

Runtime log level filtering,

multiple sinks

Supported natively by
spdlog

Can integrate with
systemd /journald, syslog,
ELK

log crate facade with

macros (info!, error!)

Native in tracing and

slog

tracing supports async

spans

Environment variable config
(env_logger), filters in

tracing
Requires external handling
(e.g., logrotate)

Integrates with
OpenTelemetry and

distributed tracing tools
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Feature C++ (spdlog, Rust (log, env__logger,
Boost.Log, glog) tracing, slog)
Ecosystem Maturity Mature, widely used in Growing rapidly, modern
production paradigms for async and
structured
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Chapter 15

Multithreading

15.1 Threads in C++ using std::thread

15.1.1 Introduction to std: :thread

Introduced in C++11, the <thread> standard library header provides native support
for concurrent execution via threads, allowing programs to run multiple tasks in parallel.
This enables better CPU utilization on multi-core systems and is foundational for
building responsive and high-performance applications (cppreference.com, 2024).

std: :thread encapsulates a single thread of execution and exposes an easy-to-use
interface to launch and manage threads. Unlike OS-specific threading APIs (e.g.,

pthreads on Unix), it provides a portable abstraction across platforms.

15.1.2 Creating and Managing Threads

The core way to start a thread is by constructing a std: :thread object, passing a

callable (function, lambda, functor) as the thread entry point:

282
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#include <iostream>

#include <thread>

void worker() {

std::cout << "Worker thread is running\n";

int main() {

std: :thread t(worker); // Launch new thread running 'worker'

t.join(); // Wait for thread to finish

return O;

e std::thread constructor starts execution immediately.
e join() blocks the calling thread until the thread t finishes.

o If a thread object is destructed without joining or detaching, std: :terminate()
is called to avoid undefined behavior (ISO C++ standard, N4861, 2020).

15.1.3 Thread Lifecycle and Ownership

std: :thread objects are movable but not copyable to ensure unique ownership of
the thread. You can transfer thread ownership using move semantics but not copy.

If you want a thread to run independently without joining, call detach(). Detached
threads continue executing in the background but must ensure proper synchronization

externally (cppreference.com, 2024).
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15.1.4 Passing Arguments to Threads

Arguments can be passed to the thread function via the constructor, and are copied or

moved internally:

void print_message(std::string message) {

std::cout << message << "\n";

int main() {

std: :thread t(print_message, "Hello from thread!");
t.join();

To pass references, std: :ref must be used to avoid copying:

#include <functional>

void increment(int& x) {

++x;

int main() {
int value = 0;
std::thread t(increment, std::ref(value));
t.joinQ);

std::cout << value << "\n"; // Prints 1
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15.1.5 Synchronization Primitives

C—++ provides various synchronization utilities to avoid data races when threads share

data:

e std::mutex: Provides mutual exclusion to serialize access.

e std::lock_guard and std::unique_lock: RAII wrappers managing mutex

locking and unlocking safely.

e std::condition_variable: Enables thread coordination and waiting for

conditions.

+ Atomic operations and types (std::atomic) are also provided for lock-free

synchronization (cppreference.com, 2024).
Example of mutex use:

#include <mutex>

std: :mutex mtx;

int shared_data = 0;
void safe_increment() {

std::lock_guard<std::mutex> lock(mtx) ;

++shared_data;

15.1.6 Thread Safety and Best Practices

» Always protect shared mutable state with mutexes or atomic types.



286

o Minimize locked regions to reduce contention and deadlocks.
o Avoid thread leaks by ensuring every thread is either joined or detached.

o Prefer higher-level abstractions like thread pools or task-based concurrency for
scalability (C++ Core Guidelines, 2023).

15.1.7 Advanced Features in C++20 and Later

e std::jthread introduced in C++420 provides a joining thread wrapper that
automatically joins on destruction, reducing thread leak bugs (cppreference.com,
2024).

« Support for stop tokens enables cooperative thread cancellation (ISO C+4-20
standard, 2020).

» Parallel algorithms in <algorithm> utilize threads internally, easing parallelism

without manual thread management.

15.1.8 Common Pitfalls

o Not joining or detaching threads leads to std: :terminate.
« Data races occur when mutable shared data is accessed without synchronization.

o Thread creation and destruction have overhead; consider thread pools for

repeated tasks.

o Exception handling across threads must be designed carefully, as exceptions do

not propagate across threads automatically (ISO C++ standard, 2020).
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15.1.9 Performance Considerations

std: :thread is a thin abstraction over native threads and thus offers comparable
performance. However, thread creation and context switching are expensive operations.
For fine-grained parallelism, thread pools and async tasks (std: :async) are preferred
(Herb Sutter, "Writing Good Multithreaded Code,” 2021).

15.1.10 References
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4. ISO C++420 Standard Draft (N4861) (2020)
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5. C++ Core Guidelines — Multithreading and Concurrency (2023)
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Rr-thread-safety

6. Herb Sutter: Reading the Multithreaded Code (2021)
https://herbsutter.com/2021/04/21/reading-the-multithreaded-code/
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https://learn.microsoft.com/en-us/cpp/parallel/concrt/

parallel-concurrency?view=msvc-170
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15.2 Threads in Rust Using spawn

15.2.1 Introduction to Rust Threads and std: :thread: :spawn

Rust provides native support for multithreading via its standard library module

std: :thread. The fundamental way to create a new thread is using the spawn function,
which launches a new OS thread and executes a closure or function asynchronously
(Rust Standard Library Documentation, 2024).

Rust's approach emphasizes safety by leveraging its ownership and borrowing rules,
minimizing risks of data races at compile time, which is a significant advancement

compared to traditional threading models.

15.2.2 Creating and Managing Threads Using spawn
The spawn function takes a closure and returns a JoinHandle<T>, which represents the

handle to the newly created thread:

use std::thread;

fn main() {
let handle = thread::spawn( {

println! ("Hello from a spawned thread!");

B

handle. join() .unwrap(); // Wait for the thread to finish

e The closure passed to spawn must have a 'static lifetime because the thread

may outlive the current scope.
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e join() blocks the calling thread until the spawned thread finishes, returning a
Result to propagate any panic from the child thread (Rust Book, 2023).

15.2.3 Ownership and Safety in Threaded Code

Rust’s ownership system enforces thread safety:

« Data shared between threads must be thread-safe (implement Send and Sync
traits).

» Moving ownership of data into the spawned thread ensures no simultaneous

mutable access, preventing data races (Rust Reference, 2024).

Example passing data ownership:
let v = vec![1, 2, 3];

let handle = thread::spawn(move {
println! ("Vector: {:7}", v);
s

handle. join() .unwrap() ;

The move keyword forces the closure to take ownership of variables used inside it,

essential for thread safety.

15.2.4 Synchronization and Communication

Rust provides synchronization primitives similar to C++-:

o Mutexes: std::sync: :Mutex<T> ensures exclusive mutable access.
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e Atomic types: std::sync::atomic module for lock-free synchronization.

o Channels: std::sync: :mpsc module allows message passing for thread

communication (Rust Docs, 2024).

Example using a mutex with threads:

use std::sync::{Arc, Mutex};

use std::thread;

fn main() {
let counter = Arc::new(Mutex::new(0));

let mut handles = vec![];

for _ in 0..10 {
let counter = Arc::clone(&counter);
let handle = thread::spawn(move {
let mut num = counter.lock().unwrap();
*num += 1;
s
handles.push(handle);

for handle in handles {

handle. join() .unwrap(Q) ;

println! ("Result: {}", *counter.lock().unwrap());
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Here, Arc provides thread-safe reference counting, enabling shared ownership of the

Mutex.

15.2.5 Thread Lifecycle and Error Handling

Rust threads propagate panics to the join handle's result, enabling the parent thread to
decide how to handle errors gracefully (Rust Forum, 2022).

let handle = thread::spawn( {
panic! ("Thread panicked!");

P

match handle.join() {
0k(_) => println!("Thread completed successfully."),
Err(_) => println!("Thread panicked."),

15.2.6 Advantages of Rust’s Threading Model

« Safety guarantees: The compiler enforces rules preventing data races and

invalid memory accesses.
o Ownership system: Ensures clear ownership transfer or safe shared access.

o Standard library support: Rich ecosystem for synchronization and

communication primitives (RustLang Blog, 2023).
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15.2.7 Advanced Features and Ecosystem

e Crossbeam: An extended concurrency library providing enhanced channels,

scoped threads, and lock-free data structures (Crossbeam Docs, 2024).

« Rayon: Data parallelism library built on threads for easy parallel iteration

(Rayon Docs, 2024).

« Async runtimes: While threads are for parallelism, Rust's async model (via
Tokio, async-std) complements concurrency with lightweight tasks (Tokio Docs,

2024).

15.2.8 Performance Considerations

Rust threads are OS threads similar to C+4, with comparable performance
characteristics. The safety checks happen at compile time with zero runtime cost. For
high-frequency task spawning, thread pools (e.g., via Rayon) are recommended to

reduce overhead (Rust Performance Book, 2024).

15.2.9 Summary Comparison with C++ std::thread

Feature C++ std::thread Rust std::thread: :spawn

Thread Native threads, movable but Native threads, closure must be

creation not copyable ‘'static’

Ownership Manual synchronization Compiler-enforced ownership and

enforcement borrowing

Synchronizatiol std: :mutex, atomics, condition | Mutex<T>, Arc, atomics, channels
variables
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Feature C++ std::thread Rust std::thread: :spawn
Error No built-in panic propagation Panics propagated via
propagation JoinHandle result

Safety Programmer responsibility Compile-time enforced safety
guarantees

Thread Join or detach required Join handle returned, panics
lifecycle propagated
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7. Rayon data parallelism library (2024)
https://docs.rs/rayon/latest/rayon/

8. Tokio async runtime (2024)
https://tokio.rs/docs/

9. Rust Performance Book: Threading chapter (2024)
https://nnethercote.github.io/perf-book/threading.html

15.3 Race Conditions, Synchronization, Mutexes,

Channels

15.3.1 Understanding Race Conditions

A race condition occurs when multiple threads access shared data concurrently
and at least one thread modifies it, without proper synchronization. The resulting
behavior becomes nondeterministic and often leads to subtle bugs, crashes, or security

vulnerabilities (NASA’s Race Conditions Definition, 2021).
» Race conditions manifest due to lack of atomicity in read-modify-write operations.

o They are among the most challenging concurrency bugs to detect and reproduce

(Intel Developer Zone, 2022).

15.3.2 Synchronization as a Solution

Synchronization mechanisms prevent race conditions by coordinating thread access
to shared resources, ensuring that only one thread modifies data at a time or that
access is controlled safely.

Common synchronization primitives include:


https://docs.rs/rayon/latest/rayon/
https://tokio.rs/docs/
https://nnethercote.github.io/perf-book/threading.html
https://www.nasa.gov/feature/race-conditions-and-how-to-avoid-them
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o Mutexes (Mutual Exclusion locks): Allow only one thread to hold the lock

and access critical sections.
o Condition variables: Allow threads to wait for particular conditions to be true.

« Semaphores, barriers, and atomics: Other synchronization tools used

depending on the complexity.

The key principle is mutual exclusion to protect shared mutable state (C++
Standard, ISO/IEC 14882:2020).

15.3.3 Mutexes in C++ and Rust

e C+-+ std::mutex

— C++ standard library provides std: :mutex (in <mutex>) for locking.

— Typically used with RAII wrappers like std: :lock_guard or
std: :unique_lock to ensure exception-safe locking/unlocking

(cppreference.com, 2024).

— Example:

#include <mutex>

std: :mutex mtx;

int shared_value = 0;

void increment() {
std: :lock_guard<std::mutex> lock(mtx);

++shared_value;
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std: :recursive_mutex allows the same thread to lock multiple times safely.

e Rust std::sync::Mutex

use

use

let
let

for _

for

}

Rust offers std: :sync: :Mutex<T>, a safe mutex that wraps data of type T.

Rust enforces that to access the data, a thread must acquire the lock, which

returns a smart pointer-like guard with scoped access (Rust Docs, 2024).

Mutexes in Rust are commonly used with Arc (atomic reference counting) to

share ownership across threads safely:

std::sync::{Arc, Mutex};
std: :thread;

counter = Arc::new(Mutex::new(0));

mut handles = vec![];

in 0..10 {

let counter = Arc::clone(&counter);

let handle = thread::spawn(move {
let mut num = counter.lock().unwrap();
*num += 1;

s

handles.push(handle);

handle in handles {

handle. join() .unwrap() ;

println! ("Result: {}", *counter.lock().unwrap());
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15.3.4 Channels for Communication Between Threads

Channels provide a message-passing concurrency model, which can help avoid shared

mutable state by transferring ownership of data between threads.
e C+-+ Channels

— The C++ standard currently lacks built-in channel abstractions, but
libraries like Boost.Asio, Libc++ concurrency TS, or third-party
libraries (e.g., moodycamel: :ConcurrentQueue) provide queue-based or

actor-style message passing (Boost Docs, 2023).
« Rust Channels (std::sync: :mpsc)

— Rust’s standard library offers multi-producer, single-consumer (mpsc)

channels for thread communication (Rust Docs, 2024).

— Channels allow threads to send messages safely without data races:

use std::sync::mpsc;

use std::thread;
let (tx, rx) = mpsc::channel();
thread: :spawn(move {
tx.send("Hello from thread").unwrap() ;

1)

println! ("{}", rx.recv() .unwrap());
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— Multiple senders can send data to a single receiver, facilitating concurrent

producers.

15.3.5 Preventing Deadlocks and Other Concurrency Hazards

While synchronization avoids race conditions, improper use can cause:

e Deadlocks: When two or more threads wait indefinitely for locks held by each
other (Herb Sutter, 2021).

e Priority inversions and livelocks: Other concurrency hazards.
Best practices include:

o Keeping critical sections small.
o Avoiding nested locking or using lock hierarchies.
o Using lock-free or wait-free algorithms where possible.

o Prefer higher-level concurrency abstractions (e.g., task-based concurrency

frameworks).

15.3.6 Modern Trends and Research

e Rust’s borrow checker and ownership model provide compile-time
guarantees eliminating many race conditions before runtime, a breakthrough in
safety (Rust Language Blog, 2023).

e Research on formal verification of concurrent algorithms is advancing, aiming

for provably race-free systems (ACM Computing Surveys, 2022).
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o Emerging libraries in Rust like Crossbeam provide enhanced synchronization
primitives and channel implementations optimized for performance and safety
(Crossbeam Docs, 2024).

15.3.7 Summary Table: Synchronization Primitives Comparison

Concept C++ Standard Library | Rust Standard Library

Mutex std: :mutex, std: :sync: :Mutex<T> + Arc for
std::lock_guard sharing

Recursive mutex | std::recursive_mutex Not in std, but in crates (e.g.,

parking lot)
Condition vars std::condition_variable | std::sync::Condvar

Channels Third-party libraries std: :sync: :mpsc built-in
(Boost, etc.)

Atomic types std::atomic std::sync::atomic

Data race safety | Programmer responsibility | Compiler enforced via ownership

and borrowing
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Chapter 16

Asynchronous Programming

16.1 Futures, await, and Task Models

16.1.1 Introduction to Asynchronous Programming

Asynchronous programming enables programs to perform tasks without blocking the
main execution thread, improving responsiveness and resource utilization. Unlike
traditional threading, asynchronous models often rely on event loops and task
scheduling, allowing multiple tasks to make progress concurrently without necessarily
using multiple OS threads (Microsoft Docs, 2023).

Both C+4++4 and Rust have embraced asynchronous programming by introducing

language-level support for futures, await, and task-based concurrency models.

16.1.2 Futures: The Core Abstraction

A future represents a value that may become available at some point in the future

after an asynchronous operation completes. It acts as a placeholder or proxy for a result
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that is initially unknown.

e In C++420, the standard introduces std: :future and std: :promise as part of

<future>, enabling asynchronous result retrieval (cppreference.com, 2024).

o However, std: :future in C++ is limited and primarily supports blocking via

get (); it lacks native coroutine support for seamless async/await programming.

o Rust features a robust futures model based on the Future trait, which is poll-
based and designed to work with async/await syntax (Rust Async Book, 2024).

Futures in Rust are lazy and do not do any work until polled by an executor.

16.1.3 The await Keyword and Coroutine Support

o C+4+420 introduced coroutines, which enable writing asynchronous code that
looks synchronous using co_await, co_yield, and co_return keywords (ISO
C++ Coroutines TS, 2020). Coroutines allow suspension and resumption of

functions without blocking threads.

e co_await suspends the coroutine until the awaited asynchronous operation
completes, simplifying asynchronous flow control. Various coroutine-aware
libraries (like Microsoft’s cppcoro or Folly) provide coroutine support and
executors since standardization is still evolving
(CppCoro GitHub, 2024).

« Rust’s async/await model is fully integrated into the language and ecosystem
since Rust 1.39 (2019) and continuously improved (Rust Release Notes 1.72, 2024).
The async fn syntax creates a Future-returning function, and .await suspends

the async task until the awaited future resolves.

Example in Rust:


https://github.com/lewissbaker/cppcoro
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async fn fetch_data() -> Result<String, reqwest::Error> {
let response = reqwest::get("https://example.com").await?;

response.text () .await

16.1.4 Task Models and Executors

Executors are runtime components that schedule and drive asynchronous tasks

(futures) to completion by polling them when ready.

o In Rust, executors like Tokio, async-std, and smol implement async runtimes,

managing task scheduling, I/O event loops, and thread pools (Tokio Docs, 2024).

o Rust’s design separates the language-level futures abstraction from the executor,

enabling flexibility.

o C+4+ does not define an official standard executor yet; instead, libraries provide
executors and schedulers for coroutine tasks. Efforts like the Executors TS (still

in progress) aim to provide a unified approach (ISO Executors TS, 2023).

o Libraries such as cppcoro and Microsoft’s PPL provide executors and

synchronization primitives for task scheduling.

16.1.5 Differences in Programming Models
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Feature C++ (C++420 Coroutines) Rust (async/await with
Futures)

Language Coroutines with co_await, async fn, .await, Future

support co_yield, co_return trait-based

Executor/runtime| Provided by third-party libraries Multiple mature async
(e.g., cppcoro) runtimes (Tokio, async-std)

Future Lazy, suspended /resumed by Lazy, polled by executor

evaluation coroutines

Error handling try/catch, std: :exception_ptr | Result<T, E> idiomatic

error handling

Ecosystem Emerging; adoption growing but Mature and widely used in
maturity still limited network, I/0, and
embedded

16.1.6 Practical Use Cases and Advantages

« Rust’s async/await is widely adopted for networking, file I/O, and embedded
system concurrency, thanks to the safety guarantees and zero-cost abstractions
(Rust Async Book, 2024).

o CH+ coroutines are increasingly used in game development, GUI applications,

and high-performance systems but rely heavily on external libraries and tooling

(CppCoro GitHub).

16.1.7 References

1. Microsoft Docs: Async Programming (2023)
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16.2 Comparison: std::async in C++4 vs. tokio,

async-std in Rust

16.2.1 Overview

Asynchronous programming allows programs to run operations concurrently without

blocking the main thread, improving responsiveness and resource efficiency. Both
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C++ and Rust provide abstractions to simplify asynchronous task execution, but their
approaches, maturity, and ecosystems differ significantly.
This section compares C+-+’s std: :async with Rust’s popular async runtimes

tokio and async-std, focusing on features, use cases, and ecosystem support.

16.2.2 std: :async in C4++

Definition and Usage

std: :async is part of the C++11 standard library (<future> header) and provides a
simple way to run functions asynchronously, returning a std: :future representing the
eventual result.

Example:

#include <future>

#include <iostream>

int compute() {

return 42;

int main() {
std::future<int> fut = std::async(std::launch::async, compute);

std::cout << fut.get() << "\n";

e std: :async schedules the task to run asynchronously, possibly on a new thread.

The policy can be controlled via std: :launch options (async or deferred).

o It offers a straightforward way to introduce concurrency without manually

managing threads (cppreference, 2024).
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Limitations:

o Thread creation overhead: Each std: :async call may spawn a new thread,

which can be expensive.

e No built-in executor or task scheduler: std::async lacks fine-grained

control over task scheduling.

« Limited composability: Complex asynchronous workflows (e.g., chaining, error

handling) require manual future management or additional libraries.

« No native event-loop or reactor pattern: It does not natively support non-

blocking I/O or event-driven programming,.

Recent Developments:
C++20 introduced coroutines for improved asynchronous control flow (co_await), but
these require external libraries for executors and integration (ISO C++20 Standard).

std: :async remains primarily a simple thread-based abstraction.

16.2.3 Rust’s Async Runtimes: tokio and async-std

Rust’s async ecosystem relies on futures and executors to provide scalable, non-

blocking asynchronous programming with zero-cost abstractions.

« a. Tokio

— Description: Tokio is the most widely used asynchronous runtime for
Rust, providing an event-driven, multithreaded scheduler with support for

asynchronous networking, timers, and synchronization (Tokio Docs, 2024).
— Key Features:

x Multithreaded executor optimized for high performance and scalability.
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* Rich ecosystem with TCP/UDP sockets, channels, timers, task
spawning.
x Supports both async and sync APIs via bridges.

x Widely adopted in web servers, databases, and system utilities.

— Example usage:

#[tokio: :main]
async fn main() {
let result = tokio::spawn(async {
// asynchronous computation
42

}) .await.unwrap();

println! ("{}", result);

— Performance: Tokio uses cooperative multitasking and efficient 10 polling
mechanisms (based on mio and epoll/kqueue), enabling thousands of
concurrent tasks with minimal overhead (Tokio Performance Benchmarks,
2023).

e b. async-std

— Description: async-std aims to provide an easy-to-use async runtime
that mimics the Rust standard library’s API for asynchronous programming
(async-std Docs, 2024).

— Key Features:
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x Single-threaded and multithreaded executors.
* Provides async equivalents of std modules (fs, net, task, etc.).

x Emphasizes simplicity and ergonomic API design.

— Example usage:

use async_std: :task;

fn main() {
task: :block_on(async {
let result = task::spawn(async {
42
}) .await;
println! ("{}", result);
s

— Suitable for simpler applications or those preferring an API closer to Rust’s

standard library.

16.2.4 Comparative Analysis
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Aspect std: :async tokio (Rust) async-std (Rust)
(C++)
Programming | Thread-based Event-driven, Event-driven async
model futures, simple async | multithreaded async | runtime, std-like
execution runtime API
Task OS threads, no Cooperative Cooperative
scheduling scheduler control multitasking, multitasking, simpler
fine-grained scheduler
scheduling
Ecosystem Mature but limited Highly mature, Mature, alternative
maturity features broad ecosystem to Tokio

I/O support

Composability

Ease of use

Error

handling

Limited (blocking by
default)

Limited (manual

future handling)

Simple for basic
async but limited

scalability

Exceptions

(try/catch)

Non-blocking,
scalable async 1/0O
support

High (futures
combinators,

async/await)

Moderate learning
curve, powerful

features

Result-based error

propagation

Non-blocking async

I/O support

High (similar to
Tokio)

Simpler API, easier

for newcomers

Result-based error

propagation
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Aspect std: :async tokio (Rust) async-std (Rust)
(C++)
Performance Higher (thread Low overhead, Low overhead,
overhead creation overhead) efficient for efficient for
thousands of tasks moderate
concurrency

16.2.5 Summary and Recommendations

Use std: :async for simple asynchronous needs in C++ when threading overhead

and fine-grained control are not major concerns.

For complex asynchronous applications in C+4+-, especially those needing
scalability or non-blocking 1/O, prefer coroutines combined with specialized

libraries (e.g., cppcoro) rather than std: :async.

In Rust, tokio is the go-to runtime for high-performance, scalable async

applications, widely adopted in industry and open source.

async-std is an excellent alternative with a simpler API and can be preferable

for smaller projects or educational purposes.
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Part VI1I

Development Tools and Project

Management
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Chapter 17

Build Systems and Project

Organization

17.1 CMake and Make vs. Cargo

17.1.1 Introduction

Build systems and project organization are critical components of software development,
especially in compiled languages like C++ and Rust. Efficient build tools manage
compilation, dependency resolution, and automation, enabling developers to focus on
writing code.

This section compares the traditional C++ build tools Make and CMake with

Rust’s integrated build and package manager, Cargo, highlighting their roles, design

philosophies, and practical impacts on project management.
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17.1.2 Make: The Traditional Build Tool for C++

Overview:

» Make is one of the earliest build automation tools, originating in the 1970s (GNU
Make Manual).

o It uses Makefiles to specify build rules, dependencies, and commands. The tool
checks timestamps to rebuild only changed files, improving incremental build

efficiency.

Strengths:

o Universally supported and highly configurable.
o Lightweight and fast for small to medium projects.

o Works with virtually any compiler or build process.

Limitations:

o Makefiles can become complex and hard to maintain for large projects.

o Lacks native support for cross-platform builds; Makefiles often require manual

adaptation.

» Dependency management (especially for external libraries) must be handled

manually or with additional tools.

» No native package management; build and package concerns are separate.
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17.1.3 CMake: Modern Cross-Platform Build System Generator

Overview:

o CMake is a meta build system that generates native build files (e.g., Makefiles,

Visual Studio solutions) for various platforms (Kitware CMake Documentation).

o It allows writing platform-independent configuration scripts (CMakeLists.txt).

Strengths:

Simplifies cross-platform builds by abstracting build system differences.

Supports out-of-source builds, preventing clutter in source directories.

Extensive support for finding and managing dependencies via find_package.

Integration with testing and packaging tools (CTest, CPack).

Widely adopted by large C++ projects, including LLVM, KDE, and Qt.

Limitations:

o The learning curve can be steep due to its own scripting language.
« Complex projects can still face long configuration times.

e Dependency resolution often requires manual configuration or third-party package

managers (e.g., Conan, vepkg).
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17.1.4 Cargo: Rust’s Integrated Build System and Package

Manager

Overview:

o Cargo is the official Rust package manager and build tool, tightly integrated with
the Rust compiler (Cargo Book).

o It automates building code, downloading dependencies, running tests, and

managing packages.
Strengths:

« Handles dependency resolution and compilation in one unified tool.

o Uses a declarative Cargo.toml file to specify project metadata, dependencies, and

build settings.
e Built-in support for semantic versioning and crate registry (crates.io).
e Supports workspaces to manage multi-crate projects easily.
o Automatically handles incremental builds and caching, speeding up compilation.

« Provides commands for testing (cargo test), benchmarking, documentation

(cargo doc), and publishing (cargo publish).

o Cross-platform and requires minimal configuration.
Limitations:

o Primarily designed for Rust projects; less suitable for non-Rust components.
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o Limited customization compared to manual build scripts but extensible via build

scripts (build.rs).

e Some complex build scenarios may require external tooling or manual setup.

17.1.5 Comparative Analysis

Feature

Make

CMake

Cargo

Primary purpose

Language used

for build config

Cross-platform

support

Dependency

management

Package

management

Build speed

Ecosystem

integration

Build automation

Makefile syntax
Limited (requires
manual adaptation)
Manual

None

Fast for small

projects

Low

Build system

generator

CMakeLists.txt

(domain-specific)

Excellent (generates

native builds)

Manual or external

(Conan, vepkg)

None

Moderate
(configuration

overhead)

High

Integrated build
system & package

manager

Cargo.toml (TOML

format)

Excellent (built-in
support)

Built-in, automatic

from crates.io

Integrated

Optimized with

incremental builds

Very high for Rust

ecosystem
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Feature Make CMake Cargo
Ease of use Simple for small Moderate Easy and
projects complexity streamlined
Support for Difficult Supported (via Excellent
multi-projects ExternalProject, (workspaces)
etc.)

17.1.6 Real-World Usage and Trends

o Make remains popular for legacy and small projects but is increasingly

supplanted by more advanced systems.

o CMake is the de facto standard for modern C++ projects, especially large-scale
and cross-platform ones. It is regularly updated with new features to improve

usability and performance (CMake Release Notes, 2023).

o Cargo revolutionized Rust development by combining build, dependency, and
package management. Its seamless integration fosters rapid development and

dependency sharing, contributing to Rust’s rising popularity (Rust 2024 Survey).

17.1.7 Conclusion

While Make and CMake provide powerful, flexible tools to build and manage C++
projects, they require explicit configuration for dependency and package management,
which can increase complexity.

In contrast, Cargo offers an all-in-one solution designed for Rust’s ecosystem, greatly
simplifying project setup, dependency resolution, and building, which accelerates

development speed and reduces configuration overhead.
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Understanding these tools’ strengths and trade-offs helps developers choose the right

system for their projects and programming language.

17.1.8 References

1.

GNU Make Manual (2024)
https://www.gnu.org/software/make/manual/make.html

CMake Official Documentation (2024)
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Cargo Book (2024)
https://doc.rust-lang.org/cargo/

Rust Language 2024 Developer Survey
https://rust-lang.github.io/rust-survey-2024/

Comparison of Build Systems (Stack Overflow Insights, 2023)
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//insights.stackoverflow.com/survey/2023#technology-build-tools

17.2 Managing Large-Scale Projects

17.2.1 Introduction

Managing large-scale software projects effectively is crucial to ensure maintainability,

scalability, and collaboration across teams. Both C++ and Rust ecosystems provide
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tools, conventions, and practices to tackle challenges such as dependency management,
modularization, continuous integration, and build optimization.

This section examines best practices and tools for managing large-scale projects in C++
and Rust, focusing on build organization, dependency handling, modular design, and

team collaboration.

17.2.2 Modularization and Project Structure

- C++

— Large C++ projects benefit from a modular structure, typically organized

into libraries, executables, and test suites.

— Modern C++ encourages the use of modules (introduced in C++-20) to
improve compile times and encapsulation, reducing header file dependencies

and preventing macro pollution (ISO C++20 Modules).

— Build systems like CMake support defining targets (libraries, executables)
with clear dependencies, allowing incremental compilation and parallel builds
(CMake Best Practices, 2023).

e Rust

— Rust projects use crates as the primary unit of modularity, which can be

libraries or binaries.

— Workspaces allow grouping multiple related crates to share dependencies

and configuration, facilitating large-scale development (Cargo Workspaces).

— The Cargo package manager automatically manages dependency versions

and resolves conflicts, reducing "dependency hell.”
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17.2.3 Dependency Management and Versioning

o C++ projects typically rely on external package managers like Conan or vcpkg
to handle third-party libraries, but integration is often manual and may introduce

complexity (Conan Documentation, 2023).

e Rust's Cargo natively supports dependency resolution via crates.io, with
semantic versioning and automatic updates ensuring consistent builds (Cargo

Dependency Management).

17.2.4 Build Performance and Incremental Builds

o Large C++ projects can suffer from long build times. Using precompiled
headers (PCH), caching tools like ccache, and build systems that support
incremental builds mitigate this (CppCon 2022: Build Optimization).

e C++20 modules further reduce build times by minimizing header parsing

overhead.

o Rust benefits from Cargo’s incremental compilation and parallel builds
out of the box, speeding up the developer feedback cycle (Rust Incremental

Compilation).

17.2.5 Continuous Integration (CI) and Automation

» CI pipelines are essential for large projects to automate builds, tests, linting, and

deployment.

o Popular CI tools like GitHub Actions, GitLab CI, and Jenkins support both
C++ and Rust projects.


https://www.youtube.com/watch?v=YaZKJtsj4rA
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o For C++, CMake’s CTest integrates testing with CI, while for Rust, cargo test

is standard and integrates with CI tools seamlessly.

o Automated code formatting and linting using clang-format for C++ and
rustfmt and clippy for Rust improve code quality and maintain consistency
(Rustfmt Guide, 2023).

17.2.6 Managing Cross-Platform and Multi-Architecture Builds

« Large projects often target multiple platforms and architectures.

o CMake supports configuring cross-compilation toolchains, enabling builds for

Windows, Linux, macOS, and embedded systems (CMake Cross Compiling).

» Cargo supports cross-compilation via toolchain configuration, with growing
ecosystem support for embedded and non-standard targets (Rust Cross

Compilation Guide, 2023).

17.2.7 Large-Scale Project Case Studies

« LLVM/Clang: A flagship example of a large C++ project, using CMake
extensively, modular design, and CI pipelines to manage thousands of source files
and multiple platforms (LLVM CMake Usage).

o Servo: An experimental browser engine written in Rust, showcasing the power
of Cargo workspaces and Rust’s concurrency model to manage large codebases

(Servo Project).

17.2.8 Summary and Recommendations


https://github.com/servo/servo

325

Aspect C++ Practices & Tools Rust Practices & Tools

Modularity C++20 Modules, libraries, Crates, Cargo workspaces
CMake targets

Dependency Conan, vepkg (external), Cargo with crates.io (built-in)

management manual integration

Build Precompiled headers, ccache, Cargo incremental compilation

performance incremental builds (default)

Automation &
CI

Cross-platform
builds

Large project

examples

CTest, clang-format, Jenkins,
GitHub Actions

CMake toolchains, manual

configuration

LLVM, Qt, Boost

cargo test, rustfmt, clippy,
GitHub Actions

Cargo target triples,

cross-compilation tools

Servo, Tokio

o (C++ requires more external tools and configuration but offers granular control.

o Rust’s integrated tooling reduces overhead and simplifies management, supporting

rapid iteration.
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17.3 Documentation Systems: Doxygen vs. rustdoc
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17.3.1 Introduction

Comprehensive and maintainable documentation is a cornerstone of any large software
project. Both C++ and Rust ecosystems offer established tools to generate API
documentation directly from annotated source code, helping developers maintain
synchronization between code and documentation, facilitate onboarding, and improve
code quality.

This section compares Doxygen, the widely-used documentation generator in the C+-+

world, with rustdoc, the official Rust documentation tool integrated into its toolchain.

17.3.2 Doxygen: The Standard for C++ Documentation

Overview:

o Doxygen is a mature, widely adopted documentation generator for C++ and

several other languages (C, Objective-C, Java, Python) (Doxygen Official Site).

o It parses specially formatted comments (e.g., /// or /** ... */) to produce
documentation in HTML, LaTeX, PDF, and other formats.

Key Features:

o Supports detailed documentation of classes, functions, variables, macros, and

namespaces.

o Can generate call graphs and class inheritance diagrams using Graphviz

integration.
e Supports cross-referencing between documented elements and external links.

« Highly configurable via Doxyfile configuration.
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o Integrates with build systems such as CMake to automate documentation

generation during builds (CMake and Doxygen).
Recent Updates and Improvements (Post-2020):

o Continued maintenance with bug fixes and better support for C++20 features like

modules and concepts (Doxygen 1.9.5 Release Notes, 2024).

o Improved Markdown support, enabling richer formatting within documentation

comments.

« Enhanced diagram generation and filtering capabilities for complex projects.
Limitations:

o Requires explicit annotation by developers, and documentation quality depends

on diligence and consistency.

o Parsing some modern C++ features, like modules and certain template meta-

programming patterns, can be challenging.

e The configuration can be complex for large projects.

17.3.3 rustdoc: Rust's Official Documentation Generator

Overview:

» rustdoc is the integrated documentation tool that comes with the Rust toolchain

(Rustdoc Book).

o It extracts documentation comments written using triple slashes /// and

generates clean, searchable HI'ML documentation automatically.



329

Key Features:

o Tight integration with Rust's syntax and semantics enables rustdoc to provide

highly accurate, context-aware documentation.

« Supports intra-doc links, allowing references between crates, modules, traits,

and types within the documentation.

o Automatically documents traits, enums, structs, functions, and more, with

rich formatting using Markdown.

o Generates dependency graphs and module hierarchies to visualize project

structure.

e Supports running embedded code examples as tests, ensuring documentation

stays up-to-date and correct (Rustdoc Testing).
Recent Improvements (Post-2020):

» Enhanced support for documenting async functions, const generics, and other

modern Rust features (Rust 1.65 and later release notes).

o Added support for JSON output to allow custom tooling and integration with
IDEs
(rustdoc JSON output).

o Improved search functionality and mobile-friendly documentation layouts.

o Enhanced support for attribute macros to customize documentation appearance
(Rust RFC 2983).

Limitations:


https://github.com/rust-lang/rust/issues/82760
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o Focused specifically on Rust; no direct support for other languages.

o Less flexibility than Doxygen in generating alternate output formats like PDFs

without additional tooling.

» Relatively new compared to Doxygen but rapidly evolving.

17.3.4 Comparative Summary

Feature

Doxygen

rustdoc

Language Support

Integration

Comment Syntax

Output Formats

Code Example Testing

Modern Language

Features

Cross-referencing

C++, C, Objective-C, Java,

Python, more

External tool, integrates
with CMake and others

FEs ae wL J00

HTML, LaTeX, PDF, RTF,

man pages

Limited, external tooling

needed

Partial C44-20 support;

modules support improving

Supports external and

internal links

Rust only

Part of Rust toolchain
(cargo integrated)

/// for documentation

comments

HTML (rich, interactive),
JSON output

Built-in automated testing

of code examples

Full support for Rust
features including async

and const generics

Intra-doc links, automatic

references
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Feature

Doxygen

rustdoc

Diagrams and Graphs

Configuration

Complexity

Documentation Quality

Class diagrams, call graphs
(Graphviz)

High, with extensive config
files

Depends on manual

annotation

Dependency graphs,

module hierarchies

Minimal, config mostly via

Cargo.toml

Encourages embedded

testing for accuracy

17.3.5 Ecosystem and Community Usage

o Doxygen remains the gold standard for documenting large C++ projects such as

Qt, Boost, and LLVM, supported by large ecosystems and integration with CI

pipelines (Qt Documentation Guidelines).

« rustdoc has been a core part of Rust’s rise, enabling comprehensive crate-level

documentation and serving as a foundation for popular documentation sites like

docs.rs (docs.rs Documentation Platform).

17.3.6 Conclusion

Both Doxygen and rustdoc serve critical roles in their respective ecosystems, reflecting

the design philosophies of the languages:

o Doxygen’s flexibility and multi-language support make it indispensable for C++

projects, but its complexity demands significant configuration and maintenance

effort.

o rustdoc’s deep integration, modern features, and built-in testing foster reliable,

maintainable documentation with minimal overhead in Rust projects.
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Choosing between them depends largely on the language and project scale, but
understanding their features and limitations allows developers to produce clear,

maintainable documentation that scales with their codebase.

17.3.7 References

1. Doxygen Official Site and Documentation
https://www.doxygen.nl/index.html

2. Doxygen Changelog and Release Notes (2024)
https://www.doxygen.nl/manual/changelog.html

3. CMake and Doxygen Integration
https://cmake.org/cmake/help/latest/module/FindDoxygen.html

4. rustdoc — The Rust Documentation Tool

https://doc.rust-lang.org/rustdoc/

5. Rustdoc Documentation Tests

https://doc.rust-lang.org/rustdoc/documentation-tests.html

6. Rust Language Release Notes (1.65 and later)
https://doc.rust-lang.org/stable/releases.html

7. rustdoc JSON Output Proposal and Tracking
https://github.com/rust-lang/rust/issues/82760

8. RFC 2983 — Rustdoc Attributes
https://rust-lang.github.io/rfcs/2983-rustdoc-attrs.html

9. docs.rs — Rust Crate Documentation Hosting

https://docs.rs/


https://www.doxygen.nl/index.html
https://www.doxygen.nl/manual/changelog.html
https://cmake.org/cmake/help/latest/module/FindDoxygen.html
https://doc.rust-lang.org/rustdoc/
https://doc.rust-lang.org/rustdoc/documentation-tests.html
https://doc.rust-lang.org/stable/releases.html
https://github.com/rust-lang/rust/issues/82760
https://rust-lang.github.io/rfcs/2983-rustdoc-attrs.html
https://docs.rs/
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10. Qt Documentation Guidelines

https://doc.qt.io/qt-6/documents.html


https://doc.qt.io/qt-6/documents.html

Chapter 18

Testing and Code Coverage

18.1 Unit Testing: GoogleTest, Catch2, cargo test

18.1.1 Introduction

Unit testing is a fundamental practice to ensure code correctness, facilitate refactoring,
and maintain software quality. Both C++ and Rust ecosystems provide robust
frameworks for writing and running unit tests. This section compares the popular C++
frameworks GoogleTest and Catch2 with Rust’s built-in testing framework cargo

test.

18.1.2 GoogleTest (gtest) for C++

Overview:

o GoogleTest is a widely used, open-source C++ testing framework developed by
Google (GoogleTest GitHub).

334


https://github.com/google/googletest
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o It supports writing unit tests, assertions, fixtures, parameterized tests, and

mocking (with GoogleMock).
Features:

« Rich assertion macros for equality, exception checking, and floating-point

comparisons.
o Test fixtures enable reusable setup and teardown code.
o Parameterized tests allow running the same test logic with different inputs.

 Integration with CMake and other build systems is straightforward (GoogleTest
CMake Integration).

o Supports XML output for integration with CI systems.

o Active maintenance and community support ensure compatibility with modern

C++ standards (C++11 through C++23).
Recent Updates (Post-2020):

« Improved support for C++17/20 features like constexpr and structured bindings
(GoogleTest Release Notes).

o Better integration with continuous integration platforms like GitHub Actions and

GitLab CI.

References:
https://github.com/google/googletest
https://google.github.io/googletest/


https://github.com/google/googletest/releases
https://github.com/google/googletest
https://google.github.io/googletest/
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18.1.3 Catch2 for C++

Overview:

o (Catch2 is a modern, header-only C++ testing framework known for its ease of use

and minimal configuration (Catch2 GitHub).

e Designed to be lightweight, it requires no external dependencies.
Features:

o Uses a natural syntax for test cases and assertions.

» Supports BDD-style (Behavior Driven Development) tests with SCENARIO, GIVEN,
WHEN, and THEN macros.

o Supports sections within tests for detailed test flow control.
o Provides reporters to output test results in various formats including JUnit XML.

o Compatible with all C++11 and later standards and actively maintained.
Recent Updates (Post-2020):

o Catch2 v3 introduced breaking changes focusing on modularity and improved

performance (Catch2 v3 Release).

o Enhanced support for modern C++ features, including concepts and constexpr

tests.

References:
https://github.com/catchorg/Catch2
https://github.com/catchorg/Catch2/releases


https://github.com/catchorg/Catch2
https://github.com/catchorg/Catch2/releases/tag/v3.0.0
https://github.com/catchorg/Catch2
https://github.com/catchorg/Catch2/releases
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18.1.4 cargo test for Rust

Overview:

» Rust’s testing framework is built into its package manager and build tool, Cargo

(Rust Testing Book).

e cargo test compiles and runs tests written inside Rust source files using the

#[test] attribute.
Features:
e Supports unit tests, integration tests, and documentation tests.

o Tests can be run selectively with filters and can be run in parallel to speed up

execution.
o Automatic capturing and reporting of test failures and panics.
« Supports benchmarks (unstable feature) and customizable test harnesses.

» Integration with code coverage tools like tarpaulin and grcov is straightforward

(Rust Code Coverage).
Recent Updates (Post-2020):

o Cargo improved test parallelism and introduced support for test profiles for

granular test configurations (Rust Release Notes 1.54+).

o Enhanced documentation testing to verify code examples automatically remain

correct.

o Integration with IDEs (VSCode Rust Analyzer, IntelliJ Rust) for running and
debugging tests natively.
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References:
https://doc.rust-lang.org/book/ch11-00-testing.html
https://doc.rust-lang.org/cargo/commands/cargo-test.html
https://github.com/xd009642/tarpaulin
https://github.com/mozilla/grcov

18.1.5 Comparative Summary

Feature GoogleTest Catch2 (C++4) cargo test (Rust)
(C++)

Setup Requires linking Header-only Built-in with Rust
libraries toolchain

Syntax Macro-heavy, Natural, BDD style | Attribute macros,
verbose supported minimal syntax

Fixtures Supported Supported Setup/teardown via

modules

Parameterized Supported Supported Via custom macros

Tests or crates

Mocking Supported via Limited native External crates like
GoogleMock support mockall

Integration with | XML output XML output Native integration

CI supported supported with Cargo CI

Parallel Test Supported Supported Supported

Execution



https://doc.rust-lang.org/book/ch11-00-testing.html
https://doc.rust-lang.org/cargo/commands/cargo-test.html
https://github.com/xd009642/tarpaulin
https://github.com/mozilla/grcov
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Feature

GoogleTest
(C++)

Catch2 (C++)

cargo test (Rust)

Code Coverage

Integration

Maintenance

Requires external

tools

Actively maintained

Requires external

tools

Actively maintained

Supports tools like

tarpaulin

Part of Rust core

toolchain

18.1.6 Conclusion

o GoogleTest is ideal for large, complex C++ projects that need comprehensive

testing capabilities, including mocking and parameterized tests.

o Catch2 offers simplicity and rapid setup for smaller projects or teams preferring

expressive test syntax.

» cargo test leverages Rust's integrated tooling for seamless, efficient testing,

encouraging test-driven development through built-in support for documentation

and integration tests.

Understanding the strengths and limitations of each framework aids developers in

selecting the right testing approach for their project size, team, and language choice.

18.1.7 References

1. GoogleTest GitHub Repository
https://github.com/google/googletest

2. GoogleTest Documentation and Quickstart

https://google.github.io/googletest/quickstart-cmake.html



https://github.com/google/googletest
https://google.github.io/googletest/quickstart-cmake.html
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3. Catch2 GitHub Repository
https://github.com/catchorg/Catch2

4. Catch2 v3 Release Notes
https://github.com/catchorg/Catch2/releases/tag/v3.0.0

5. Rust Book — Testing Chapter
https://doc.rust-lang.org/book/ch11-00-testing.html

6. Cargo test Command Reference

https://doc.rust-lang.org/cargo/commands/cargo-test.html

7. tarpaulin — Rust Code Coverage Tool
https://github.com/xd009642/tarpaulin

8. grcov — Code Coverage Generator for Rust

https://github.com/mozilla/grcov

9. Rust Release Notes (1.54 and later)
https://doc.rust-lang.org/stable/releases.html

18.2 Integration Testing

18.2.1 Introduction to Integration Testing

Integration testing is a critical phase in the software testing lifecycle where individual
components or modules are combined and tested as a group. Unlike unit tests that
focus on isolated functions or classes, integration tests validate the interactions between
modules to ensure that they work together correctly in a complete system.

Integration testing helps uncover issues related to interfaces, data flow, and

dependencies that unit tests may not detect. This is particularly important in complex


https://github.com/catchorg/Catch2
https://github.com/catchorg/Catch2/releases/tag/v3.0.0
https://doc.rust-lang.org/book/ch11-00-testing.html
https://doc.rust-lang.org/cargo/commands/cargo-test.html
https://github.com/xd009642/tarpaulin
https://github.com/mozilla/grcov
https://doc.rust-lang.org/stable/releases.html
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systems built with C++ or Rust, where components may involve intricate resource

management, concurrency, or foreign function interfaces.

18.2.2 Integration Testing in C++

In the C++ ecosystem, integration tests are often written using the same frameworks
employed for unit testing, such as GoogleTest and Catch2. However, integration tests

typically involve:
o Testing multiple modules or classes working together.

o Interaction with external dependencies like databases, file systems, network

services, or hardware.
o Setup and teardown of more complex test environments or mocks.
Tools and Techniques:

o GoogleTest:
Supports organizing tests into test suites, enabling grouping of integration tests
separately from unit tests. GoogleTest also integrates with mocking libraries such

as GoogleMock to simulate external dependencies (GoogleMock).

e Catch2:

Supports test tags and fixtures to organize integration tests and reuse setup code.

o Test frameworks integration:
Many projects integrate tests with CMake or other build tools to define separate

targets for integration testing.

« Continuous Integration (CI):
Integration tests are often run in CI pipelines, simulating real-world scenarios,

sometimes on virtualized or containerized environments (e.g., Docker).


https://github.com/google/googletest/tree/main/googlemock
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Recent Advances (Post-2020):

o Increasing adoption of container-based integration testing to isolate dependencies

(Google Testing Blog).

o Use of advanced mocking and service virtualization to simulate complex external

systems during integration tests (Mocking with GoogleMock).

o Tools like CTest (part of CMake) enable automated execution and reporting of

integration tests (CTest Documentation).

18.2.3 Integration Testing in Rust

Rust offers robust support for integration testing as part of its built-in test framework,
integrated tightly with Cargo, Rust’s package manager and build system.
Key Features:

« Rust distinguishes between unit tests (written inside modules) and integration

tests (placed in the tests/ directory at the crate root).

o Integration tests are compiled as separate crates, which allows testing the public
API surface of the crate, mimicking how end-users use the library (Rust Book -

Integration Tests).
o (Cargo automatically discovers and runs these tests using cargo test.

o Integration tests can span multiple modules, depend on multiple crates, and

include setup/teardown logic using helper functions or external crates.

Testing External Dependencies:


https://github.com/google/googletest/tree/main/googlemock
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o Integration tests often require interacting with external resources such as
databases, web services, or file systems. The Rust ecosystem provides libraries
to facilitate mocking (e.g., mockito for HTTP mocking) and embedded test

databases (mockito crate).

« For asynchronous code, integration tests often rely on async runtimes like
Tokio, which supports asynchronous test functions with #[tokio: :test] (Tokio

Testing).
Recent Improvements (Post-2020):

o Enhanced support in Cargo for test filtering, parallel execution, and test harness

customization improves developer productivity (Cargo release notes).

o Growing ecosystem of crates aimed at simplifying integration testing in Rust

projects, including database fixtures and HTTP mocking tools.

o The Rust community promotes best practices for integration tests that balance
coverage with maintainability, leveraging cargo features for selective testing (Rust

Testing Best Practices).

18.2.4 Comparison and Best Practices

Aspect C++ Integration Testing @ Rust Integration Testing

Test organization Separate test suites, build Tests in tests/ directory as
targets separate crates

Frameworks GoogleTest, Catch2 + Built-in Cargo test, with
GoogleMock external mocking crates



https://github.com/lipanski/mockito
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Aspect C++ Integration Testing | Rust Integration Testing
Dependency External mocks, Crate ecosystem for mocks,
management containerization async testing

Parallel execution

Setup/teardown

External service

mocking

Supported by test runners
and CI tools

Test fixtures, external scripts

GoogleMock, Service

virtualization

Supported natively by Cargo

test harness

Setup functions, crate

helpers

mockito, httpmock,

testcontainers-rs

18.2.5 Conclusion

Integration testing is essential to verify that the system components work together

as intended. While both C++ and Rust offer solid tools and frameworks, Rust’s

built-in support and cargo integration simplify test organization and execution. C++

benefits from mature third-party tools and a wide range of mocking and CI integrations.

Effective integration testing requires careful setup, environment management, and often

the use of mocking or containerization to isolate dependencies.

18.2.6 References

1. GoogleTest and GoogleMock GitHub Repositories

https://github.com/google/googletest

https://github.com/google/googletest/tree/main/googlemock

2. Google Testing Blog — Testing in Containers

https://testing.googleblog.com/2021/06/testing-in-containers.html



https://github.com/google/googletest
https://github.com/google/googletest/tree/main/googlemock
https://testing.googleblog.com/2021/06/testing-in-containers.html
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3. CTest Documentation (CMake)
https://cmake.org/cmake/help/latest/manual/ctest.1.html

4. Rust Book — Integration Tests
https://doc.rust-lang.org/book/ch11-03-test-organization.html

5. Cargo Documentation

https://doc.rust-lang.org/cargo/

6. mockito crate for HI'TP mocking in Rust
https://github.com/lipanski/mockito

7. Tokio — Asynchronous Runtime and Testing

https://docs.rs/tokio/latest/tokio/#testing

8. Rust API Guidelines — Testing Best Practices
https://rust-lang.github.io/api-guidelines/testing.html

18.3 Code Coverage Tools

18.3.1 Introduction to Code Coverage

Code coverage is a metric that measures the extent to which the source code of a
program is executed during testing. It helps developers identify untested parts of their
codebase, improving test quality and software reliability. Coverage can be measured at
various granularities, such as statement, branch, function, or path coverage.

While high coverage alone does not guarantee correctness, it is a useful indicator for

gaps in testing and helps focus test writing efforts effectively.


https://cmake.org/cmake/help/latest/manual/ctest.1.html
https://doc.rust-lang.org/book/ch11-03-test-organization.html
https://doc.rust-lang.org/cargo/
https://github.com/lipanski/mockito
https://docs.rs/tokio/latest/tokio/#testing
https://rust-lang.github.io/api-guidelines/testing.html
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18.3.2 Code Coverage Tools for C++

« a) gcov and lcov

— gcov is a widely used code coverage tool for C and C++, part of the GNU
Compiler Collection (GCC). It works by compiling the program with specific
flags (-fprofile-arcs -ftest-coverage) that instrument the binary to

collect coverage data at runtime (gcov Manual).

— lcov is a graphical front-end for gcov that generates HT'ML reports, making
it easier to visualize coverage data

(lcov Homepage).

— These tools are stable, widely supported, and integrate with CI systems.
« b) LLVM’s llvimm-cov and clang

— For Clang/LLVM users, llvm-cov is the standard tool to gather
coverage information. It supports source-based and profile-guided
coverage collection when compiling with Clang's instrumentation flags

(-fprofile-instr-generate -fcoverage-mapping).

— llvim-cov show produces detailed annotated source code coverage reports

(llvm-cov Documentation).

— The LLVM toolchain coverage tools support modern C++ standards and

offer compatibility with sanitizers.
e c) Other Tools and Integration

— Commercial and open-source tools like BullseyeCoverage, Codecov, and
Coveralls provide cloud-hosted coverage reports and badges for repositories,

integrating well with CI pipelines (Codecov, Coveralls).


https://github.com/linux-test-project/lcov
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— Integration with CTest (CMake) and Jenkins pipelines allows automated

coverage measurement.
Recent Developments (Post-2020):

— Enhanced support for parallel test execution and incremental coverage
collection in LLVM tools.

— Better source mapping and debug info handling for templates, lambdas, and

inline functions in modern C++ (LLVM Release Notes).

— Support for Windows, macOS, and Linux with consistent output formats.

18.3.3 Code Coverage Tools for Rust

e a) cargo-tarpaulin

— tarpaulin is the most popular code coverage tool designed specifically for
Rust. It runs tests and collects coverage using Linux’s ptrace API to monitor
execution without needing compiler instrumentation

(tarpaulin GitHub).

— Supports line and branch coverage.

— Generates coverage reports in multiple formats, including lcov and cobertura
XML for CI integration.

e b) grcov

— grcov works by collecting LLVM or gcov profiling data and generating
coverage reports. It supports multiple backends and can be used across
platforms (grcov GitHub).

— Commonly used in CI/CD pipelines due to its flexible input sources.


https://github.com/xd009642/tarpaulin
https://github.com/mozilla/grcov
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¢ ¢) Built-in LLVM-based Coverage Support

— Since Rust uses LLVM as its backend, coverage can also be collected by

compiling with coverage flags (-Z instrument-coverage on nightly Rust).

— This provides more accurate source coverage data and supports branch

coverage, but requires nightly Rust and LLVM tools to process the data.
Recent Developments (Post-2020):

— cargo-tarpaulin has improved Windows support and test filtering

capabilities.

— Increasing adoption of -Z instrument-coverage with stable Rust planned

for future releases (Rust Tracking Issue).

— Enhanced integration with GitHub Actions and other CI systems to upload

coverage reports automatically (GitHub Actions for Rust Coverage).

18.3.4 Best Practices for Using Code Coverage

» Use coverage tools as indicators, not as the sole measure of quality.

o Combine line coverage with branch coverage for better insights.

» Automate coverage collection in CI pipelines to monitor coverage trends.
» Review coverage reports to identify dead code or untested error paths.

« For complex systems, integrate coverage with static analysis tools for

comprehensive quality assurance.


https://github.com/rust-lang/rust/issues/70835
https://github.com/marketplace/actions/rust-code-coverage
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18.3.5 Summary Table

Feature C++ Tools Rust Tools
Instrumentation Compiler flags LLVM-based or ptrace
(-fprofile-arcs, instrumentation

-fcoverage-mapping)

Popular Tools gcov, lcov, llvm-cov cargo-tarpaulin, grcov, LLVM
coverage

Report Formats HTML, lcov, XML lcov, cobertura, HTML

CI Integration Supported via Jenkins, Supported via GitHub

GitHub Actions, GitLab Actions, GitLab CI

Platform Support Windows, Linux, macOS Linux (best), Windows

(improving), macOS

Branch Coverage Supported Supported (especially with
LLVM coverage)

18.3.6 References

1. GCC gcov Manual
https://gcc.gnu.org/onlinedocs/gcc/Geov.html

2. lcov — Linux Test Project

https://github.com/linux-test-project/lcov

3. LLVM llvm-cov Documentation
https://11lvm.org/docs/CommandGuide/11lvm-cov.html



https://gcc.gnu.org/onlinedocs/gcc/Gcov.html
https://github.com/linux-test-project/lcov
https://llvm.org/docs/CommandGuide/llvm-cov.html
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10.

Codecov — Code Coverage Service

https://about.codecov.io/

Coveralls — Code Coverage Service

https://coveralls.io/

tarpaulin GitHub Repository
https://github.com/xd009642/tarpaulin

grcov GitHub Repository
https://github.com/mozilla/grcov

Rust Tracking Issue for Code Coverage
https://github.com/rust-lang/rust/issues/70835

GitHub Actions for Rust Code Coverage

https://github.com/marketplace/actions/rust-code-coverage

LLVM Release Notes — llvm-cov
https://releases.llvm.org/13.0.0/tools/1lvm-cov.html


https://about.codecov.io/
https://coveralls.io/
https://github.com/xd009642/tarpaulin
https://github.com/mozilla/grcov
https://github.com/rust-lang/rust/issues/70835
https://github.com/marketplace/actions/rust-code-coverage
https://releases.llvm.org/13.0.0/tools/llvm-cov.html

Part VIII

Practical Projects in Both

Languages
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Chapter 19

Project 1 — CLI Calculator

19.1 Introduction

Creating a Command-Line Interface (CLI) calculator is a foundational practical project
for learning both C+4 and Rust programming. This project encompasses language
fundamentals such as input/output, control flow, data types, functions, error handling,
and modularity. It provides hands-on experience with parsing user input, performing
arithmetic operations, and managing edge cases like invalid input or division by zero.
This chapter presents a comparative implementation and design of a CLI calculator

in both modern C++ (up to C++23) and Rust (latest stable version), highlighting

language-specific idioms, tooling, and best practices.

19.2 Project Requirements and Features

 Support basic arithmetic operations: addition (4), subtraction (-), multiplication
(*), division (/).
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o Handle integer and floating-point calculations.
o Implement input parsing from the command line or standard input.
o Provide user-friendly error messages for invalid input or division by zero.

o Design modular code with functions or modules for parsing, calculation, and user

interaction.
e Demonstrate proper memory management and error handling.

» Optional: Extend support for operator precedence and parentheses (if

implementing an expression parser).

19.3 Implementation Overview in C+-+

« a) Language Features and Tools

Use of standard streams (std: :cin, std: :cout) for input/output.
— Parsing input with std: :stringstream or manual parsing techniques.

— Use of functions and possibly classes for modularity.

Error handling with exceptions or error codes.

Compilation with modern C++ compilers supporting C++17/20/23 (GCC,
Clang, MSVC).

— Build system: CMake for project organization.
« b) Typical Code Structure

— Main Function: Loops reading input, calls parser and evaluator, prints

results.
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— Parser Function: Tokenizes input string, validates tokens.

— Evaluator Function: Performs arithmetic operations, handles division by

Zero.

— Error Handling: Use try-catch blocks or error-return patterns.
e ¢) Modern C++ Considerations

— Use std::variant or std: :optional for handling optional values and

parsing results.

— Employ constexpr and consteval if implementing compile-time

calculations (C++23 features reference).

— Use of std: :string view to efficiently handle string inputs without

unnecessary copying.

19.4 Implementation Overview in Rust

« a) Language Features and Tools

— Input/output with std: :io library (stdin, stdout).

— Use of Rust’s powerful pattern matching (match) and enums for parsing

tokens.
— Error handling via Result and Option types.
— Cargo as the build and package manager to compile and run the project.
— Modular code organization into functions and possibly modules (mod).

— Use of crates like clap (Command Line Argument Parser) if extending to

accept arguments.
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« b) Typical Code Structure

— Main Function: Reads input lines from the user, calls parser and evaluator,

outputs result or error.

— Parser Function: Uses enum for token types, parses string input into

tokens.

— Evaluator Function: Performs arithmetic using match expressions, returns

Result for error handling.

— Error Handling: Idiomatic use of Result to propagate and handle errors

gracefully.

« ¢) Rust Idioms

Strong emphasis on immutability and ownership to prevent memory errors.

Use of iterator adapters and functional constructs like map, filter to

process input.

Writing unit tests with #[cfg(test)] modules to ensure correctness.

Potential use of third-party crates like nom for parsing complex expressions

(nom crate).

19.5 Comparison and Educational Value

Aspect C++ Implementation Rust Implementation

Error Handling Exceptions or error codes Result and Option enums


https://github.com/Geal/nom
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Aspect C++ Implementation Rust Implementation
Memory Manual or RAII with smart | Ownership and borrowing
Management pointers enforced by compiler

Parsing Techniques

Tooling

Safety

Extensibility

String streams, manual

parsing
CMake, g++, clang++

Undefined behavior possible

without care

Using OOP or templates

Pattern matching with

enums
Cargo build system

Memory safety guaranteed at

compile-time

Using traits and enums

19.6 References and Resources

1. Modern C++ Programming:

o Meyers, Scott. Effective Modern C++. O’Reilly Media, 2014.

o cppreference.com: Modern C++ standard features up to C++23

https://en.cppreference.com/w/cpp/23

2. Rust Language Official Documentation:

o The Rust Programming Language (The Book) — Chapters on Functions,
Error Handling, Modules
https://doc.rust-lang.org/book/

e (Cargo Documentation

https://doc.rust-lang.org/cargo/

3. Parsing and CLI in Rust:



https://en.cppreference.com/w/cpp/23
https://doc.rust-lang.org/book/
https://doc.rust-lang.org/cargo/
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o Nom parser combinator library for Rust

https://github.com/Geal/nom

o Clap CLI argument parser (optional extension)

https://github.com/clap-rs/clap
4. Code Examples and Tutorials:

e “Build a CLI Calculator in Rust” tutorial on Rust By Example
https://doc.rust-lang.org/rust-by-example/

o “Simple CLI Calculator in C4++" examples on GitHub and StackOverflow
https://github.com/topics/cpp-calculator

5. Tools:

o CMake: https://cmake.org/
o GCC and Clang documentation for compiling C++ projects

» Rust stable toolchain and Cargo: https://rust-lang.org
6. Recent Developments:

o C++423 standard finalized in 2023 with improved constexpr support for
compile-time evaluation (ISO C++ website)

o Rust stable 1.70+ releases improving ergonomics for CLI and error handling

(Rust release notes)

19.7 C++ CLI Calculator (C++20)


https://github.com/Geal/nom
https://github.com/clap-rs/clap
https://doc.rust-lang.org/rust-by-example/
https://github.com/topics/cpp-calculator
https://cmake.org/
https://rust-lang.org
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#include <iostream>
#include <string>

#include <sstream>
#include <optional>

#include <cmath> // for isnan

// Parse input into two operands and an operator
std::optional<std::tuple<double, char, double>> parse_input(const std::string& input)
- 1

std::istringstream iss(input);

double 1lhs, rhs;

char op;

if ('(iss >> 1lhs >> op >> rhs)) {

return std::nullopt;
X
return std::make_tuple(lhs, op, rhs);

int main() {
std::cout << "Simple C++ CLI Calculator (type 'exit' to quit)\n";

std::string line;

while (true) {
std::cout << "> ";
std::getline(std::cin, line);

if (line == "exit") break;

auto parsed = parse_input(line);
if (!'parsed) {
std::cout << "Invalid input format. Example: 3 + 4\n";

continue;
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auto [lhs, op, rhs] = #*parsed;

double result;

switch (op) {
case '+': result = lhs + rhs; break;
lhs - rhs; break;

case '-': result
case '*x': result = lhs * rhs; break;
case '/':

if (rhs == 0) {

std::cout << "Error: Division by zero\n";

continue;
¥
result = lhs / rhs;
break;
default:
std::cout << "Unsupported operator. Use +, -, *, or /\n";
continue;

if (std::isnan(result)) {
std::cout << "Calculation error\n";

continue;

std::cout << "Result: " << result << "\n";

std::cout << "Goodbye!\n";

return 0;
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Compile with:

g++ -std=c++20 -o calculator calculator.cpp

./calculator

19.8 Rust CLI Calculator

use std::io::{self, Write};

fn parse_input(input: &str) -> Option<(£f64, char, f64)> {
let mut parts = input.trim().split_whitespace();
let lhs = parts.next()7.parse::<f64>().ok()7;
let op = parts.next()?.chars().next()7?;
let rhs = parts.next()7.parse::<f64>().ok()?;
Some ((lhs, op, rhs))

fn main() {

println! ("Simple Rust CLI Calculator (type 'exit' to quit)");

loop {
print! ("> ");

io::stdout().flush() .unwrap();

let mut line = String::new();
if io::stdin().read_line(&mut line).is_err() {
println! ("Failed to read input");

continue;
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let line = line.trim(Q);
if line.eq_ignore_ascii_case("exit") {

break;

let parsed = parse_input(line);

if parsed.is_none() {
println!("Invalid input format. Example: 3 + 4");
continue;

}
let (lhs, op, rhs) = parsed.unwrap();

let result = match op {
'+' => 1lhs + rhs,
-' => lhs - rhs,
'x' => lhs * rhs,
/=> A
if rhs == 0.0 {
println! ("Error: Division by zero");
continue;
} else {
lhs / rhs

-=>A

println! ("Unsupported operator. Use +, -, *, or /");

continue;



363

};

println! ("Result: {}", result);

println! ("Goodbye!");

Run with:

cargo run

or if you saved as calculator.rs:

rustc calculator.rs -o calculator

./calculator

Summary

Both programs read user input as <number> <operator> <number>.

Both handle errors: invalid input format, unsupported operators, division by zero.

Both support integer and floating-point operations.

Both run in a loop until the user types exit.
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19.9 Conclusion

Implementing a CLI calculator project in both C++ and Rust offers a practical way

to understand the core language features, idioms, and tooling. This project highlights
differences in error handling, memory safety, parsing strategies, and build systems while
reinforcing programming fundamentals applicable to larger software systems. It serves

as an ideal beginner-to-intermediate project bridging theory and practice.



Chapter 20

Project 2 — Simple Web Server

20.1 Overview

Implementing a simple web server is a practical project that demonstrates fundamental
concepts in network programming, concurrency, and I/O handling. It also highlights
differences and similarities between C++ and Rust in system programming, safe
memory handling, and asynchronous operations.

This chapter guides readers through building a minimalist HT'TP server in both
languages using contemporary libraries, discussing architecture, request handling,

concurrency models, and performance considerations.

20.2 Background and Purpose

A web server listens for incoming HTTP requests on a TCP port, processes them, and

sends back HTTP responses. Creating a simple web server:

e Provides hands-on experience with socket programming.
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o Demonstrates multi-threading and async paradigms.
o Shows differences in memory safety, error handling, and concurrency primitives.

o Introduces essential third-party libraries and tooling for networking.

20.3 Building a Simple Web Server in Modern C++

« Key Libraries and Tools

— Boost.Asio: A cross-platform C++ library for network and low-level 1/0O

programming. It supports asynchronous I/O and timers.

— cpp-httplib: A lightweight, header-only HTTP server/client library suitable
for embedding simple HTTP servers.

— Networking TS and C++20 Networking: Emerging standards to unify

networking APIs, but Boost.Asio remains most practical for now.
o Sample Architecture

— Use boost::asio::ip::tcp::acceptor to listen on a port.

Spawn threads or use asynchronous handlers to manage multiple clients

concurrently.
— Parse simple HTTP requests manually or with minimal parsing.

— Respond with basic HT'TP responses.
« Example: Minimal HTTP Server using Boost.Asio (Synchronous)

— This example uses synchronous blocking 1/0. For scalability,
asynchronous operations (async_accept, async_read) can be used with

boost::asio::io_context::run() managing events.
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e References and Further Reading

— Boost.Asio official documentation: https://www.boost.org/doc/1libs/1_
82_0/doc/html/boost_asio.html

— Comprehensive tutorial on asynchronous networking with Boost.Asio: https:

//think-async.com/Asio/

— Lightweight HTTP server in C++ with cpp-httplib: https://github.com/
yhirose/cpp-httplib

e« Modern Improvements After 2020

— Continuous development in Boost.Asio to better integrate with C++20

coroutines (awaitables) for simpler async code. (Boost 1.75+)

— Example: Using co_await with Asio can reduce callback complexity
(Reference: Boost.Asio with Coroutines — https://www.boost.org/doc/
libs/1_83_0/doc/html/boost_asio/example/cpp20/coroutines/echo_

server.cpp)

20.4 Building a Simple Web Server in Rust

« Key Libraries and Tools

Tokio: The asynchronous runtime for Rust, enabling efficient async 1/0O.

— hyper: Fast HI'TP implementation based on Tokio.

async-std: Alternative async runtime.

— warp / actix-web: Higher-level web frameworks (not covered here as focus

is on simple server).


https://www.boost.org/doc/libs/1_82_0/doc/html/boost_asio.html
https://www.boost.org/doc/libs/1_82_0/doc/html/boost_asio.html
https://think-async.com/Asio/
https://think-async.com/Asio/
https://github.com/yhirose/cpp-httplib
https://github.com/yhirose/cpp-httplib
https://www.boost.org/doc/libs/1_83_0/doc/html/boost_asio/example/cpp20/coroutines/echo_server.cpp
https://www.boost.org/doc/libs/1_83_0/doc/html/boost_asio/example/cpp20/coroutines/echo_server.cpp
https://www.boost.org/doc/libs/1_83_0/doc/html/boost_asio/example/cpp20/coroutines/echo_server.cpp
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e« Sample Architecture

— Use Tokio’s TCP listener to accept connections asynchronously.
— Use hyper for HT'TP parsing and response.
— Use Rust’s async/await syntax for readable concurrency.

— Leverage Rust’s ownership model for safe concurrency without data races.

« Example: Minimal HTTP Server with Hyper and Tokio

use hyper::{Body, Response, Server, Request, service::{make_service_fn,
— service_fn}};

use std::convert::Infallible;

async fn hello(_req: Request<Body>) -> Result<Response<Body>,
— Infallible> {
Ok (Response: :new(Body: : from("Hello, world!")))

#[tokio: :main]
async fn main() {

let addr = ([127, 0, 0, 1], 8080).into();
let make_svc = make_service_fn(.onnasync—

Ok::<_, Infallible>(service fn(hello))
1) 5

let server = Server::bind(&addr) .serve(make_svc);

println! ("Server running on http://{}", addr);
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if let Err(e) = server.await {

eprintln! ("Server error: {}", e);

» References and Further Reading

Tokio runtime documentation: https://tokio.rs/tokio/tutorial

hyper HTTP library: https://hyper.rs/guides/server/

Rust async book: https://rust-lang.github.io/async-book/

Blog post on building HTTP servers with Rust and Tokio (2021): https:
//blog.logrocket.com/building-fast-scalable-servers-rust-tokio/

e« Modern Improvements After 2020

— Continuous improvements in hyper and Tokio for performance, features, and
stability.

— Rust's async/await syntax (stable since 2019) matured, with ecosystem
solidified post-2020.

— Efforts on ergonomic async error handling and performance optimizations.

20.5 Comparison and Considerations


https://tokio.rs/tokio/tutorial
https://hyper.rs/guides/server/
https://rust-lang.github.io/async-book/
https://blog.logrocket.com/building-fast-scalable-servers-rust-tokio/
https://blog.logrocket.com/building-fast-scalable-servers-rust-tokio/
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Feature

Modern C++
(Boost.Asio)

Rust (Tokio + hyper)

Memory Safety

Concurrency Model

Library Maturity

Performance

Ease of Use

Community &

Ecosystem

Manual, prone to bugs unless

careful

Callbacks, futures, coroutines
(C++20)

Mature, widely used

High, but manual resource

management

Complex async syntax,

verbose

Strong in systems

programming

Compiler-enforced safety

guarantees

Async/await with futures

Mature and rapidly growing

High, zero-cost abstractions

More concise async/await

Strong for safe systems &

web development

20.6 Best Practices

Validate input and manage connection timeouts.

Always use asynchronous APIs to handle multiple clients concurrently.

Handle errors gracefully, including malformed HTTP requests.

Use appropriate thread pools or async runtimes for scalability.
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20.7 Summary

Building a simple web server is an excellent way to learn low-level networking and
concurrency paradigms in both modern C++ and Rust. C++ offers flexibility with
libraries like Boost.Asio but requires careful management of memory and concurrency.
Rust provides built-in safety and a modern async ecosystem that simplifies concurrency

and prevents common bugs.

20.8 References

« Boost.Asio documentation, Boost 1.82 (2023):
https://www.boost.org/doc/1ibs/1_82_0/doc/html/boost_asio.html

» Boost.Asio with C++20 coroutines example (2022):
https://www.boost.org/doc/1ibs/1_83_0/doc/html/boost_asio/example/

cpp20/coroutines/echo_server.cpp

» cpp-httplib GitHub repo:
https://github.com/yhirose/cpp-httplib

« Tokio runtime and async programming in Rust (official site, 2024):

https://tokio.rs/tokio/tutorial

o hyper HTTP library (latest stable docs, 2024):
https://hyper.rs/guides/server/

« Rust Async Book (2024):
https://rust-lang.github.io/async-book/

» LogRocket Blog on Rust Web Servers (2021):


https://www.boost.org/doc/libs/1_82_0/doc/html/boost_asio.html
https://www.boost.org/doc/libs/1_83_0/doc/html/boost_asio/example/cpp20/coroutines/echo_server.cpp
https://www.boost.org/doc/libs/1_83_0/doc/html/boost_asio/example/cpp20/coroutines/echo_server.cpp
https://github.com/yhirose/cpp-httplib
https://tokio.rs/tokio/tutorial
https://hyper.rs/guides/server/
https://rust-lang.github.io/async-book/
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https:

//blog.logrocket.com/building-fast-scalable-servers-rust-tokio/


https://blog.logrocket.com/building-fast-scalable-servers-rust-tokio/
https://blog.logrocket.com/building-fast-scalable-servers-rust-tokio/

Chapter 21

Project 3 — CSV File Analyzer

21.1 Overview

CSV (Comma-Separated Values) files are among the most common data exchange
formats due to their simplicity and wide support. Building a CSV File Analyzer is a
practical project that illustrates key skills in file I/O, parsing, data manipulation, error
handling, and performance optimization in both modern C++ and Rust.

This project teaches how to:

o Read and parse CSV files efficiently.

« Handle data validation and malformed entries.

o Implement memory-safe and performant parsing.
o Use existing libraries to simplify CSV parsing.

o Compare idiomatic approaches and libraries in C++ and Rust.
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21.2 Importance of CSV Parsing in Software

Development

CSV files are extensively used for exporting and importing tabular data in domains
such as finance, science, business intelligence, and machine learning workflows. Efficient
and correct CSV parsing is crucial for reliable data processing pipelines.

Challenges in CSV parsing include:

Handling quoted fields containing delimiters.

Dealing with variable row lengths.

Supporting different newline characters.

Managing large files with minimal memory overhead.

21.3 CSV Parsing in Modern C++

1. Common Approaches

e Manual Parsing: Using standard library features like std: :ifstream,

std: :getline, and string tokenization (e.g., std::stringstream).

o Third-Party Libraries: Libraries such as csv-parser and fast-cpp-csv-

parser offer robust, fast parsing with easy APIs.
2. Recommended Libraries (Post-2020)

o fast-cpp-csv-parser: A header-only, high-performance CSV parser designed
for speed and ease of use.

GitHub: https://github.com/ben-strasser/fast-cpp-csv-parser


https://github.com/ben-strasser/fast-cpp-csv-parser
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e csv-parser: C+-+17-compliant library with focus on correctness and

performance.

GitHub: https://github.com/vincentlaucsb/csv-parser

These libraries handle quoted strings, escaped characters, and allow row-by-row or

whole-file processing.
3. Example: Basic CSV Parsing with fast-cpp-csv-parser

#include <iostream>

#include "csv.h" // fast-cpp-csv-parser header

int main() {
io::CSVReader<3> in("data.csv");
in.read_header(io::ignore_extra_column, "Name", "Age", "Country");
std::string name, country;

int age;

while(in.read_row(name, age, country)) {

std::cout << "Name: " << name << ", Age: " << age << ", Country: " <<
— country << std::endl;

by

return O;

This approach provides efficient parsing with minimal code.

4. Performance and Memory Considerations

o Using streams and tokenization for small to medium files works well.


https://github.com/vincentlaucsb/csv-parser
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o For very large CSV files, streaming parsers avoid loading entire files into

memory.
o Libraries like fast-cpp-csv-parser focus on minimizing allocations and use

templates to parse directly into variables.

5. References

o fast-cpp-csv-parser README: https://github.com/ben-strasser/
fast-cpp-csv-parser/blob/master/README.md

e csv-parser library documentation: https://github.com/vincentlaucsb/

csv—-parser

o C++ File I/O and parsing guide (cppreference): https://en.cppreference.

com/w/cpp/io/basic_ifstream

21.4 CSV Parsing in Rust

1. Rust’s CSV Ecosystem

o The csv crate is the de facto standard for CSV parsing and writing in Rust.

It is fast, memory efficient, and fully featured.

o It supports flexible options for delimiters, quoting, escaping, headers, and

flexible error handling.

o The crate is built on top of Rust’s serde library to enable seamless

deserialization into custom structs.
2. Features of the csv Crate

o Zero-copy reading where possible, reducing memory overhead.


https://github.com/ben-strasser/fast-cpp-csv-parser/blob/master/README.md
https://github.com/ben-strasser/fast-cpp-csv-parser/blob/master/README.md
https://github.com/vincentlaucsb/csv-parser
https://github.com/vincentlaucsb/csv-parser
https://en.cppreference.com/w/cpp/io/basic_ifstream
https://en.cppreference.com/w/cpp/io/basic_ifstream
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o Iterators over records for streaming large files.
e Strong error reporting with Rust's Result type.

o Integration with serde for typed deserialization.

3. Example: Basic CSV Parsing in Rust

use csv::Reader;
use serde: :Deserialize;

use std::error::Error;

#[derive (Debug, Deserialize)]
struct Record {

name: String,

age: u32,

country: String,

fn main() -> Result<(), Box<dyn Error>> {
let mut rdr = Reader::from_path("data.csv")?;
for result in rdr.deserialize() {
let record: Record = result?;
println! ("Name: {}, Age: {}, Country: {}", record.name,

— record.age, record.country);

}
0k ()

This approach highlights Rust’s safety, type inference, and error handling.
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4. Performance Considerations

e The csv crate is optimized for speed, suitable for files ranging from small to

very large.
» Supports asynchronous reading with additional crates (e.g., async-csv).

e Memory safety and concurrency guarantees come from Rust’s ownership

model.
5. References

o Rust csv crate documentation: https://docs.rs/csv/latest/csv/
o serde serialization/deserialization: https://serde.rs/

o Rust by Example: CSV processing section: https://doc.rust-lang.org/
rust-by-example/std_misc/file/read_lines.html

o Performance benchmarking of Rust CSV parsing (2022): https://

ferrous-systems.com/blog/rust-csv-performance/

21.5 Error Handling and Validation

Both languages encourage robust error handling:

o In C++, exceptions or error codes can signal 1/0O failures or malformed CSV

TOwWS.

o In Rust, the Result type forces the programmer to handle errors explicitly,

preventing silent failures.

« Validating data formats, detecting missing fields, and handling malformed rows

are essential for production use.


https://docs.rs/csv/latest/csv/
https://serde.rs/
https://doc.rust-lang.org/rust-by-example/std_misc/file/read_lines.html
https://doc.rust-lang.org/rust-by-example/std_misc/file/read_lines.html
https://ferrous-systems.com/blog/rust-csv-performance/
https://ferrous-systems.com/blog/rust-csv-performance/
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21.6 Memory and Performance Comparison

Aspect Modern C++ Rust

Memory Safety Manual, potential for leaks Compiler-enforced safety
and bugs guarantees

Parsing Speed Very high with optimized Comparable high
libraries performance

Ease of Use Requires boilerplate or High-level abstraction with
libraries strong typing

Error Handling Exceptions or error codes Result and Option types

Async Support Possible with C++20 Native async ecosystem
coroutines and async 1/O

21.7 Summary

The CSV File Analyzer project provides an excellent practical exercise in file parsing,
data handling, and program design using modern C++ and Rust. It emphasizes

language strengths:

o C++ provides mature libraries and fine control over performance.

o Rust provides memory safety and robust error handling without sacrificing

performance.

By comparing idiomatic implementations in both languages, developers learn to write

clean, efficient, and safe data processing applications.
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21.8 References

o fast-cpp-csv-parser GitHub:
https://github.com/ben-strasser/fast-cpp-csv-parser

o csv-parser GitHub:

https://github.com/vincentlaucsb/csv-parser

o C++ File I/O and string manipulation:

https://en.cppreference.com/w/cpp/io/basic_ifstream

e Rust csv crate docs:

https://docs.rs/csv/latest/csv/

» serde deserialization guide:

https://serde.rs/

e Rust CSV performance benchmarking:

https://ferrous-systems.com/blog/rust-csv-performance/


https://github.com/ben-strasser/fast-cpp-csv-parser
https://github.com/vincentlaucsb/csv-parser
https://en.cppreference.com/w/cpp/io/basic_ifstream
https://docs.rs/csv/latest/csv/
https://serde.rs/
https://ferrous-systems.com/blog/rust-csv-performance/

Chapter 22

Project 4 — Mini Programming

Language (Lexer 4+ Parser)

22.1 Project Description:

This project demonstrates how to tokenize (lex) and recognize (partially parse) a small

expression language supporting statements like:
let x =5+ 3 % (2 + 1);
Each version handles:

o Keywords (let)

o Identifiers (x)

o Operators (=, +, *, etc.)
o Numbers (5, 3, etc.)
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o Delimiters (;, (,))

o Lexical scanning with basic output of token types and values

C++ Implementation:

// mini_lang_cpp.cpp

// A simple lexer and parser for a mini language that supports expressions like:

// let x =5+ 3 * 2;

#include <iostream>
#include <string>
#include <vector>
#include <cctype>

#include <memory>

enum class TokenType {

Let, Ident, Number, Equals, Plus, Minus, Star,

— End, Error

};

struct Token {
TokenType type;
std::string text;
};

class Lexer {
const std::string& src;
size_t pos = 0;

public:

Lexer(const std::string& source)

Slash, Semicolon, LParen, RParen,

src(source) {}
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Token next() {

while (pos < src.size() && isspace(src[pos])) pos++;

if (pos >= src.size()) return {TokenType::End, ""};

char ¢ = src[pos];

if (isalpha(c)) {
size_t start = pos;
while (isalnum(src[pos])) pos++;
std::string word = src.substr(start, pos - start);
if (word == "let") return {TokenType::Let, word};
return {TokenType::Ident, word};

if (isdigit(c)) {
size_t start = pos;
while (isdigit(src[pos])) pos++;

return {TokenType: :Number, src.substr(start, pos - start)};

switch (c) {
case '=': pos++; return {TokenType::Equals, "="};
case '+': pos++; return {TokenType::Plus, "+"};
case '-': pos++; return {TokenType::Minus, "-"};
case 'x': pos++; return {TokenType::Star, "*"};
case '/': post++; return {TokenType::Slash, "/"};
case ';': pos++; return {TokenType::Semicolon, ";"};

case '(': pos++; return {TokenType::LParen, "("};

case ')': pos++; return {TokenType::RParen, ")"};
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pos++;

return {TokenType: :Error, std::string(l, c)};
};
int main() {

std::string source = "let x =5 + 3 * (2 + 1);";

Lexer lexer(source);

Token tok;

while ((tok = lexer.next()).type != TokenType::End) {
std::cout << "Token: " << static_cast<int>(tok.type) << " Text: " << tok.text
< << "\n";

}

Rust Implementation:

// mini_lang_rust.rs

// A simple lexer and parser for a mini language that supports expressions
— like:

// let x =5+ 3 % 2;

use logos::Logos;
use std::iter: :Peekable;

use std::str::Chars;

#[derive(Logos, Debug, PartialEq)]

enum Token {
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#[regex("let")]
Let,
#[regex("[a-zA-Z_] [a-zA-Z0-9_]*")]
Ident,
#[regex("[0-9]+")]
Number,
#[token("=")]
Equals,
#[token("+")]
Plus,
#[token("-")]
Minus,
#[token("*")]
Star,
#[token("/")]
Slash,
#[token(";")]
Semicolon,
#[token (" ("]
LParen,
#[token(")")]
RParen,

#[error]
#[regex(r"[ \t\n\f]+", logos::skip)]

Error,

#[derive (Debug)]

enum Expr {



386

Number (i64),
Variable(String),
Binary {

op: String,

left: Box<Expr>,

right: Box<Expr>,
bF

#[derive (Debug)]
enum Stmt {
Let {
name: String,
value: Expr,

+,

fn main() {
let source = "let x =5 + 3 * (2 + 1);";

let mut lexer = Token::lexer(source);

while let Some(tok) = lexer.next() {
println! ("{:7}", tok);
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Project 5 — System Monitor Tool

23.1 Project Overview

Build a lightweight system monitoring tool that periodically reports:

« CPU usage (global and per-core)
e Memory usage

» Optionally, process count and system load average

It emphasizes:

Accessing OS metrics (via /proc in C++, or sysinfo crate in Rust)

Polling loops and concurrency

CLI formatting and ergonomic output

Cross-platform design (Linux-focused in C++, multi-OS support in Rust)
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23.2 Rust Implementation (with sysinfo crate)

Dependencies (Cargo.toml):

[dependencies]
sysinfo = "0.26"

clap = { version = "4.0", features = ["derive"] }

Key Principles

o Use sysinfo::System to load metrics

e Call .refresh _cpu_all() and .refresh_memory() twice to get accurate CPU
usage (first call samples times, second computes usage)
Docs.rs
DEV Community
Wikipedia

Docs.rs

o Display formatted metrics in a loop with a set interval
Example Code (main.rs):

use clap::Parser;
use sysinfo::{CpuRefreshKind, RefreshKind, System, SystemExt};

use std::{thread, time::Duration};

/// Simple system monitor CLI
#[derive (Parser, Debug)]


https://docs.rs/sysinfo/latest/sysinfo
https://dev.to/mbayoun95/essential-rust-crates-for-linux-system-administrators-a-comprehensive-guide-1ij1
https://en.wikipedia.org/wiki/Procfs
https://docs.rs/sysinfo/latest/sysinfo/struct.Cpu.html
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struct Args {
/// Refresh interval in seconds
#[arg(short, long, default_value_t = 1)]

interval: u64,

fn main() {
let args = Args::parse();
let refresh_kind = RefreshKind: :new()
.with_cpu(CpuRefreshKind: :everything())
.with_memory() ;

let mut sys = System::new_with_specifics(refresh_kind);

// Initial refresh to prime CPU measurement
sys.refresh_cpu_all();
thread: :sleep(Duration: :from_millis(sysinfo::MINIMUM_CPU_UPDATE_INTERVAL));

println! ("System Monitor (Ctrl+C to quit)");

loop {
sys.refresh_cpu_all();

sys.refresh_memory();

println! ("CPU usage: {:.1}%", sys.global_cpu_usage());
for (i, cpu) in sys.cpus().iter().enumerate() {
println! (" CPU{}: {:.1}}", i, cpu.cpu_usage());
}
println!(
"Memory used: {} MB / Total: {} MB",
sys.used_memory() / 1024,
sys.total_memory() / 1024
);
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println! ("Processes: {}", sys.processes().len());

thread: :sleep(Duration: :from_secs(args.interval)) ;

Notes & Best Practices

» Reuse System instance to optimize resource usage and caching Docs.rs

o Limit refresh scope via RefreshKind to improve performance

References

 sysinfo crate docs:

DEV Community

o CLI via clap library: DEV Community

23.3 C++ Implementation (Linux, reading proc data)

Key Principles

« Read /proc/stat and parse CPU jiffies for all categories (user, system, idle,

iowait, etc.)

o Compute CPU usage using delta between samples
Stack Overflow

4Docs.rs


https://docs.rs/sysinfo/latest/sysinfo/struct.System.html
https://dev.to/zanepearton/rust-wasi-application-monitoring-35ok
https://dev.to/mbayoun95/essential-rust-crates-for-linux-system-administrators-a-comprehensive-guide-1ij1
https://stackoverflow.com/questions/5514119/accurately-calculating-cpu-utilization-in-linux-using-proc-stat
https://docs.rs/sysinfo/latest/sysinfo/struct.Cpu.html
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e Read /proc/meminfo for memory usage

e Use std::this_thread: :sleep_for() within a loop

Example Code (monitor.cpp):

#include <iostream>
#include <fstream>
#include <sstream>
#include <vector>
#include <thread>

#include <chrono>

struct CpuTimes {
unsigned long long user, nice, system, idle, iowait, irq, softirq;
unsigned long long total() const {

return user + nice + system + idle + iowait + irq + softirgq;
};

CpuTimes read_cpu_times() {
std::ifstream file("/proc/stat");
std::string line;
std::getline(file, line);
std::istringstream iss(line);
std::string cpu;
CpuTimes times{};
iss >> cpu
>> times.user >> times.nice >> times.system
>> times.idle >> times.iowait >> times.irq >> times.softirq;

return times;
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double compute_cpu_usage(const CpuTimes& prev, const CpuTimes& cur) {
unsigned long long prevldle = prev.idle + prev.iowait;

unsigned long long idle = cur.idle + cur.iowait;

unsigned long long prevTotal = prev.total();
unsigned long long total = cur.total();

unsigned long long totald = total - prevTotal;
unsigned long long idled = idle - prevldle;

if (totald == 0) return 0.0;

return 100.0 * (totald - idled) / totald;

void read_mem_usage(unsigned long long &mem_total, unsigned long long &mem_free) {
std::ifstream file("/proc/meminfo");
std::string key;
mem_total = mem_free = 0;

while (file >> key) {

if (key == "MemTotal:") file >> mem_total;
else if (key == "MemAvailable:") {

file >> mem free;

break;
} else {

file.ignore(std: :numeric_limits<std::streamsize>::max(), '\n');

int main() {
const auto interval = std::chrono::seconds(l);
auto prev = read_cpu_times();

std: :this_thread: :sleep_for(interval);
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std::cout << "C++ System Monitor (Linux, Ctrl+C to quit)\n";

while (true) {
auto cur = read_cpu_times();
double cpu_usage = compute_cpu_usage(prev, cur);

prev = cur;

unsigned long long mem_total, mem_free;

read_mem_usage (mem_total, mem_free);

std::cout << "CPU usage: " << cpu_usage << "%\n";

std::cout << "Memory used: " << (mem_total - mem_free) / 1024
<< " MB / Total: " << mem_total / 1024 << " MB\n";

std::cout << "-———————mmmmm—mm oo \n";

std::this_thread: :sleep_for(interval);

return 0;

Notes & Best Practices

« Summation of more than user/system/idle is recommended (iowait, irq, softirq) to
compute accurate CPU percentage GitHub
Docs.rs
Stack Overflow
Stack Overflow

o Parsing /proc/meminfo and reporting metrics in KB — MB conversion


https://github.com/alalvarez29/sys-watchdog
https://docs.rs/sysinfo/latest/sysinfo
https://stackoverflow.com/questions/5514119/accurately-calculating-cpu-utilization-in-linux-using-proc-stat
https://stackoverflow.com/questions/54809017/parsing-proc-stat-using-c
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References

o CPU usage from /proc/stat: 4Docs.rs

o Memory usage from /proc/meminfo:

Stack Overflow

Wikipedia

23.4 Summary Table

Feature Rust (using sysinfo) C++ (manual /proc parsing)

CPU usage Built-in via Calculated via jifty deltas from
sys.global_cpu_usage() /proc/stat

Memory sys.used_memory () and Parsed from /proc/meminfo:

usage sys.total_memory () MemTotal & MemAvailable

Process Available via Optional via manual

information sys.processes () /proc/[pid]/stat

Cross- Built-in support for Linux, Linux-specific via procfs

Platform Windows, macOS

Timer loop thread: :sleep(Duration...) | std::this_thread::sleep_for()

23.5 Educational Impact

e Demonstrates how Rust's ecosystem crates simplify system-level tasks with

safety and portability.



https://docs.rs/sysinfo/latest/sysinfo/struct.Cpu.html
https://stackoverflow.com/questions/54809017/parsing-proc-stat-using-c
https://en.wikipedia.org/wiki/Procfs
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o [llustrates how C++ gives direct low-level control and reinforces OS internals

knowledge.

o Highlights differences in concurrency models, error safety, and parsing paradigms.
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Advanced Topics and Language
Interoperability
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Chapter 24

C FFI and Cross-Language

Integration

24.1 Using Rust from C/C++

24.1.1 Why Integrate Rust with C/C++7?

» Leverage Rust's safety and modern features: Rust’s guarantees (memory

safety, ownership, concurrency) can enhance legacy C/C++ modules.

e Incremental migration: Replace critical modules incrementally using Rust,

while keeping most of existing C/C++ infrastructure intact.

« Seamless interop via Foreign Function Interface (FFI), using extern "C" and

ABI-compatible types (Rust-for-C-Programmers) rust-for-c-programmers.
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https://rust-for-c-programmers.com/ch25/25_4_interfacing_with_c_code_ffi.html
https://rust-for-c-programmers.com/ch25/25_4_interfacing_with_c_code_ffi.html
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24.1.2 Core Concepts and Mechanisms

« A. Rust Side: Publishing Functions

1. Use #[no_mangle] and pub extern "C" on exposed functions to preserve

symbol names and use C ABI:

#[no_mangle]
pub extern "C" fn add(a: i32, b: i32) -> i32 {

a+b

1. Annotate C-compatible structs with #[repr(C)] and use primitive types for
safety:

#[repr(C)]
pub struct MyStruct { x: i32, y: £32 }

1. Build as C-compatible dynamic library (cdylib) and optionally use
cbindgen to auto-generate C headers (.h) for the library:

[1ib]
crate-type = ["cdylib"]

Cbhindgen produces matching C declarations:
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// from cbindgen
extern "C" {

int32_t add(int32_t a, int32_t b);

sbmueller.github.io

slingacademy.com

B. C/C++ Side: Calling Rust

Include the generated header and link against the compiled Rust library:

extern "C" {

int add(int a, int b);

int result = add(2, 3);

Use standard build tools like CMake to compile and link Rust and C++ bits
together sbmueller.github.io.

C. Calling C from Rust

Rust can also invoke C functions using declarations:

extern "C" {

fn multiply(a: i32, b: i32) -> i32;

unsafe {

let result = multiply(3, 4);


https://sbmueller.github.io/posts/rustcpp
https://www.slingacademy.com/article/interfacing-rust-objects-with-c-c-ffi-and-repr-c-structs
https://sbmueller.github.io/posts/rustcpp
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Use libc::c_int or appropriate types to ensure matching C type sizes across

platforms Codez Up+13vanjacosic.com+13DEV Community-+13.

24.1.3 Memory and Ownership Across FFI

o Rust’s ownership model doesn’t apply across language boundaries; use
Box::into_raw / Box::from_raw when allocating a Rust object on the heap for

C to manage and free safely later Stack Overflow.

o All FFT calls must be wrapped in unsafe in Rust, and careful validation of

pointers and ownership is essential for avoiding undefined behavior Codez Up.

24.1.4 Tooling and Best Practices

« Bindgen: Automatically generates Rust bindings to existing C/C++ headers.
« Cbindgen: Generates C/C++ headers exposing Rust code to C/C++ projects.

 Use build automation (Cargo + CMake) or build.rs scripts to integrate both
side builds seamlessly Gist+4DEV Community+4slingacademy.com+-4.

o Carefully manage memory ownership and ensure ABI compatibility across

platforms.

24.1.5 Example Workflow

1. Define Rust


https://vanjacosic.com/posts/rust-ffi-to-c
https://stackoverflow.com/questions/66196972/how-to-pass-a-reference-pointer-to-a-rust-struct-to-a-c-ffi-interface
https://codezup.com/rust-foreign-function-interface-interoperability
https://dev.to/theembeddedrustacean/rust-ffi-and-bindgen-integrating-embedded-c-code-in-rust-26j6
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#[no_mangle]

pub extern "C" fn add(a: i32, b: i32) -> i32 { a + b }

Set crate-type to cdylib in Cargo.toml.

. Generate C Header using cbindgen:

extern "C" int32_t add(int32_t a, int32_t b);

. Call from C++:

#include "mylib.h"
extern "C" int add(int a, int b);
std::cout << add(5, 7);

. Build:

o Compile Rust with Cargo producing .so/.d11.
o Compile C++ and link Rust library.

. C—Rust example:

o Define C function int multiply(int, int).

o In Rust:

extern "C" {

fn multiply(a: libc::c_int, b: libc::c_int) -> libc

+
let r = unsafe { multiply(6, 7) };

::c_int;
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24.1.6 Comparison Summary

Table 1-1: Rust & C++ Integration Comparison

Integration @ Language FFI Key Types & Safety @ Tooling
Direction Interface

Rust — #[no_manglel #[repr(C)], cbindgen, Cargo
C/C++ extern "C" primitives

C/C++ — extern "C" libc::c_int, bindgen, Cargo
Rust declarations unsafe block

24.1.7 References

1. CodeZup (2025): Guide to Rust FFI with C and C++

sbmueller.github.io

Gist

vanjacosic.com
Stack Overflow

infobytes.guru

Codez Up

2. Rust-for-C-Programmers §25.4: FFT basics and type matching

rust—for—c—programmers .com

3. SlingAcademy: Interfacing Rust repr(C) structs with C/C++

slingacademy.com

4. Kochendorf et al.: Tutorial using CMake to build Rust + C example



https://sbmueller.github.io/posts/rustcpp
https://gist.github.com/zbraniecki/b251714d77ffebbc73c03447f2b2c69f
https://vanjacosic.com/posts/rust-ffi-to-c
https://stackoverflow.com/questions/71904069/how-can-i-export-a-function-written-in-rust-to-c-code
https://infobytes.guru/articles/rust-ffi-guide.html
https://codezup.com/rust-foreign-function-interface-interoperability
https://rust-for-c-programmers.com/ch25/25_4_interfacing_with_c_code_ffi.html
https://www.slingacademy.com/article/interfacing-rust-objects-with-c-c-ffi-and-repr-c-structs
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GitHub

5. Quin-Darcy’s Rust-C-FFI-guide GitHub: safe abstractions and memory patterns
GitHub

24.2 Writing shared libraries

24.2.1 Purpose & Overview

A shared library (or dynamic library) enables code reuse across binaries and
between languages at runtime. In Rust, this typically means compiling your crate

as a cdylib, which produces .so (Linux), .dylib (macOS), or .d11 (Windows) files
with C-compatible linkage. This commonly supports interoperability with C and C++
codebases.

Wikipedia

Rust Documentation

Writing Rust shared libraries for cross-language use is useful to:

» Expose safe, high-performance logic to C/C++ or other languages
* Replace modules in legacy applications incrementally

o Share libraries across multiple binaries without recompilation

24.2.2 Creating a Shared Library in Rust

« A. Cargo Project Configuration

In your Cargo.toml, set the crate to produce a cdylib artifact:


https://github.com/CarlHMitchell/rust-c-ffi-example-with-cmake
https://github.com/Quin-Darcy/rust-c-ffi-guide
https://doc.rust-lang.org/reference/linkage.html
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[1ib]
name = "mylib"

crate-type = ["cdylib"]
Rust will then compile a shared object file (e.g. 1ibmylib.so on Linux).
blog.asleson.org

 B. Exposing Symbols Through FFI

Use these attributes in Rust:

#[no_mangle]

— pub extern "C" for C ABI

C-compatible types (132, £64, *mut T, etc.)

#[repr(C)] structs to guarantee layout compatibility
Example:

#[no_mangle]
pub extern "C" fn sum(a: i32, b: i32) -> i32 {

a+b

#[repr(C)]

pub struct Point {
x: f64,
y: £64,


https://blog.asleson.org/2021/02/23/how-to-writing-a-c-shared-library-in-rust
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You may also include functions that allocate memory in Rust and expose return
pointers for C to free, carefully documented.
docs.rust-embedded.org

o C. Generating Headers with cbindgen

To simplify inclusion in C/C++, use cbindgen to generate corresponding .h files

automatically:

// auto-generated
int32_t sum(int32_t a, int32_t b);
struct Point { double x; double y; 1};

The header ensures type & calling convention compatibility.

Rust Documentation

24.2.3 Consuming Rust Shared Libraries from C/C++

« A. Header & Linkage
In C/C++:
// mylib.h (generated by cbindgen)
int32_t sum(int32_t a, int32_t b);

cppCopyEdit#include "mylib.h"

#include <iostream>

int main() {

std::cout << "Sum: " << sum(3, 4) << "\n";

Compile C++ with linking flags:


https://docs.rust-embedded.org/book/interoperability/rust-with-c.html
https://docs.rust-embedded.org/book/interoperability/rust-with-c.html
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g++ main.cpp -L/path/to/rust/target -lmylib -o app
export LD_LIBRARY_PATH=/path/to/rust/target:$LD_LIBRARY_PATH
-/app

Cargo may hash shared library filenames; cdylib eliminates the hash, making

linking cleaner.
Wikipedia

developers.redhat.com

« B. Build Integration

— Use cmake or Make to coordinate building C++ and Rust artifacts

— Or use Cargo's build.rs with cmake crate to invoke CMake directly within
Rust build workflow. GitHub
DEV Community

24.2.4 Interoperability and Memory Safety

e A. Ownership Across Boundaries

— extern "C" functions typically return pointers; deallocation must occur in
the original language (e.g. Rust code freeing Rust memory), or a custom

release function must be exposed. blog.asleson.org
« B. Wrapping Unsafe FFI

— Community practice: have a small *-ffi crate containing only unsafe extern

definitions

— Provide a higher-level, safe API in pure Rust that hides FFI internals from

callers. svartalf


https://en.wikipedia.org/wiki/SWIG
https://stackoverflow.com/questions/29444606/how-do-i-properly-link-to-a-rust-dynamic-library-from-c
https://github.com/sria91/rust_ffi_c_cpp
https://dev.to/sria91/a-tutorial-for-accessing-cc-functions-within-a-shared-library-dllsodylib-from-rust-1fp2
https://blog.asleson.org/2021/02/23/how-to-writing-a-c-shared-library-in-rust
https://svartalf.info/posts/2019-03-01-exposing-ffi-from-the-rust-library
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24.2.5 Safe Interop Between Rust and C++4 with cxx Crate

For safer C++ interop, the cxx crate (by D. Tolnay) provides bidirectional bindings

and type-safe interfaces:

o Define interfaces in Rust's #[cxx: :bridge]
e Supports std: :unique_ptr, std: :string, std: :vector, Result<T> in bridge

» Generates glue code both for Rust and C++, enabling passing of complex types
safely, not just C-ABI primitives cxx.rs

infobytes.guru

Example snippet:

#[cxx: :bridgel
mod ffi {
extern "Rust" {
fn make_point(x: £64, y: £64) -> UniquePtr<Point>;
}
unsafe extern "C++" {
include! ("point.h");
type Point;
fn get_x(self: &Point) -> f64;

24.2.6 Comparison Summary


https://cxx.rs
https://infobytes.guru/articles/rust-ffi-guide.html

409

Task

Manual C FFI
Approach

Using cxx Safe Bridge

API definition

extern "C", #[no_mangle],

C headers

Rust-defined FFI in #[cxx: :bridge]

Data types Only primitives and Rich types (std::string, unique_ ptr,
passed repr(C) structs Vec ete)

Memory Manual, cross-language free | Ownership conveyed via C++/Rust
ownership needed wrappers

model

Error handling

int error codes

Rust Result<T,E> mapped to C++

exceptions/return
Safety unsafe blocks needed for Safe, compile-time verified type
wrapping boundaries
Tool Moderate (Cargo + CMake | Moderate + codegen via cxx-build
complexity manual)

24.2.7 References

1. EricChiang blog: writing shared libraries in Rust & Linux PAM module example
(2021)
CXXCodez Up
Markaicode
nrec.github.io
infobytes.guru

ericchiang.github.io


https://cxx.rs
https://codezup.com/rust-interoperability-c-cpp
https://markaicode.com/cpp-rust-ffi-cxx-bridge-2025
https://nrc.github.io/big-book-ffi/overview.html
https://infobytes.guru/articles/rust-ffi-guide.html
https://ericchiang.github.io/post/rust-libs
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2. Asleson tutorial on writing C shared library in Rust using cdylib and libc types
(2021)

blog.asleson.org

3. Slint blog on exposing Rust library to C++ API, layering FFI pattern (2021)

slint.dev

4. Rust Interoperability Guide (codezup, 2024)
Codez Up

5. cbhindgen + build integration examples (dev.to & GitHub tutorials) GitHub DEV

Community

6. CXX crate documentation & tutorials (David Tolnay, 2025)
CXX

7. FFI best practices discussion (Big-book ffi project)
nrec.github.io

8. Foreign Function Interface overview on Wikipedia
Wikipedia

24.3 Interfacing Rust with Qt and WebAssembly

A. Rust Qt Integration

1. Motivations and Use Cases

e Combining Rust’s memory safety and concurrency strengths with Qt’s

mature GUI platform enables powerful desktop and embedded Uls using


https://blog.asleson.org/2021/02/23/how-to-writing-a-c-shared-library-in-rust
https://slint.dev/blog/expose-rust-library-to-other-languages
https://codezup.com/rust-interoperability-c-cpp
https://github.com/sria91/rust_ffi_c_cpp
https://dev.to/sria91/a-tutorial-for-accessing-cc-functions-within-a-shared-library-dllsodylib-from-rust-1fp2
https://dev.to/sria91/a-tutorial-for-accessing-cc-functions-within-a-shared-library-dllsodylib-from-rust-1fp2
https://cxx.rs
https://nrc.github.io/big-book-ffi/overview.html
https://en.wikipedia.org/wiki/Foreign_function_interface
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Rust for core logic and state management while retaining broadband Qt

interfaces.

o This approach supports embedding Rust-backed business logic in existing
Qt/C++ GUIs or building new hybrid applications where the Ul is Qt-
based.

Key references:

e The Rust Foundation & KDAB published best practices for Rust-Qt use,
focusing on thread safety, QObject exposure, and safe API boundaries ([Rust
Foundation blog, 2023]

The Rust Foundation).

e The Rust-FFI-guide by Michael-F-Bryan illustrates a real-world setup
using Qt as the GUI and Rust as the REST backend using FFI bridges
([GitHub rust-ffi-guide]

GitHub+1RustRepo+1).

2. Integration Tools

o CXX-Qt (from KDAB and the Rust community) is a bridging library
built on cxx + custom generation to allow Rust code to define QObject
subclasses, properties, signals, and slots accessible to C4++/QML. Tt
handles QObject lifecycle and safe threading integration between Rust and
Qt event loop ([KDAB cxx-qt GitHub)]

Qt GitHub).

o Example: using #[cxx_qt::qobject] to define a Rust struct that represents
a QObject, exposing properties and invokables accessible from C++ and
QML. Signals emit data back into the GUI via Qt’s event loop.


https://rustfoundation.org/media/best-practices-for-integrating-rust-and-qt-in-embedded-systems
https://github.com/Michael-F-Bryan/rust-ffi-guide
https://github.com/KDAB/cxx-qt
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3. Architectural Patterns

e Separation of concerns: Rust handles core business logic or data
processing; Qt (C++) handles Ul, rendering, and user interactions. Cross-

language communication occurs through safe bindings.

o Thread safety: Ul operations remain on the Qt event thread; Rust
background threads communicate via queued closures into the Qt loop via
qt_thread.queue(...) to preserve thread safety ([Rust Foundation blog]
The Rust Foundation).

o Example: Rust’s QObject methods invoke asynchronous computations in

background Rust threads and relay results to the Qt main thread via signals.

4. Summary Comparison

Feature Rust + CXX-Qt Bridge Manual FFI to Qt/C++

QObject From Rust using qobject C+-+ QObject, Rust calls via

definitions macros extern C

Signal /slot Macro-generated, type-safe Manual glue code

support

Thread safety | Native: Rust thread — Qt Manual synchronization
event loop

Binding Automated via cxx_qt Manual cbindgen or headers

generation

B. Rust - WebAssembly (WASM)

1. Why WebAssembly?


https://rustfoundation.org/media/best-practices-for-integrating-rust-and-qt-in-embedded-systems
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o Target browsers or WASI environments with high-performance, low-
footprint modules written in Rust. Rust and WASM combine performance
with safety and compatibility with JS ecosystems ([WebAssembly official,
W3C]
dev.to
Ferrous Systems
howtorust.com

infobytes.guru).
2. Tooling Workflow

« wasm-bindgen and wasm-pack are the primary tools to compile Rust
code to WebAssembly and generate JavaScript or TypeScript-friendly
bindings. wasm-pack automates building, packaging, and publishing of
WASM modules ([Infobytes guide, 2025]
infobytes.guru).

3. Example Use Case

o A numeric computation API in Rust exposed via #[wasm_bindgen],

compiled to .wasm.
o JavaScript code imports and uses it in a browser Ul or web app.
e Toolchain approach:
— Add wasm-bindgen = "0.2" in Cargo.toml
— Use #[wasm_bindgen] on public functions/structs

— Run wasm-pack build --target web to generate JS + WASM bundle
— Import generated module into HTML/JS app

4. Performance and Integration Notes


https://dev.to/wasmer/embedding-webassembly-in-your-rust-application-33n4
https://ferrous-systems.github.io/qt-training-2023/setup.html
https://en.wikipedia.org/wiki/WebAssembly
https://infobytes.guru/articles/rust-wasm-getting-started.html
https://infobytes.guru/articles/rust-wasm-getting-started.html
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o Rust-to-WASM modules have nearly native execution performance for

computational tasks and can interact smoothly with Web APIs and

JavaScript via wasm-bindgen.

o Wasm-bindgen handles string, array, and error conversion between Rust and

JS with minimal overhead.

o Benefits include portability, sandboxed execution, and consistent behavior in
browsers and WASI runtimes ([Codezup, 2025]

infobytes.guru

codezup.com).

Summary of Interfacings

Integration Rust Integration Tooling Use Case

Type Approach

Rust — Use CXX-Qt to CXX-Qt, cxx, Embedded GUI/app

Qt/C++ GUI define Rust QODbject macros with Rust logic
QObjects

Rust — Web Compile Rust to wasm-bindgen, Web frontend logic,

(WASM) WebAssembly and wasm-pack computation

JS glue code

Key References

1. KDAB / Rust Foundation blog on Rust-Qt best practices (2023)
The Rust Foundation

ferrous-systems.github.io



https://infobytes.guru/articles/rust-wasm-getting-started.html
https://codezup.com/rust-webassembly-cross-platform-applications
https://rustfoundation.org/media/best-practices-for-integrating-rust-and-qt-in-embedded-systems
https://ferrous-systems.github.io/qt-training-2023/setup.html
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. Michael-F-Bryan’s rust-fli-guide featuring Qt + Rust REST client example
GitHub

. KDAB-supported CXX-Qt binding library for safe Rust-Qt integration
QT GitHub

. WebAssembly (W3C spec / background context)

en.wikipedia.org

. wasm-pack/WebAssembly toolchain guide by Infobytes (2025)

infobytes.guru

. Codezup article on building Rust + WebAssembly apps (2025)

codezup.com


https://github.com/Michael-F-Bryan/rust-ffi-guide
https://github.com/KDAB/cxx-qt
https://en.wikipedia.org/wiki/WebAssembly
https://infobytes.guru/articles/rust-wasm-getting-started.html
https://codezup.com/rust-webassembly-cross-platform-applications

Chapter 25

Embedded Systems Programming

25.1 Embedded Development in Both Languages

25.1.1 Why Use C++ or Rust in Embedded Systems?

e C++ has been a mainstay in embedded programming for decades, offering direct
hardware control, deterministic behavior, and mature vendor tooling across ARM,
AVR, ESP, and more Wikipedia

polyelectronics.us.

e Rust, while newer, increasingly populates embedded ecosystems due to its
compile-time memory safety, zero-cost abstractions, and concurrency
guarantees—all without garbage collection

pictor.us.

The Embedded Working Group’s Embedded Rust Book and Embedonomicon

provide structured guidance for bare-metal development in Rust
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https://en.wikipedia.org/wiki/Embedded_C%2B%2B
https://polyelectronics.us/the-rust-programming-language-for-embedded-systems
https://www.pictor.us/why-rust

417

docs.rust-embedded.org. Meanwhile, Doulos and embedded training providers now offer

dedicated courses on using Modern C++420/23 on microcontrollers

doulos.com.

25.1.2 Ecosystem & Community Maturity

behavior possible. pictor.us,

intechhouse.com

Feature C++ Embedded (e.g. Rust Embedded
Embedded C++)
Industry Long-established, Rapidly maturing, now
maturity mainstream support from production-capable via Tock OS,
vendors, compilers & RTOS. | RTIC, embedded-hal ecosystem.
doulos.com, Wikipedia Wikipedia, docs.rust-embedded.org
Safety Manual discipline, optional | Ownership model, no null/dangling
guarantees static tools; undefined pointers at runtime; enforced borrow

checker. pictor.us

Compiler and

code size

Full optimization plus
ability to exclude
RTTI/exceptions
(Embedded C++).

Wikipedia, cppcat.com

No runtime overhead; zero-cost
abstractions; deterministic resource

cleanup through ownership.
Wikipedia

25.1.3 Language Features & Tooling

e A. Modern C++ Features Applicable to Embedded

— constexpr, std: :array instead of dynamic allocation



https://docs.rust-embedded.org/book
https://www.doulos.com/news-pr-events/course-update-modern-cplusplus-for-embedded-microcontrollers
https://www.doulos.com/training/arm-and-embedded-software/embedded-ccplusplus
https://en.wikipedia.org/wiki/Embedded_C%2B%2B
https://en.wikipedia.org/wiki/Tock_(operating_system)
https://docs.rust-embedded.org/book
https://www.pictor.us/why-rust
https://intechhouse.com/blog/which-programming-language-for-embedded-systems-offers-the-most
https://www.pictor.us/why-rust
https://en.wikipedia.org/wiki/Embedded_C%2B%2B
https://cppcat.com/c20-in-embedded-development
https://en.wikipedia.org/wiki/Rust_(programming_language)
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— Templates and static polymorphism to optimize away virtual dispatch

— Ability to disable RTTI, exceptions, and dynamic allocation for minimal
footprint
cppcat.com

— Support for real-time interrupt handlers, memory-mapped 1/0, etc.,
demonstrated in books like Real-Time C++ (C+420 focus)

link.springer.com
 B. Rust Embedded Features

— no_std mode to build for bare-metal without standard runtime

— Cross-platform abstractions in embedded-hal and RTIC (Real-Time
Interrupt-driven Concurrency) for Cortex-M, RISC-V
cppcat.com

— Use of safe abstractions without sacrificing performance—supported by

benchmarks comparing performance parity with C++

arXiv

25.1.4 Real-World Projects

o Tock OS: A Rust-based microkernel RTOS for Cortex-M and RISC-V
microcontrollers, used in secure IoT systems
Wikipedia.

o Ariel OS (2025): A multicore microcontroller OS in Rust, demonstrating low

overhead and safe concurrency for embedded devices arXiv.

o For C+4+, courses and guides like Modern Embedded Microcontroller Programming
show usage of ARM peripherals via C++20 in bare-metal environments

doulos.com.


https://cppcat.com/c20-in-embedded-development
https://link.springer.com/book/10.1007/978-3-662-62996-3
https://cppcat.com/rust-vs-c-for-embedded-systems
https://arxiv.org/abs/2209.09127
https://en.wikipedia.org/wiki/Tock_(operating_system)
https://arxiv.org/abs/2504.19662
https://www.doulos.com/news-pr-events/course-update-modern-cplusplus-for-embedded-microcontrollers
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25.1.5 Challenges & Considerations

« Toolchain & Debug Support: C++ debugging, real-time tracing, and profiling
tools are mature and widely supported. Rust support is growing but still catching
up on JTAG/SWD integration and vendor-specific debuggers tweedegolf.nl

docs.rust-embedded.org.

o Static Analysis & SAST: While Rust code benefits from built-in safety, tools
for static analysis are still evolving, especially for embedded Rust features

arXiv.

o Legacy Compatibility: C++ allows smooth decoupling from C codebases; Rust
requires more tooling (e.g. transpilers) to replace or interoperate with existing
embedded C/C++ systems

arXiv.

25.1.6 Example Usage

« A. Sample Embedded Rust Project

— Target: ARM Cortex-M

Use #! [no_std], cortex-m-rt, panic-halt, embedded-hal, and RTIC for

concurrency

Example: blink LED, set up interrupts, manage peripherals

See the Embedded Rust official book and examples on GitHub

docs.rust-embedded.org
« B. Sample C++20 Embedded Project

— Target: ARM microcontroller


https://tweedegolf.nl/en/blog/39/why-rust-is-a-great-fit-for-embedded-software
https://docs.rust-embedded.org/book
https://arxiv.org/abs/2311.05063
https://arxiv.org/abs/2311.05063
https://docs.rust-embedded.org/book
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— Use bare-metal C++, memory-mapped registers via constexpr uintptr_t

pointers
— No dynamic allocation; use templates to define driver abstractions

— Example firmware from Doulos real-time course demonstrates bare-metal
GPIO, interrupts, and timer drivers in C++20/23
doulos.com

cppcat.com

25.1.7 Summary & Best Practices

o Safety: Rust wins in compile-time safety; C++ offers flexibility but requires

strict coding discipline or tool use.

e Performance: Both produce highly efficient code; Rust’s zero-cost abstractions

are comparable to optimized C++ code.

e Tooling maturity: C+-+ has hardware-accelerated debugging, IDEs, and vendor
tools. Rust can interoperate, but tooling in embedded environments is still

evolving.

o Ecosystem variability: C++ libraries are abundant; Rust embedded libraries

are growing but still newer.

» Adoption strategy: Hybrid approach is viable—use C++ for existing codebases

and new Rust modules for safety-critical or concurrency-sensitive components.

25.1.8 References

1. Embedded Rust Book & Embedonomicon — Rust embedded foundations

pictor.us


https://www.doulos.com/news-pr-events/course-update-modern-cplusplus-for-embedded-microcontrollers
https://cppcat.com/c20-in-embedded-development
https://www.pictor.us/why-rust
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cppcat.com

docs.rust-embedded.org

2. Rust vs C++ Embedded Comparison (CPP Cat, June 2025)

cppcat.com

3. Memory safety and ownership in Rust vs C++ (Pictorus)

pictor.us

4. Doulos modern C++ embedded training highlights C+4-20 use in microcontrollers
doulos.com

doulos.com

5. Real-Time C++ book demonstrating C++20 on microcontrollers

link.springer.com

6. Rust Embedded OS projects: Tock OS and Ariel OS
Wikipedia

arXiv

7. Rust embedded ecosystem survey & challenges report

arXiv

8. Benchmarks: Rust vs C++ performance (2022)

arXiv

25.2no_std and Hardware Abstraction Layers

25.2.1 The no_std Approach in Rust

e Purpose of no_std: Embedded systems often lack operating system support

and runtime (heap, I/O, OS services). Rust’s #! [no_std] attribute disables


https://cppcat.com/rust-vs-c-for-embedded-systems
https://docs.rust-embedded.org/book
https://cppcat.com/rust-vs-c-for-embedded-systems
https://www.pictor.us/why-rust
https://www.doulos.com/news-pr-events/course-update-modern-cplusplus-for-embedded-microcontrollers
https://www.doulos.com/training/arm-and-embedded-software/embedded-ccplusplus/modern-cplusplus-for-embedded-microcontrollers
https://link.springer.com/book/10.1007/978-3-662-62996-3
https://en.wikipedia.org/wiki/Tock_(operating_system)
https://arxiv.org/abs/2504.19662
https://arxiv.org/abs/2311.05063
https://arxiv.org/abs/2209.09127
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the standard library and relies only on the core library, reducing binary size
and removing runtime dependencies. This pattern is essential for firmware,
bootloaders, or microcontroller code

DEV Community.

o Typical boilerplate:

#! [no_std]
#! [no_main]

use core::panic::PanicInfo;

#[panic_handler]
fn panic(_info: &PanicInfo) -> ! {
loop {}

#[no_mangle]
pub extern "C" fn _start() -> ! {
loop {}

This minimal structure avoids heap or standard runtime--ideal for
microcontrollers

DEV Community.

o Optimizations for size: Use Cargo profile config to optimize for size and

disable unwinding;:


https://dev.to/aaravjoshi/rust-for-embedded-systems-maximizing-safety-without-sacrificing-performance-3hio
https://dev.to/aaravjoshi/rust-for-embedded-systems-maximizing-safety-without-sacrificing-performance-3hio

423

[profile.release]
1to = true
opt-level = "z"
codegen-units = 1

panic = "abort"

These practices reduce firmware footprint significantly in constrained

environments DEV Community.

25.2.2 Rust Hardware Abstraction Layer: embedded-hal

« embedded-hal crate: Defines generic, platform-agnostic traits for digital 1/0,
SPI, 12C, timers, etc., enabling driver portability across platforms
Stack Overflow.

o Design goals: Minimal API surface, zero overhead, composable driver
ecosystem. It supports blocking and async styles through companion crates
(embedded-hal-async, embedded-hal-nb, embedded-hal-bus)

Docs.rs.

o Example driver with generics:

pub struct TemperatureSensor<I2C> { i2c: I2C }
impl<I2C: embedded_hal::i2c::I2¢> TemperatureSensor<I2C> {
pub fn read_temp(&mut self) -> Result<u8, I2C::Error> {
let mut buf = [0];
self.i2c.write_read (ADDR, &[REG], &mut buf)?;
Ok (buf [0])


https://dev.to/aaravjoshi/rust-for-embedded-systems-maximizing-safety-without-sacrificing-performance-3hio
https://github.com/rust-embedded/embedded-hal
https://docs.rs/embedded-hal/latest/embedded_hal
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Works with any HAL-compatible platform driver
Systemscape

Docs.rs.

« Platform-specific HAL crates: Examples include stm32-hal2 (STM32),
esp-lp-hal (RISC-V ESP32 variants), all implementing embedded-hal traits in
no_std environments
Lib.rs.

« HAL design patterns: The Embedded Rust Book offers guidelines on naming,
modularity, and trait use to ensure predictable, interoperable HALSs

docs.rust-embedded.org.

25.2.3 Hardware Abstraction Layers in C++

o Common C++ pattern: Use abstract interfaces or classes for HAL to isolate
hardware-specific details (e.g. GPIO, UART). The application interacts only with
interfaces, not registers directly
codewithc.com
embeddedrelated.com

embeddedrelated.com.

e Modern C++ Embedded Practices:

— Use C++17/20 constexpr and templates to eliminate overhead.

— Minimize use of exceptions and dynamic allocation; rely on static allocation,

custom allocators, or none.

— Vendor HAL libraries (e.g. STM32Cube HAL) are often used with C++

projects, wrapping around autogenerated code via extern "C” interfaces


https://www.systemscape.com/blog/2024/state-of-embedded-rust-2
https://docs.rs/embedded-hal/latest/embedded_hal
https://lib.rs/crates/stm32-hal2
https://docs.rust-embedded.org/book/design-patterns/hal/index.html
https://www.codewithc.com/hardware-abstraction-layers-in-embedded-c
https://www.embeddedrelated.com/showarticle/1579.php
https://www.embeddedrelated.com/showarticle/1596.php
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codewithc.com

barenakedembedded.com.
o Abstract interface example:

struct GPIO {
virtual void setHigh() = 0;
virtual void setLow() = 0;
virtual bool read() = 0;
virtual ~GPIO() = default;
};

Platform-specific implementations inherit from this interface and perform actual

register manipulation
beningo.com

embeddedrelated.com.

o Benefits: decoupling logic from hardware, easier mocking for testing, improved

portability across microcontrollers
beningo.com

codewithc.com.

25.2.4 Comparison: Rust vs. C++ HAL Approaches

Feature Rust (no_std,
embedded-hal)

C++ (Custom HAL)

Standard Fully opt-in; uses core only

library usage

Full std allowed depending on target;

dynamic memory often avoided



https://www.codewithc.com/the-chronicles-of-embedded-c-navigating-through-hardware-abstraction-layers
https://barenakedembedded.com/how-to-use-cpp-with-stm32-hal
https://www.beningo.com/how-to-write-epic-hardware-abstraction-layers-hal-in-c
https://www.embeddedrelated.com/showarticle/1579.php
https://www.beningo.com/how-to-write-epic-hardware-abstraction-layers-hal-in-c
https://www.codewithc.com/hardware-abstraction-layers-in-embedded-c
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Feature

Rust (no_std,
embedded-hal)

C++ (Custom HAL)

Trait-based

abstraction

Type safety
and

ownership

Portability

Toolchain

Generic traits like I2c, Spi,
implemented by HAL crates

Enforced by borrow checker

and generics

Drivers generic over trait,
same code on multiple

targets

Cargo with no_std,
Cortex-M support, linkers,

optimizers

Interface classes and virtual

inheritance or templates

Manual discipline, possible to misuse

pointers or memory

HAL needs re-implementations per

platform

GCC/Clang, vendor-specific tools,
possibly RTOS integration

25.2.5 Real-World Ecosystem Highlights

« embedded-hal v1.0 released in January 2024, with stable traits and migration

guide from v0.2

GitHub

DEV Community

GitHub

Lib.rs.

o stm32-hal2 supports STM32 MCUs in fully no_std environment, updated in

mid-2025

Lib.rs.



https://github.com/gbmhunter/MHal
https://dev.to/aaravjoshi/rust-for-embedded-systems-maximizing-safety-without-sacrificing-performance-3hio
https://github.com/rust-embedded/embedded-hal
https://lib.rs/crates/embedded-hal
https://lib.rs/crates/stm32-hal2
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 esp-lp-hal supports ESP32-C6/S2/S3 RISC-V chips, providing blocking and
async HAL implementations, all no_std
Lib.rs.

o C++ embedded HAL practices informed by well-known community sources, such
as Mbedded Ninja tutorials or CodeWithC posts, demonstrating modern patterns
for portable and testable embedded HALS
blog.mbedded.ninja.

25.2.6 Summary & Best Practices

o Use Rust's no_std to build minimal, deterministic binaries for microcontrollers.

e Adopt embedded-hal traits to write device drivers that work across hardware

boards.

e In C++, define clear interface abstraction layers to decouple application logic

from hardware details.

« Maintain consistent design patterns: layering HAL interfaces, separating

implementation, using templates or generics to avoid virtual overhead.

» For both languages, design HAL layers to allow host-based testing and easier

port to new hardware.

25.3 Binary Size and Real-Time Performance

Comparison


https://lib.rs/crates/esp-lp-hal
https://blog.mbedded.ninja/programming/languages/c-plus-plus/designing-a-hal-in-cpp
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25.3.1 Overview

When programming embedded systems, two critical metrics arise: binary size
(impacting flash usage and startup time) and real-time execution performance
(determinism and responsiveness). This section compares these metrics for Rust (in

no_std mode) and Modern C++ (C++20/C++23) in embedded contexts.

25.3.2 Binary Size Comparison

o A 2022 LCTES paper “Tighten Rust’s Belt: Shrinking Embedded Rust Binaries”
documents a real-world Rust firmware that was initially ~79% larger than the
equivalent C version. Applying specific idioms (e.g. minimal generics, avoid
unwinding, reduce trait objects) reduced binary size by up to 26%—equating to
23-76 KB reductions depending on base size.

sing.stanford.edu

o Common causes of Rust binary bloat include extensive monomorphization, trait
object overhead, implicit runtime checks, and unavailable compiler optimizations.

sing.stanford.edu

e Optimization techniques—such as opt-level = "z" 1lto = true,
codegen-units = 1, and panic = "abort"—can reduce binary size by ~30-40%.
When combined with strip, size reductions of 43% are commonly reported.

Markaicode

e In contrast, C++4 embedded binaries are often inherently smaller when carefully
configured (e.g. no RTTI, no exceptions, LTO stripping symbols), especially in
constexpr-heavy, header-only or template-based designs. SimplifyCPP.org


https://sing.stanford.edu/site/assets/publications/rust-lctes22.pdf
https://sing.stanford.edu/site/assets/publications/rust-lctes22.pdf
https://markaicode.com/binary-size-optimization-techniques
https://simplifycpp.org/?id=a0141
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25.3.3 Real-Time Performance Comparison

o Performance benchmarks comparing Rust and C++ for everyday data structures
and algorithms show that Rust performance matches or slightly surpasses
C++, with minor differences depending on implementation details. Some
algorithms (e.g. Merge Sort) have shown Rust to outperform C++, while C++
leads on others like Insertion Sort.

arxiv.org

« Real-world embedded benchmarks, as summarized by CPP Cat (June 2025),
confirm that Rust performance is comparable to C++, with differences typically

within 5-10%, while Rust offers stronger memory safety.
CPP Cat

o In safety-critical domains, meta-analysis indicates Rust codebases exhibit up
to 7T0% fewer memory errors and 30% faster execution on average in
production systems switching from C++ to Rust.

Markaicode

25.3.4 Embedded Systems Context

e In embedded (no_std) builds, both languages generate highly optimized

binaries when configured properly:

— Rust deployments in no_std + embedded-hal contexts avoid standard
library bloat; refined use of generics and avoidance of dynamic features is

essential to minimize size. sing.stanford.edu, CPP Cat

— C++ embedded code, using static initialization, constexpr and no-
RTTTI builds, typically produces extremely lean binaries when exceptions and

dynamic allocation are disabled. CPP Cat


https://arxiv.org/pdf/2209.09127
https://cppcat.com/rust-vs-c-for-embedded-systems
https://markaicode.com/rust-vs-cpp-performance-2025
https://sing.stanford.edu/site/assets/publications/rust-lctes22.pdf
https://cppcat.com/rust-vs-c-for-embedded-systems
https://cppcat.com/rust-vs-c-for-embedded-systems
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o For deterministic real-time tasks, both languages offer low-overhead abstractions,
but Rust’s zero-cost traits and ownership safety can reduce risk of runtime faults

that might otherwise impact timing. arxiv.org

25.3.5 Summary Table

Metric Rust (no_std) Modern C++ (C++420/23,
embedded config)
Binary Size | 19-30% larger than C++ Smaller by default; with LTO,
(optimized in naive build; can narrow strip, no RTTI/exceptions
release) with size idioms (<25KB). yields minimal size (tens of
Markaicode, Stack Overflow KB). SimplifyCPP.org, CPP
Cat
Typical 30-40% by using Comparable with -0s -flto,
optimized opt-level="z", LTO, strip static linking minimized.
size symbols. Markaicode, Stack
reduction Overflow
Runtime Comparable or slightly faster Often matches Rust when
performance | on data-structures and optimized; expert code may be
compute tasks (within 5%). faster.
arxiv.org
Real-time Strong ownership and borrow | Mature low-level control; but
determinism | checking reduces memory more manual memory
faults. discipline.



https://arxiv.org/pdf/2209.09127
https://markaicode.com/binary-size-optimization-techniques
https://stackoverflow.com/questions/29008127/why-are-rust-executables-so-huge
https://simplifycpp.org/?id=a0141
https://cppcat.com/rust-vs-c-for-embedded-systems
https://cppcat.com/rust-vs-c-for-embedded-systems
https://markaicode.com/binary-size-optimization-techniques
https://stackoverflow.com/questions/29008127/why-are-rust-executables-so-huge
https://stackoverflow.com/questions/29008127/why-are-rust-executables-so-huge
https://arxiv.org/pdf/2209.09127

431

Metric Rust (no_std) Modern C++ (C++20/23,
embedded config)

Safety Strong compile-time safety:; Traditional C++ may require

trade-offs fewer runtime crashes. static analysis to avoid bugs.

25.3.6 Best Practices for Embedded Developers

Rust:

o Use no_std and strip down features not needed (e.g. default allocator or panic

behavior).
o Avoid extensive monomorphization—limit generic instantiations.
e Minimize use of dyn Trait; prefer concrete types when possible.

o Always build release with size optimization flags and strip symbols.
sing.stanford.edu

Markaicode

CH++:

e Build with -0s, -fno-exceptions, -fno-rtti, use constexpr and templates to

eliminate code paths.
e Use Link-Time Optimization and strip symbols.

e Audit code for minimal runtime overhead and deterministic behavior.


https://sing.stanford.edu/site/assets/publications/rust-lctes22.pdf
https://markaicode.com/binary-size-optimization-techniques
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25.3.7 Industry & Research Insights

o The LCTES 22 study documented above shows real embedded applications where
Rust binaries can be 20-30% larger than C but can be narrowed significantly via
idiomatic optimizations.

Markaicode

sing.stanford.edu

o The MSU benchmarking study (2022) finds that Rust’s runtime is generally on
par with, or slightly better than, C++ for standard routines.

arxiv.org

o CPP Cat’s 2025 industry survey and data reflect increasing adoption of Rust in
embedded systems, with binary size and performance trade-offs well understood
and manageable. Rust’s memory safety is frequently prioritized over minimal
binary size in embedded safety-critical systems.

CPP Cat
Markaicode

25.3.8 Conclusion

o C++ typically leads in producing the smallest possible binary when aggressively
configured for embedded targets.

e Rust can produce slightly larger binaries if naive, but with optimization
techniques it can approach parity, while offering significantly better memory

safety.

o For real-time performance, both languages are broadly comparable, especially
when code is well-optimized; Rust may even outperform in certain data-path

heavy scenarios due to safer concurrency and deterministic memory access.


https://markaicode.com/binary-size-optimization-techniques
https://sing.stanford.edu/site/assets/publications/rust-lctes22.pdf
https://arxiv.org/pdf/2209.09127
https://cppcat.com/rust-vs-c-for-embedded-systems
https://markaicode.com/rust-vs-cpp-performance-2025

433

o In safety-critical embedded systems where reliability and security matter more
than a few KB of flash, Rust is gaining traction for its guarantees and near-

C++ performance.



Part X

Conclusion and Future Outlook
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Chapter 26

Which Language Should You Use
and When?

26.1 Use Cases Where Rust Excels

Rust has rapidly become the go-to language for several domains where memory safety,
high performance, concurrency, and modern tooling matter. Here are key areas where

Rust stands out:

26.1.1 Memory-Safe Systems & Security-Critical Components

o Rust’s ownership model ensures memory safety without a garbage collector,
eliminating common bugs such as null-pointer dereferencing, buffer overflows,
and use-after-free errors. This safety comes with zero runtime cost. (mergeSociety

2025)

o In corporate and infrastructure codebases, Rust has proven effective: AWS’s

Firecracker microVM, Cloudflare’s Pingora proxy, Microsoft Azure IoT Edge,
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and Linux kernel drivers use Rust for performance-sensitive, security-critical

workloads. (Wikipedia: Rust language, news24)

o Across 50+ real-world projects that migrated to Rust, Rust showed ~70% fewer

memory errors and up to 30% faster execution times. (Markaicode 2025)

26.1.2 Concurrency-Intensive Applications

» Rust’s concurrency model enforces thread safety at compile time—avoiding data
races and enabling safe multi-threaded programming with primitives such as Arc,
Mutex, and channels. This helps avoid subtle concurrency bugs common in C++.
(SlingAcademy 2024)

o Benchmarks show Rust outperforming C++ on parallel workloads in
computational physics simulations, sometimes by a factor of 5x due to safe
concurrency and simpler abstractions.

(ArXiv 2024)

26.1.3 WebAssembly Projects

o For WebAssembly (WASM) development in 2025, Rust leads in both performance
and tooling support compared to C++. With new WebAssembly 3.0 features (e.g.
GC support, direct DOM access), Rust's integration continues to widen the gap.
(Markaicode 2025)

o WASM modules written in Rust are used for high-performance browser
applications, games, and embedded WebAssembly runtimes due to minimal

overhead and strong safety guarantees. (web assembly article)


https://arxiv.org/abs/2410.19146
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26.1.4 Embedded Systems and IoT with Memory Constraints

e Tock OS, a microkernel RTOS for microcontrollers (ARM, RISC-V), is written
in Rust to leverage safety and robustness in resource-constrained environments.

(Wikipedia: Tock OS)

e Rust’s no_std ecosystem supports embedded hardware programming with
embedded-hal, RTIC concurrency, and zero-cost abstractions—ideal for IoT

firmware development.
(ArXiv 2023)

« Studies find Rust safer than C/C++ in embedded environments while delivering

comparable code size and performance.
(ArXiv 2023)

26.1.5 New Systems Programming Domains & Kernel

Development

« Since late 2022, Rust has been accepted into the Linux kernel mainline (v6.1+)

and kernel drivers are now written in Rust to improve memory safety in low-level
code. (Wikipedia: Rust for Linux)

o Aerospace systems increasingly adopt Rust; a 2024 case study showed Rust
replacing parts of C-based systems to eliminate vulnerabilities in satellite RT'OS

code.
(ArXiv 2024)


https://arxiv.org/abs/2311.05063
https://arxiv.org/abs/2311.05063
https://arxiv.org/abs/2405.18135

439

26.1.6 Game Engines, High-Performance Tools, & Backend

Services

e Major game studios migrating to Rust report fewer crashes, improved
performance, and faster development cycles—evidence of Rust handling heavy

real-time and parallel workloads reliably. (Markaicode 2025)

» Rust is increasingly used in backend infrastructures: Firecracker microVM,
Linkerd proxy, npm authentication services, Pingora CDN proxy, and more—all
benefit from Rust’s performance and safety. (Wikipedia: Rust language, Rustls

module)

26.1.7 Summary

Rust excels when:

e Memory safety is paramount—especially in concurrent systems, kernel drivers,

device IoT, and security-critical infrastructure.

o Concurrency demands thread-safety without sacrificing performance or risking

data races.

e WebAssembly compatibility is needed, with superior tooling and performance in
2025 WASM ecosystems.

« Embedded environments require efficiency, safety, and no garbage collector.
o Mission-critical systems demand reliability and low crash rates.

« Legacy C/C++ code is being incrementally replaced with safer, modern, and

performant Rust modules.
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26.2 Scenarios Where C++ Is Still King

Despite Rust’s growing popularity, there remain clear domains where C+-+ continues
to dominate thanks to unmatched ecosystem maturity, performance control, and deep

industry adoption.

26.2.1 Game Engines and Real-Time Graphics

« AAA game engines, such as Unreal and Unity, remain deeply rooted in C++.
Game studios rely on C++’s deterministic performance and fine-grained control
over memory and hardware pipelines—something only C++ currently offers at

scale. (industrywired.com)

o While Rust is gaining traction with projects like Bevy and Rapier, mainstream
game engine work is still overwhelmingly C++. The ecosystem of tooling
(graphics APIs, asset pipelines, shader languages) is built around C++.

(markaicode.com)

26.2.2 High-Frequency Trading & High-Performance Finance

« Financial systems such as low-latency trading platforms, quantitative models,
and risk engines require microsecond performance, deterministic memory usage,
and proven reliability under regulatory scrutiny—all strengths that C++ reliably

delivers. (codewithc.com)

e Though Rust is used in some backend services with success, C++ continues to be

the default in latency-critical financial domains. (newtum.com)


https://markaicode.com/rust-replacing-cpp-game-engines-2025
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26.2.3 Legacy Codebases & Long-Lived Systems

o Numerous large-scale applications—spanning operating systems, graphics
engines, compilers, network stacks, and simulations—are built in C++-.
Migrating or rewriting them in Rust is often impractical given the cost, risk,
and depth of dependencies. Ongoing maintenance in C++ is therefore essential.

(industrywired.com)

o The established ecosystem of libraries, toolchains, IDEs, debuggers, and static
analyzers for C++ remains unmatched. C++ developers benefit from decades of

optimization and standards maturity. (simplifycpp.org)

26.2.4 Embedded and Real-Time Systems

e C++ remains dominant in embedded systems, real-time, and safety-critical
applications where fine-tuned memory control, static allocation, and predictable

execution timing are vital. (industrywired.com, codewithc.com)

o While embedded Rust is gaining momentum, C++ has broader compiler support,
wider tools (e.g., hardware debuggers, RTOSs), and existing codebases in

microcontrollers and firmware. (codewithc.com)

26.2.5 Systems Programming & Compiler Tooling

o Core system software—OS kernels, drivers, compilers, database engines—

continue to be written or maintained in C4++.

e The Linux kernel itself includes C and minimal C++ sections; Rust is new to
kernel development and not yet mainstream for system-level code.

(arxiv.org)


https://arxiv.org/abs/2405.18135
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o (C++ proficiency remains essential for components that require precise control

over memory layout, ABI compatibility, or low-level optimization.

26.2.6 Maximal Performance Tuning

o For teams needing absolute control over low-level performance—e.g. custom

allocators, custom memory pools, SIMD intrinsics—C-++ offers flexibility and

lean abstractions. Rust accomplishes similar goals safely, but sometimes with

added compile-time abstraction overhead.

o Benchmarks show Rust is often as fast or slightly faster (~within 5%) on general

use cases, but some specialized optimizations still favor C++ experts.

(arxiv.org)

26.2.7 Summary Table

Scenario

Why C++ Still Leads

Rust’s Position

Game Engines
/ Graphics

High-Frequency
Finance

Legacy /
Maintenance

Mature tooling, zero-cost
abstractions, graphics API

integration

Lowest latency, mature

ecosystem

Massive existing codebases,
standard libraries, industrial

inertia

Emerging engines, incomplete

ecosystem

Rust is used, but adoption

limited

Rust serves as an interop option
via FFI



https://arxiv.org/abs/2209.09127
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Scenario Why C++ Still Leads Rust’s Position
Embedded / Established toolchains, Growing, but tools and legacy
Real-Time deterministic performance, compatibility lag
Systems industry support
System-level / Native compiler /linker Early adoption in kernel but
Kernel Code control, C ABI, Deep OS not widespread
integration
Fine-Grained Custom memory control, Rust compiler often
Performance intrinsics, and auto-optimize, but manual
Tuning platform-specific tuning in C4++ remains
optimizations unmatched

26.2.8 Industry Data & Trends

e C++ remains highly demanded, ranking among top 4 languages for
employers in 2025. (simplifycpp.org, codewithc.com)

o Developer surveys show C++ usage holds steady at ~20% of respondents,
with many industries planning future growth in embedded, game, systems, and
performance-critical applications.

(jetbrains.com, coders.dev)

o While Rust is fast-growing, many organizations adopt Rust gradually or for new

modules, not full rewrites of mission-critical systems. (dev.to)


https://www.jetbrains.com/lp/devecosystem-2022/cpp/
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26.2.9 Conclusion

C++ remains indispensable in domains where absolute performance, hardware

interaction, established ecosystem, and legacy continuity are non-negotiable:

o AAA game engines

o Real-time finance systems

« Long-lived codebases (OSes, embedded firmware)
o Safety-critical, real-time embedded applications

e Fine-tuned, low-level performance systems

Rust excels in many modern use cases but does not yet replace C++ where decades of

infrastructure, tools, and industry processes lie behind existing systems.

26.3 Should You Learn Both? The Benefits of Dual
Fluency

26.3.1 Broader Career Flexibility and Market Demand

o As of mid-2025, C++ remains firmly entrenched in high-profile industries—
game development, embedded systems, real-time finance, and OS development—
remaining a top-3 language in usage and demand (17-18% TIOBE rating)

coders.dev.

e Simultaneously, Rust is rapidly growing, with demand spiking in cloud

infrastructure, DevOps, blockchain, and secure systems contexts. Skilled Rust


https://www.coders.dev/blog/rust-vs-c-which-language-is-more-popular-in-2025.html
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developers are in short supply—making Rust fluency highly valuable in the
emerging job market

developers.dev.

26.3.2 Advantage of Complementary Paradigms

» Knowing both languages sharpens your understanding of manual memory
control (C++) and ownership-driven safety (Rust). This dual perspective
enhances your ability to reason about low-level resource management and avoid
undefined behavior in any systems-level code
GeeksforGeeks
Industry Wired.

o It also fosters strong mentoring and cross-team communication—when
you understand Rust’s strict safety model, you can better guide colleagues

transitioning C++ modules with safer abstractions.

26.3.3 Interoperability and Incremental Migration

« In concrete systems (OS components, embedded firmware), it's often impractical
to rewrite entire C++ codebases at once. Having both Rust and C++ fluency
lets you incrementally embed Rust, wrapping critical modules via FFI, while
maintaining core C++ logic

Educative.io.

26.3.4 Strategic, Performance-Safe Engineering

o Research benchmarks show Rust performance matches or even exceeds
C++ in many real-world tasks—in emerging domains like cloud services—and

consistently avoids dozens of memory-related vulnerabilities Markaicode.


https://www.developers.dev/tech-talk/rust-vs-c-which-language-will-dominate-by-2030.html
https://www.geeksforgeeks.org/cpp/rust-vs-c
https://industrywired.com/the-pros-and-cons-of-learning-c-in-2024
https://www.educative.io/blog/rust-vs-cpp
https://markaicode.com/rust-vs-cpp-performance-2025
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o However, C++ still wins in highly tuned legacy systems where tight control of
compilation, linking, and hardware primitives is essential. Dual fluency allows
choosing the best tool depending on domain requirements
Industry Wired
SimplifyCPP.org.

26.3.5 Learning Curve and Complementary Skill Growth

o While both Rust and C++ have steep learning curves, mastering one enriches the

understanding of the other:

— Rust’s ownership model encourages better memory discipline in C++ coding.

— C++'s template metaprogramming insights help Rust developers write

efficient abstractions and contribute to FFI glue more effectively.

» Learning both builds a hybrid mindset blending caution (Rust) and control
(C++)—a rare asset in senior engineering teams

travis.media.

26.3.6 Ecosystem and Tooling Complementarity

o C++ benefits from decades of standardization (e.g. STL, Boost, Qt, Unreal,

mainstream vendor toolchains).

 Rust offers modern tooling (Cargo, Clippy, Rustfmt), strong package registry
(crates.io), and excellent documentation. Fluency in both ecosystems equips you

to navigate and integrate across a wider range of projects SimplifyCPP.org.


https://industrywired.com/the-pros-and-cons-of-learning-c-in-2024
https://simplifycpp.org/?id=a0511
https://travis.media/blog/why-rust
https://simplifycpp.org/?id=a0511
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26.3.7 Summary Table

Benefit Area

Dual Fluency Advantage

Career Opportunities

System Safety &

Control

Incremental Integration

Tool & Ecosystem

Coverage

Code Quality and
Design

Adaptability

High-demand roles in both legacy and modern

domains

Master both manual C++ control and Rust’s safety

model

Embed Rust modules into existing C++ systems
via FFI

Access best-of-breed tools across C4++ and Rust

ecosystems

Ability to cross-pollinate design philosophies

Choose optimal language per domain requirement




Appendices and Reference Guides

Appendix A: Syntax Reference & Side-by-Side

Comparison

Basic Declarations

Concept Rust C++ (C++17/20/23)
Variable let mut x: i32 = 10; int x = 10; or auto x = 10;
declaration

Constant const MAX: u32 = 100; constexpr int MAX = 100;
Function fn add(a: i32, b: i32) -> | int add(int a, int b) {
definition i32 {a+b} return a + b; }

Main fn main() {} int main() {}

function

Rust syntax is designed to be expressive and concise, with built-in type inference and

clear function return semantics.
SimplifyCPP.org
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https://simplifycpp.org/?id=a0825
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GeeksforGeeks

Ownership, References, and Mutability

e Rust enforces memory safety via ownership and borrows:

let s = String::from("hello");
let T = &s; // immutable borrow
let mut t = s; // move ownership

o C++ uses RAII and smart pointers:

std::string s = "hello";
auto r = s; // copy

auto p = std::make_unique<std::string>("world");

Rust’s compile-time enforcement prevents dangling references, nulls, and data races.
SimplifyCPP.org

Control Flow & Error Handling

Feature Rust C++ (Modern)
Conditional if cond { .. } else { .. } | if (cond) { .. } else { ..
}
Pattern match match value { Some(x) => | switch statements
-}



https://www.geeksforgeeks.org/blogs/rust-vs-cpp
https://simplifycpp.org/?id=a0825
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Feature Rust C++ (Modern)
Error handling Result<T, E> and ? Exceptions or
operator std::optional,
std: :expected (C++23)

Rust’s expression-oriented syntax allows if and match to return values directly.
SimplifyCPP.org

Educative

Error Handling

e Rust: encourages explicit handling with Result<T, E> and the ? syntax.

o C++423 introduces std: :expected<T, E> as a safer alternative to exceptions.
Wikipedia+7SimpliftyC+++7Wikipedia+7

Generics and Traits vs Templates & Concepts

Feature Rust Modern C++ (C++20
Concepts)

Generic fn f<T: Clone>(x: T) { .. } | template<typename T>

definition requires Clone<T> void f(T
x) { .7}

Trait / trait Send {} concept Send = ...;

Constraint



https://simplifycpp.org/?id=a0825
https://www.educative.io/blog/rust-vs-cpp
https://simplifycpp.org/?id=a0825
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Rust traits enable expressive, reusable abstractions enforced at compile time. C++
Concepts help but are still more verbose.
SimplifyCPP.org

Enums, Pattern Matching vs Variant & Visit

¢ Rust:

enum Option<T> { Some(T), None }
match opt {
Some(x) => ..,

None =>

ey

o C++:

std::variant<int, std::monostate> v;
std::visit(overloaded {

OGGnt x){ . 3,

[](std: :monostate){ .. }
}, v

Rust’s match constructs are prime examples of concise, exhaustive pattern matching.
SimplifyCPP.org
EDUCBA


https://simplifycpp.org/?id=a0825
https://simplifycpp.org/?id=a0825
https://www.educba.com/rust-vs-c
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Macros & Metaprogramming

e Rust uses hygienic macros:

macro_rules! foo { ($x:expr) => { .. } }

o CH+ supports:

#define FOO(x) ..
template<typename T> struct Foo { .. };

Rust macros are safer, scoped, and more flexible than C++’s preprocessor macros.
EDUCBA

Comments and Documentation Syntax

e Rust:

— // and /// for documentation.
— //' for crate-level or module-level docs.
— Nestable block comments.
Wikipedia
« C++:

— // and /* */ for comments.
— Documentation style (/** */) for Doxygen.

— Block comments are not nestable.

Wikipedia


https://www.educba.com/rust-vs-c
https://en.wikipedia.org/wiki/Comparison_of_programming_languages_(syntax)
https://en.wikipedia.org/wiki/C%2B%2B_syntax
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Modules and Build Systems

o Rust uses crates as modules; builds via Cargo with declarative dependencies.

o C++ relies on header/source files and (new in C++20) modules; build systems
often use CMake or other tools.

codeporting.com

Key Feature Summary

A broad comparison of leading-edge features:

Feature Rust Modern C++
(C++17/20/23)

Memory Ownership and borrow checker | Manual; smart pointers improve

Safety enforced at compile time safety if used consistently

Concurrency | async/await, channels, and std: :thread, std: :future,

safe threaded code std: :jthread

Pattern Exhaustive match expressions std::variant + std::visit

Matching with some overhead

Traits / Traits, impl, and generics Templates with optional

Generics concepts for constraints

Error Result and Option types Exceptions, or std: :optional,

Handling std: :expected (C++23)

Tooling Cargo, Clippy, Rustfmt Compiler-specific ecosystems,
more fragmented tooling



https://www.codeporting.com/blog/rust_vs_cpp_performance_safety_and_use_cases_compared
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Rust balances expressiveness, safety, and performance better with fewer pitfalls. C++
still provides ultimate control and ecosystem maturity.

qit.software

simplifycpp.org

Markaicode

References

 Feature comparison overview (Ayman Alheraki, 2025): Rust vs Modern C++
feature-by-feature comparison

simplifycpp.org

» RisingWave blog: Rust vs C++ modern programming comparison (Apr 2024)

risingwave.com

« Educative article: in-depth Rust vs C++ cover (Feb 2024)

Educative

o GeeksforGeeks comparison: syntax, core features (recent)
GeeksforGeeks

o Wikipedia syntax reference and comparison pages: Rust and C++ syntax sections
Wikipedia
Wikipedia
Wikipedia

Appendix B: Popular Tools and Ecosystem Overview


https://qit.software/c-vs-rust-6-key-differences
https://simplifycpp.org/?id=a0825
https://markaicode.com/rust-vs-cpp-performance-2025
https://simplifycpp.org/?id=a0825
https://risingwave.com/blog/rust-vs-c-a-comprehensive-comparison-for-modern-programming-languages
https://www.educative.io/blog/rust-vs-cpp
https://www.geeksforgeeks.org/blogs/rust-vs-cpp
https://en.wikipedia.org/wiki/Rust_syntax
https://en.wikipedia.org/wiki/C%2B%2B_syntax
https://en.wikipedia.org/wiki/Comparison_of_programming_languages_(syntax)
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Introduction

The modern software development landscape for both C++ and Rust is defined

not only by their language features but also by the rich ecosystems of tools, libraries,
package managers, and development environments that support productivity, code
quality, and deployment. This appendix provides a comprehensive overview of the most
popular and influential tools that developers use for C++ and Rust development as of
2023-2025.

Package Management and Build Systems

.« C++

— CMake:
The de facto cross-platform build system generator widely used in C+-+
projects. It abstracts compiler and platform differences and is highly
configurable.
x Latest stable version actively maintained.
« Integrates well with IDEs (Visual Studio, CLion).
* Supports modern C++ standards including C++20 and C++23

features.
* Reference: cmake.org (accessed 2025)
% Article: "CMake in 2024: Modern C++ Build Management”
— Make and Ninja:

Traditional and minimal build tools often used in combination with CMake.

Ninja is preferred for faster incremental builds.

« Reference: ninja-build.org (accessed 2025)
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— vcpkg and Conan:

Popular C++ package managers for dependency management.
x vcpkg is maintained by Microsoft and integrates seamlessly with Visual
Studio.

*x Conan supports cross-platform binary management and flexible

configurations.
x References:
vepkg.io

conan.io

e Rust

— Cargo:
The official Rust package manager, build system, and workflow tool. Cargo
is deeply integrated with the Rust ecosystem, simplifying dependency

management, compiling, testing, and publishing.
* Supports semantic versioning and dependency resolution.

*x Handles workspace projects for multi-crate repositories.

* Automatically fetches and caches crates from crates.io, Rust’s central

package registry.

*

Reference: doc.rust-lang.org/cargo/ (2025)
x Article: "Cargo: Rust’s Build and Package Manager”

Integrated Development Environments (IDEs) and Editors

- C++
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— Visual Studio (Windows):
Industry-standard IDE with advanced debugging, profiling, and IntelliSense
code completion. Supports modern C++ features and integrates with
CMake and vepkg.

* Reference: visualstudio.microsoft.com

— CLion (JetBrains):
Cross-platform IDE with deep CMake integration, smart code analysis, and
refactoring support. Offers built-in debugging and testing tools.

%+ Reference:

jetbrains.com /clion

— VS Code:
Lightweight editor with powerful extensions for C++ including the
Microsoft C++ extension providing IntelliSense, debugging, and build tasks

integration.

* Reference: code.visualstudio.com
e Rust

— Rust Analyzer (Language Server):
The most widely adopted Rust language server offering smart code
completion, inline diagnostics, refactoring, and more. Integrated into editors
like VS Code, Emacs, and Vim.

x Reference: rust-analyzer.github.io
x Article: "Rust Analyzer: Improving Rust Development”
— IntelliJ Rust Plugin (JetBrains):
Powerful Rust support within IntelliJ IDEA and CLion including code

completion, inspections, and Cargo integration.


https://www.jetbrains.com/clion/
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x Reference: intellij-rust.github.io

— VS Code:
Through Rust Analyzer extension, it offers full-featured Rust development

support.

x Reference: marketplace.visualstudio.com

Debugging and Profiling Tools
- CH++

— GDB (GNU Debugger):
Widely used debugger supporting many platforms and architectures,
compatible with C+417/20 features.

* Reference: gnu.org/software/gdb/

— LLDB:
LLVM’s debugger, integrated with Clang and modern IDEs, with better
support for C++20 features.

x Reference: lldb.llvm.org

— Visual Studio Debugger:
Rich GUI debugger supporting advanced features like Edit & Continue,
profiling, and concurrency debugging.

— Valgrind:
Tool for detecting memory leaks, uninitialized memory use, and thread errors

in C++.

x Reference: valgrind.org

e Rust
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— GDB and LLDB:
Supported by Rust debugging symbols. Rust’s integration with these
debuggers is improving yearly, with better source-level debugging and macro

expansion support.
x Reference: rust-lang.github.io

— Cargo Instruments (macOS) and perf (Linux):
Used for profiling Rust applications, supported by tooling to analyze

performance bottlenecks.
* Reference: perf.wiki.kernel.org

— Rust-specific debugging tools like cargo-flamegraph for flame graph

generation to visualize performance hotspots.

* Reference: github.com/flamegraph-rs/flamegraph

Testing Frameworks

. Ct+t

— GoogleTest:
The most popular unit testing framework for C++, providing rich assertions,

test fixtures, and mocking via GoogleMock.
« Reference: github.com/google/googletest

— Catch2:
Header-only C++4 testing framework with expressive syntax and minimal

setup.

* Reference: github.com/catchorg/Catch2


https://github.com/flamegraph-rs/flamegraph
https://github.com/google/googletest
https://github.com/catchorg/Catch2
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— Boost.Test:
Part of the Boost libraries, offering extensive testing features but heavier
than GoogleTest or Catch2.

e Rust

— cargo test:
Built-in Rust test harness integrated with Cargo, supporting unit,

integration, and documentation tests.
* Reference: doc.rust-lang.org/book/ch11-00-testing.html

— Criterion.rs:

Popular benchmarking framework for performance tests in Rust.

« Reference: bheisler.github.io/criterion.rs/

Documentation Tools

- C++

— Doxygen:
Standard tool for generating documentation from annotated source code,
supports HTML, LaTeX, and more.

x Reference: doxygen.nl
 Rust

— rustdoc:
Built-in documentation generator integrated with Cargo. It extracts

documentation comments and generates static HTML sites.
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« Reference: doc.rust-lang.org/rustdoc/

— Rustdoc supports intra-doc links, searchable APIs, and doc-tests that

combine testing and documentation.

Code Formatting and Static Analysis

.« C++

— clang-format:

Automatic source code formatter supporting configurable styles (Google,
LLVM, Morzilla, etc.).

« Reference: clang.llvm.org/docs/ClangFormat.html

— clang-tidy:
Static analyzer with many checks for correctness, style, and modernizing
C++ code.

* Reference: clang.llvm.org/extra/clang-tidy/
 Rust

— rustfmt:
Official Rust code formatter enforcing consistent style based on community

standards.

* Reference: github.com/rust-lang/rustfmt

— Clippy:
Rust linter that provides extensive lint checks to catch common mistakes and

improve code quality.

* Reference: github.com/rust-lang/rust-clippy


https://github.com/rust-lang/rustfmt
https://github.com/rust-lang/rust-clippy
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Ecosystem Highlights

e C++ Ecosystem

— Mature, vast libraries: Boost, Qt, Poco, and many others cover GUI,

networking, serialization, concurrency, and more.

Backward compatibility ensures legacy code support.

Widely used in systems software, game engines, embedded systems, and high-

performance applications.

— Reference: isocpp.org
e Rust Ecosystem

— Rapidly growing crates repository (crates.io) with modern libraries for
web development (Actix, Rocket), async programming (Tokio, async-std),

systems programming, embedded, cryptography, and more.
— Focus on safety and concurrency as core principles.

— Growing adoption in companies like Mozilla, Microsoft, Amazon, and

Google.

— Reference: rust-lang.org/ecosystem

References

o CMake official site: https://cmake.org/

Cargo documentation: https://doc.rust-lang.org/cargo/

Visual Studio: https://visualstudio.microsoft.com/

Rust Analyzer: https://rust-analyzer.github.io/


https://cmake.org/
https://doc.rust-lang.org/cargo/
https://visualstudio.microsoft.com/
https://rust-analyzer.github.io/
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» GoogleTest GitHub: https://github.com/google/googletest

e Doxygen official: https://www.doxygen.nl/

« Rustdoc documentation: https://doc.rust-lang.org/rustdoc/

e Rust Clippy: https://github.com/rust-lang/rust-clippy

« Clang tools: https://clang.1llvm.org/

« Rust ecosystem overview: https://www.rust-lang.org/ecosystem

o SimplifyCpp comparison (2025): https://simplifycpp.org/?id=a0825

o Modern C++ Build Management (2024): https://www.modernescpp.com/index.

php/cmake-in-2024-modern-c-build-management

Appendix C: Glossary of Terms

This glossary provides clear definitions of key technical terms, concepts, and
jargon commonly used in modern C++ and Rust programming, with emphasis
on contemporary developments and standard practices since 2020. Each term is

accompanied by references from authoritative resources.

ABI (Application Binary Interface)

Defines low-level binary interface details between compiled program modules, such as
calling conventions, data types, and object file formats. Crucial for interoperability

between different compilers or languages.
» Reference: LLVM ABI Documentation (2023)

e GCC ABI Info


https://github.com/google/googletest
https://www.doxygen.nl/
https://doc.rust-lang.org/rustdoc/
https://github.com/rust-lang/rust-clippy
https://clang.llvm.org/
https://www.rust-lang.org/ecosystem
https://simplifycpp.org/?id=a0825
https://www.modernescpp.com/index.php/cmake-in-2024-modern-c-build-management
https://www.modernescpp.com/index.php/cmake-in-2024-modern-c-build-management
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Borrow Checker

Rust compiler component that enforces ownership, borrowing, and lifetime rules to

ensure memory safety without garbage collection.
» Reference: Rust Book - Ownership (latest edition 2025)

« Rust Compiler Design Paper (2021)

Cargo

Rust’s official build system and package manager, automating compilation, dependency

resolution, testing, and publishing crates.
» Reference: Cargo Book (2025)

« Rust Blog on Cargo

Clang

A modern compiler front end for C, C++, and Objective-C languages, part of the

LLVM project, with fast compile times, excellent diagnostics, and tooling support.
o Reference: Clang Documentation (2024)

o LLVM Project Overview

Crate

A Rust package or library; the fundamental unit of Rust code distribution and reuse.
» Reference: Rust Book - Packages, Crates, and Modules (2025)

e Crates.io
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Exception Handling

Mechanism to respond to exceptional conditions or errors during program execution.
C++ uses try/catch blocks; Rust opts for explicit Result and Option types to handle

errors without exceptions.

» Reference: ISO C++ Standard Draft (C++23/26 drafts)

« Rust Error Handling (2025)

Generics

Language feature allowing code abstraction over types. In C++, implemented as
templates evaluated at compile-time; in Rust, implemented via generics with

monomorphization and trait bounds.

o Reference: C++ Templates Explained (2023)

» Rust Generics Documentation (2025)

LLVM (Low Level Virtual Machine)

Modular compiler infrastructure used by both Rust and modern C++ compilers (like

Clang) for intermediate representation, optimizations, and backend code generation.

o Reference: LLVM Official (2025)

« Rust Compiler Architecture (2024)
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Lifetime

Rust concept that ensures references are valid as long as they are used, preventing

dangling pointers and data races.
» Reference: Rust Book - Lifetimes (2025)

o RFC 2094 - Non-Lexical Lifetimes (2020)

Monomorphization

Compilation process that generates specialized code for each generic type instantiation.

Used in both C++ templates and Rust generics, ensuring zero-cost abstractions.
» Reference: Rustc Monomorphization (2023)

o C++ Template Instantiation

Ownership

Central Rust programming concept where each value has a single owner responsible for

cleanup, enforced at compile-time to guarantee memory safety.

» Reference: Rust Ownership Chapter (2025)

RAII (Resource Acquisition Is Initialization)

C++ idiom where resource management is tied to object lifetime — resources are

acquired during object construction and released during destruction.
+ Reference: ISO C++ Standard (2023 draft)

o Herb Sutter’s RAII Explanation (2020 update)
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Smart Pointer

C++ and Rust abstractions that manage memory automatically:
o C++: unique_ptr, shared ptr, weak ptr
e Rust: Box<T>, Rc<T>, Arc<T>

e Reference:

— C++ Smart Pointers (cppreference) (2025)

— Rust Smart Pointers (2025)

Trait

Rust’s mechanism similar to interfaces that define shared behavior across types,

enabling polymorphism and generic constraints.

» Reference: Rust Traits (2025)

« Rust RFC 1282 (2020)

Unsafe Code

Code that bypasses Rust’s safety checks, allowing direct memory access or FFI calls,

used only where performance or low-level control is necessary.

» Reference: Rust Unsafe Guide (2025)

« Rustonomicon (2023)
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Zero-Cost Abstraction

Concept that high-level language features compile down to efficient machine code with

no runtime overhead.
» Reference: Rust Zero-Cost Abstractions (2023)

e Modern C++ Design Patterns (2024)

Crates.io

The official Rust package registry and repository hosting thousands of reusable Rust

libraries (“crates”).

» Reference: crates.io (2025)

Undefined Behavior (UB)

In C++ refers to program behaviors not prescribed by the standard, leading to
unpredictable results or security vulnerabilities. Rust strives to eliminate UB in safe

code.

« Reference: ISO C++ Standard on UB (2023 draft)

« Rust Safety Model (2025)

WebAssembly (Wasm)

Portable binary instruction format enabling near-native performance of web and native

applications. Supported by Rust natively and through third-party projects for C++.

» Reference: WebAssembly Official (2025)

« Rust and WebAssembly (2025)
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Workspace (Rust)

A set of packages sharing common output directory, facilitating large project

organization.

« Reference: Cargo Workspaces (2025)

Macros

o C-++: Preprocessor macros for textual substitution; modern C++ adds constexpr

and template metaprogramming as safer alternatives.
e Rust: Hygienic macros providing powerful metaprogramming capabilities.

o Reference:

— C++ Macros (2025)
— Rust Macros (2025)

FFI (Foreign Function Interface)

Mechanism to call functions written in another language. Both C++ and Rust support

interoperability, with Rust offering safe wrappers over unsafe code.

o Reference: Rust FFI Guide (2023)

o C++ Interoperability

Iterator

Abstraction for sequential access to elements. Both languages provide extensive iterator

traits enabling functional-style operations.
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e Reference:

— C++ Iterator Concepts (2025)

— Rust Iterators (2025)

Async/Await

Language features to write asynchronous code more naturally.

o C++420 introduced std: :future and coroutine support; Rust has built-in

async/await syntax and libraries like Tokio.

e Reference:

— C++ Coroutines (cppreference) (2024)
— Rust Async Book (2025)

References and Sources

o The Rust Programming Language (2025 Edition): https://doc.rust-lang.org/
book/

« Rust Reference and RFCs: https://rust-lang.github.io/rfcs/

o C++ Standard Drafts (C+420, C++23, C++26): https://isocpp.org/std/
the-standard

o LLVM and Clang Documentation: https://1lvm.org/docs/
« Rustonomicon: https://doc.rust-lang.org/nomicon/

o crates.io (Rust Package Registry): https://crates.io/


https://doc.rust-lang.org/book/
https://doc.rust-lang.org/book/
https://rust-lang.github.io/rfcs/
https://isocpp.org/std/the-standard
https://isocpp.org/std/the-standard
https://llvm.org/docs/
https://doc.rust-lang.org/nomicon/
https://crates.io/
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e C++ Reference: https://en.cppreference.com/w/
o WebAssembly Official: https://webassembly.org/

o Herb Sutter on RAIIl and Modern C++: https://herbsutter.com/

Appendix D: Recommended Books, Courses, and

Documentation

This appendix provides a curated list of essential books, online courses, and official
documentation to deepen understanding of modern C++ and Rust programming.

The selections prioritize authoritative, up-to-date materials published or significantly
updated since 2020 to reflect current language standards, best practices, and ecosystem

developments.

Recommended Books

e Modern C++

— ”C++20: Get the Details” by Rainer Grimm (2021)
A comprehensive guide to the new features introduced in C++20,
including modules, concepts, ranges, and coroutines. Ideal for experienced
programmers transitioning to modern C++ standards.

URL: https://www.apress.com/gp/book/9781484262780

— ”C++4 Templates: The Complete Guide (2nd Edition)” by David
Vandevoorde, Nicolai M. Josuttis, Douglas Gregor (2021)
This updated edition covers template metaprogramming, concepts, and

modern techniques in C++.


https://en.cppreference.com/w/
https://webassembly.org/
https://herbsutter.com/
https://www.apress.com/gp/book/9781484262780
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URL: https://wuw.informit.com/store/
c-templates—-the-complete-guide-9780321714121

— ?Effective Modern C++ (Updated Edition)” by Scott Meyers (2020)
[anticipated edition]
Although the original was published earlier, newer editions and supplements
continue to reflect modern idioms for C++11/14/17/20 usage.
URL: https://www.oreilly.com/library/view/effective-modern-c/
9781491908419/

— 7’C++ High Performance: Boost and optimize the performance of
your C++417 code” by Bjorn Andrist, Viktor Sehr (2021)
Focuses on writing high-performance, efficient C++ code using modern
standards and techniques.
URL: https://www.packtpub.com/product/c-high-performance/
9781788992614

e Rust

— ”The Rust Programming Language” (2021 Edition) by Steve Klabnik
and Carol Nichols
Known as "The Rust Book,” this is the definitive guide to Rust, covering
ownership, concurrency, traits, and more, regularly updated to reflect the
latest stable Rust release.

URL: https://doc.rust-lang.org/book/

— "Programming Rust, 2nd Edition” by Jim Blandy, Jason Orendorff,
Leonora F. S. Tindall (2021)
Deep dive into Rust's systems programming capabilities with comprehensive

coverage of unsafe code, async programming, and more.


https://www.informit.com/store/c-templates-the-complete-guide-9780321714121
https://www.informit.com/store/c-templates-the-complete-guide-9780321714121
https://www.oreilly.com/library/view/effective-modern-c/9781491908419/
https://www.oreilly.com/library/view/effective-modern-c/9781491908419/
https://www.packtpub.com/product/c-high-performance/9781788992614
https://www.packtpub.com/product/c-high-performance/9781788992614
https://doc.rust-lang.org/book/
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URL: https://www.oreilly.com/library/view/programming-rust-2nd/
9781492052586/

— ”Rust for Rustaceans” by Jon Gjengset (2021)
Targets intermediate to advanced Rust programmers, focusing on idiomatic
Rust and complex features such as lifetimes, traits, and concurrency.

URL: https://nostarch.com/rust-rustaceans

— ”Zero To Production In Rust” by Luca Palmieri (2022)
Practical guide to building backend web applications with Rust, focusing on
async programming and real-world tooling.

URL: https://www.zero2prod. com/

Online Courses and Tutorials
. C++

— ”C++420 Masterclass” by John Purcell (Udemy, updated 2023)
Covers modern C++ including templates, STL, lambdas, and concepts with
hands-on projects.
URL:

https://www.udemy.com/course/beginning-c-plus-plus-programming/

— ”Advanced C++ Programming” by Pluralsight (Updated 2024)
Explores advanced topics including memory management, concurrency, and
template metaprogramming.

URL: https://www.pluralsight.com/courses/advanced-cplusplus

— ISO C++ Foundation: Video Talks and Papers
Official resources and talks from the committee on modern C++ features
and standards development.

URL: https://isocpp.org/resources


https://www.oreilly.com/library/view/programming-rust-2nd/9781492052586/
https://www.oreilly.com/library/view/programming-rust-2nd/9781492052586/
https://nostarch.com/rust-rustaceans
https://www.zero2prod.com/
https://www.udemy.com/course/beginning-c-plus-plus-programming/
https://www.pluralsight.com/courses/advanced-cplusplus
https://isocpp.org/resources
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e Rust

— ”Ultimate Rust Crash Course” by Nathan Stocks (Udemy, 2023)
Covers Rust fundamentals, ownership, lifetimes, error handling, and async
programming with practical examples.

URL: https://www.udemy.com/course/ultimate-rust-crash-course/

— "Rust Programming: The Complete Developer's Guide” by Stephen
Grider (2022)
Detailed Rust course covering basics to advanced, including WebAssembly
and FFL
URL: https://www.udemy.com/course/rust-programming/

— Rustlings
Official Rust interactive exercises for hands-on learning. Continuously

updated by the Rust community.
URL: https://github.com/rust-lang/rustlings

— Rust async programming tutorials (Tokio, async-std)
Comprehensive asynchronous Rust tutorials maintained by the community
and official runtime maintainers.

URL: https://tokio.rs/tokio/tutorial

Official Documentation
. C++

— ISO C++ Standards (C++420, C++423, drafts of C++26)
The authoritative source for language specifications and feature details.

URL: https://isocpp.org/std/the-standard

— cppreference.com


https://www.udemy.com/course/ultimate-rust-crash-course/
https://www.udemy.com/course/rust-programming/
https://github.com/rust-lang/rustlings
https://tokio.rs/tokio/tutorial
https://isocpp.org/std/the-standard
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Continuously updated reference for C++ language, library features, and
compiler specifics.

URL: https://en.cppreference.com/w/

— Clang and GCC Documentation
Detailed compiler documentation for modern C++ development.
URLs:
* https://clang.llvm.org/docs/

* https://gcc.gnu.org/onlinedocs/
« Rust

— The Rust Reference
Precise language specification complementing the Rust Book.

URL: https://doc.rust-lang.org/reference/

— Rust Standard Library Documentation
Official docs detailing all standard library APIs.
URL: https://doc.rust-lang.org/std/

— Rust RFCs (Request for Comments)
Track language design discussions and proposals.

URL: https://rust-lang.github.io/rfcs/

— Crates.io Documentation
Package registry with documentation, versioning, and dependencies of Rust
libraries.

URL: https://crates.io/

Community and Additional Resources

¢ C4++ Core Guidelines


https://en.cppreference.com/w/
https://clang.llvm.org/docs/
https://gcc.gnu.org/onlinedocs/
https://doc.rust-lang.org/reference/
https://doc.rust-lang.org/std/
https://rust-lang.github.io/rfcs/
https://crates.io/
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Modern guidelines for writing safer and more maintainable C++ code,
continuously updated.

URL: https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines

Rust Users Forum and Rust Discord
Active Rust developer communities for Q&A, announcements, and collaboration.
URLs:

— https://users.rust-lang.org/

— https://discord.gg/rust-lang

Stack Overflow
Broad community Q&A on C++ and Rust programming challenges.
URL: https://stackoverflow.com/questions/tagged/c++ and https://

stackoverflow.com/questions/tagged/rust

Notes on Selection Criteria

Focused on materials updated after 2020 to ensure inclusion of modern
language features such as C++20/23 and Rust 2021 edition.

Included official documentation as primary reference points for accuracy and

completeness.

Emphasized hands-on learning resources like interactive tutorials and projects

to complement theory.

Prioritized community-vetted resources recognized by language maintainers

and active developers.


https://isocpp.github.io/CppCoreGuidelines/CppCoreGuidelines
https://users.rust-lang.org/
https://discord.gg/rust-lang
https://stackoverflow.com/questions/tagged/c++
https://stackoverflow.com/questions/tagged/rust
https://stackoverflow.com/questions/tagged/rust
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Summary

This appendix equips the reader with a roadmap of authoritative and current
educational resources for mastering modern C++ and Rust programming. These
resources support the concepts, tools, and techniques presented throughout this guide,

facilitating deeper exploration and professional growth.

Appendix E: FAQ — Frequently Asked Questions
about Rust vs. C++

This FAQ addresses common questions developers have when comparing Rust
and C++4, providing clear, concise answers supported by up-to-date research and

authoritative sources (20204 ).

Why choose Rust over C++ for new projects?

Answer:

Rust offers strong memory safety guarantees enforced at compile time via its ownership
system, eliminating common bugs like use-after-free and data races without a garbage
collector. This leads to safer concurrency and fewer runtime crashes. Additionally,
Rust's package manager (cargo) and built-in testing infrastructure improve developer
productivity.

References:

e The Rust Programming Language, 2021 Edition: https://doc.rust-lang.org/
book/ch01-01-installation.html

« Morzilla Research, Rust Memory Safety: https://research.mozilla.org/
publications/2019/rust-memory-safety/


https://doc.rust-lang.org/book/ch01-01-installation.html
https://doc.rust-lang.org/book/ch01-01-installation.html
https://research.mozilla.org/publications/2019/rust-memory-safety/
https://research.mozilla.org/publications/2019/rust-memory-safety/
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e "Rust vs C++: A Memory Safety Comparison” (2022), Real-World
Benchmarks: https://www.phoronix.com/scan.php?page=article&item=

rust-vs-cpp-memory&num=1

Is C++ faster than Rust?

Answer:

Performance is highly dependent on code quality and specific use cases. Both Rust and
modern C++ generate highly optimized native code, often with negligible differences in
runtime speed. However, Rust’s strict safety checks may add minor overhead in some
scenarios, while C++ can optimize aggressively at the cost of safety. Benchmarks show
comparable performance for typical applications.

References:

» "Comparing Rust and C++ Performance” (2021), Brendan Goh: https://www.
brendangoh.com/blog/2021/07/29/rust-vs-cpp/

o LLVM and GCC Compiler Optimizations: https://1lvm.org/docs/

« Rust async and zero-cost abstractions: https://rust-lang.github.io/

async-book/

How steep is the learning curve for Rust compared to C++7

Answer:

Rust introduces unique concepts such as ownership, borrowing, and lifetimes, which
can initially be challenging for newcomers, especially those familiar only with garbage-
collected or dynamically typed languages. C++’s complexity arises from its vast legacy
features and undefined behaviors. Many developers find Rust’s consistent rules and

compiler messages easier to grasp once the initial concepts are understood.


https://www.phoronix.com/scan.php?page=article&item=rust-vs-cpp-memory&num=1
https://www.phoronix.com/scan.php?page=article&item=rust-vs-cpp-memory&num=1
https://www.brendangoh.com/blog/2021/07/29/rust-vs-cpp/
https://www.brendangoh.com/blog/2021/07/29/rust-vs-cpp/
https://llvm.org/docs/
https://rust-lang.github.io/async-book/
https://rust-lang.github.io/async-book/
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References:

o "Learning Rust — Experiences and Challenges” (2022), ACM Digital Library:
https://dl.acm.org/doi/10.1145/3447006

e Rust Compiler Error Messages Improvements: https://rust-lang.github.io/

rustc-guide/how-to-write-good-error-messages.html

o C+4+ Complexity overview: https://isocpp.org/get-started

Can Rust replace C++ in existing large codebases?

Answer:

While Rust is gaining traction for new systems projects, replacing legacy C++
codebases entirely is often impractical due to the size and complexity of existing
software. Rust is well suited for integrating incrementally via FFI and rewriting
critical components to enhance safety. Many organizations use both languages
complementarily.

References:

e Rust FFI Guide: https://doc.rust-lang.org/nomicon/ffi.html

o "Incrementally Modernizing C++ with Rust,” Mozilla Blog (2021): https://
blog.mozilla.org/blog/2021/06/02/modernizing-c-with-rust/

« Case Studies: Microsoft’s use of Rust in Windows components: https://

devblogs.microsoft.com/oldnewthing/20220127-00/7p=106060

How do Rust’s ownership model and C++ RAII differ?

Answer:


https://dl.acm.org/doi/10.1145/3447006
https://rust-lang.github.io/rustc-guide/how-to-write-good-error-messages.html
https://rust-lang.github.io/rustc-guide/how-to-write-good-error-messages.html
https://isocpp.org/get-started
https://doc.rust-lang.org/nomicon/ffi.html
https://blog.mozilla.org/blog/2021/06/02/modernizing-c-with-rust/
https://blog.mozilla.org/blog/2021/06/02/modernizing-c-with-rust/
https://devblogs.microsoft.com/oldnewthing/20220127-00/?p=106060
https://devblogs.microsoft.com/oldnewthing/20220127-00/?p=106060
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Rust’s ownership model statically enforces unique ownership, borrowing rules, and
lifetimes to guarantee memory safety and prevent data races at compile time. C++
RAII relies on deterministic destruction and smart pointers but allows unsafe code
patterns and manual memory management that can lead to errors. Rust’s ownership
model is stricter but safer.

References:

o The Rust Book, Ownership Chapter: https://doc.rust-lang.org/book/
ch04-00-understanding-ownership.html

o C+-+ RAII patterns and pitfalls: https://isocpp.org/wiki/faq/ctors#raii

e "Ownership and Borrowing in
Rust vs C++" (2021), Medium Article: https://medium.com/@calinmarian/

ownership-and-borrowing-in-rust-vs-c-6ec28848dfe0

How mature is Rust tooling compared to C++7

Answer:

Rust tooling, centered around cargo (build system, package manager, and testing),
provides an integrated and modern developer experience with dependency management,
documentation, testing, and formatting built-in. C++ tooling is mature but fragmented
across compilers, build systems (CMake, Make, Ninja), and package managers (vepkeg,
Conan). Recent improvements in C++ tooling aim to unify the experience.

References:
o Cargo Documentation: https://doc.rust-lang.org/cargo/

o C++ Build Systems Overview: https://isocpp.org/wiki/faq/buildsystems

o Modern C++ tooling: LLVM /Clang projects: https://clang.1llvm.org/


https://doc.rust-lang.org/book/ch04-00-understanding-ownership.html
https://doc.rust-lang.org/book/ch04-00-understanding-ownership.html
https://isocpp.org/wiki/faq/ctors#raii
https://medium.com/@calinmarian/ownership-and-borrowing-in-rust-vs-c-6ec28848dfe0
https://medium.com/@calinmarian/ownership-and-borrowing-in-rust-vs-c-6ec28848dfe0
https://doc.rust-lang.org/cargo/
https://isocpp.org/wiki/faq/buildsystems
https://clang.llvm.org/
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Is Rust better for concurrent programming than C++47?

Answer:

Rust’s type system and ownership model enforce thread safety at compile time,
eliminating data races. This design significantly reduces concurrency bugs compared
to C++, where manual locking and careful coding are required. However, C++20 and
later introduce improved concurrency support. Rust’s ecosystem includes mature async
runtimes (Tokio, async-std) that simplify writing asynchronous code.

References:

e Rust Concurrency: https://doc.rust-lang.org/book/ch16-00-concurrency.
html

o C++ Concurrency in C++20: https://en.cppreference.com/w/cpp/thread

o Async Programming in Rust: https://rust-lang.github.io/async-book/

What about ecosystem and library support?

Answer:

C++ benefits from decades of mature libraries covering nearly every domain, with vast
open-source and commercial offerings. Rust’s ecosystem is younger but growing rapidly,
with crates.io hosting over 80,000 packages and strong focus on safety and concurrency.
Rust also integrates easily with existing C and C++ libraries.

References:
o Crates.io: https://crates.io/
e Boost Libraries for C++: https://www.boost.org/

« Comparative ecosystem analysis (2023), Stack Overflow Developer Survey: https:
//insights.stackoverflow.com/survey/2023


https://doc.rust-lang.org/book/ch16-00-concurrency.html
https://doc.rust-lang.org/book/ch16-00-concurrency.html
https://en.cppreference.com/w/cpp/thread
https://rust-lang.github.io/async-book/
https://crates.io/
https://www.boost.org/
https://insights.stackoverflow.com/survey/2023
https://insights.stackoverflow.com/survey/2023
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Can I interoperate Rust and C++ code in the same project?

Answer:

Yes. Rust supports Foreign Function Interface (FFI) to call or be called by C and C++
code. Many projects use Rust for critical modules to enhance safety while keeping the
existing C++ codebase. Interoperability requires careful attention to ABI compatibility
and data layout.

References:

e Rust FFI Omnibus: https://michael-f-bryan.github.io/rust-ffi-guide/

o Interfacing C++ and Rust (2022), Blog by Steve Klabnik: https://words.

steveklabnik.com/rust-and-cpp-ffi

» Morzilla's Cross-language Projects: https://research.mozilla.org/ffi/

What are the career prospects for Rust vs. C+-+ developers?

Answer:

C++ remains widely used in systems programming, embedded, game development,
and finance sectors. Rust is rapidly gaining adoption in new systems projects, cloud
infrastructure, and blockchain due to its safety guarantees. Learning both offers a
competitive edge. Rust job demand is increasing but still smaller than C++'s mature
market.

References:

« Stack Overflow Developer Survey 2024: https://insights.stackoverflow.com/
survey/2024

« Rust Adoption Report 2023 by JetBrains: https://www. jetbrains.com/lp/
devecosystem-2023/rust/


https://michael-f-bryan.github.io/rust-ffi-guide/
https://words.steveklabnik.com/rust-and-cpp-ffi
https://words.steveklabnik.com/rust-and-cpp-ffi
https://research.mozilla.org/ffi/
https://insights.stackoverflow.com/survey/2024
https://insights.stackoverflow.com/survey/2024
https://www.jetbrains.com/lp/devecosystem-2023/rust/
https://www.jetbrains.com/lp/devecosystem-2023/rust/
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o C++ Job Market Overview: https://www.techrepublic.com/article/
cpp-developer-job-market/

Summary

This FAQ consolidates key considerations for choosing between Rust and C++ or
learning both, backed by recent data and expert analyses. For deeper insights, consult

the referenced resources linked throughout this appendix.


https://www.techrepublic.com/article/cpp-developer-job-market/
https://www.techrepublic.com/article/cpp-developer-job-market/

	Contents
	Author's Introduction
	Preface
	I Introduction to Low-Level Programming
	Why Do We Need Languages Like C++ and Rust?
	High-level vs. low-level programming
	What Is a High‑Level Language?
	What Is a Low‑Level Language?
	Mid‑Level / Hybrid Languages — Where Do C++ and Rust Fit?
	Why Is This Distinction Important?
	References and Sources

	Where High‑Level Languages Fail in Systems Development
	Limited Hardware Control and Low-Level Access
	Performance Overhead from Abstraction and Interpretation
	Memory Management and Unpredictable Latency
	Inadequate Debugging and Traceability of Low-Level Behavior
	Dependency Complexity and Ecosystem Limitations
	Non‑Deterministic Behavior and Timing Constraints
	Summary Table: Why High‑Level Languages Often Fail in Systems Contexts
	References and Sources

	Real‑World Systems Built Using C++ and Rust

	Historical and Philosophical Background
	The Evolution of C++ Up to C++23
	The ISO Release Train Model (Post‑C++11)
	C++20: Major Language Transformation
	C++23: Incremental Refinement and Library Evolution
	Summary Timeline and Impact
	References

	Why Mozilla Created Rust
	Origins: Graydon Hoare's Vision and Early Development
	Mozilla Sponsorship: Formal Adoption and Project Acceleration
	Objectives: Performance, Security, and Modern Concurrency
	Servo Project: Real-World Testbed for Rust
	Rust in Production and Ecosystem Stewardship
	Legacy and Purpose: Mozilla's Strategic Intent
	Summary Table
	References

	RAII vs. Ownership
	RAII (Resource Acquisition Is Initialization) in C++
	Ownership Model in Rust
	Side-by-Side Comparison
	Impact on Memory Safety and Developer Discipline
	Educational and Philosophical Takeaways
	References

	Safety vs. Performance
	The Traditional Trade-off Between Safety and Performance
	C++: Performance with Programmer-Managed Safety
	Rust: Safety without Sacrificing Performance
	Practical Impact on Industry and Applications
	The Ongoing Evolution to Reconcile Safety and Performance
	References



	II Language Fundamentals and Program Structure
	Your First Program
	Hello World in both C++ and Rust
	Introduction: The Traditional ``Hello World''
	Hello World in Modern C++
	Hello World in Rust
	Key Comparative Points
	References and Further Reading

	Basic Tools: g++, clang++, rustc, cargo
	Overview of Compiler and Build Tools
	g++ — The GNU C++ Compiler
	clang++ — The Clang C++ Compiler
	rustc — The Rust Compiler
	cargo — The Rust Package Manager and Build Tool
	Comparative Summary
	Additional Notes
	References


	Data Types and Variables
	Primitive Types: int, float, bool
	Introduction to Primitive Types
	Integer Types (int)
	Floating-Point Types (float)
	Boolean Types (bool)
	Summary Table
	References

	Constants, Mutability, and Shadowing
	Introduction
	Constants
	Mutability
	Shadowing
	Summary of Differences
	References

	Type Inference: auto vs. let
	Introduction to Type Inference
	Type Inference with auto in C++
	Type Inference with let in Rust
	Comparison: auto vs. let
	Practical Notes
	References


	Control Flow
	Conditional Statements: if, else, switch
	Introduction to Conditional Statements
	if and else Statements
	The switch Statement
	Summary of Differences
	Practical Notes and Best Practices
	References

	Loops: for, while, loop
	Introduction to Looping Constructs
	for Loops
	while Loops
	loop Construct (Rust-specific)
	Summary Table
	Practical Notes
	References

	Pattern Matching with match in Rust
	Introduction to Pattern Matching
	The match Expression in Rust
	Syntax and Basic Usage
	Types of Patterns Supported
	Examples
	Advantages Over Traditional switch
	Advanced Usage and Patterns
	Best Practices
	References and Further Reading
	Conclusion


	Functions and Scoping
	Parameters and References
	Introduction to Function Parameters and References
	Parameters in C++
	Parameters and References in Rust
	Comparison of C++ References and Rust Borrowing
	Modern Practices
	References and Further Reading
	Conclusion

	Templates in C++ vs. Generics in Rust
	Introduction
	C++ Templates: Overview and Features
	Rust Generics: Overview and Features
	Key Differences Between C++ Templates and Rust Generics
	Practical Implications
	Example Comparison
	References
	Conclusion

	Mutable and Immutable References
	Introduction
	Mutable and Immutable References in C++
	Mutable and Immutable References in Rust
	Comparison of Mutable and Immutable References: C++ vs Rust
	Practical Notes
	References and Further Reading
	Conclusion


	Pointers and References
	&, *, Box, Rc, RefCell
	Pointers and References in C++
	Smart Pointer Types in C++
	Rust Smart Pointers: Box<T>, Rc<T>, and RefCell<T>
	Side-by-Side Comparison
	Practical Applications
	References

	Null Pointers vs. Option Types
	Introduction
	Null Pointers in C++
	Rust's Option<T>: A Safe Alternative
	Comparing Approaches
	Practical Examples
	Why Rust's Approach Is Safer
	References

	Safe Memory Handling
	Introduction
	C++ Memory Safety: Manual but Powerful
	Rust: Memory Safety Baked into the Language
	Comparative Summary: C++ vs Rust Memory Handling
	Real-World Adoption and Impact
	Challenges and Trade-offs
	References



	III Object-Oriented and Functional Programming
	Structs and Classes
	Structs in Both Languages
	Overview: Data Aggregation in C++ and Rust
	Structs in C++
	Structs in Rust
	Initialization and Mutability
	Behavior: Methods, Traits, and Inheritance
	Code Example: Data + Behavior
	Practical Implications and Best Practices
	References

	Classes in C++
	Definition and Core Concepts
	Access Specifiers: public, protected, private
	Constructors, Member Initialization, Destructors
	Member Functions, this, and [[no_unique_address]]
	Polymorphism and Inheritance
	Class Templates and Concepts
	Standard Library Types and Class Support
	Modern C++ Class Features (C++20/23 Highlights)
	Example: A Modern C++ Class
	Summary Table
	References

	Traits in Rust vs. Interfaces
	Shared Behavior vs. Contract Interface
	Default Behavior and Trait Composition
	Static vs. Dynamic Dispatch
	Associated Types, Constants, and Bounds
	Implementation Flexibility and Extension
	Example Comparison
	Traits vs Interfaces — Summary Table
	Design Philosophy and Best Practices
	References


	Object-Oriented Programming
	Inheritance and Polymorphism
	Inheritance in Modern C++
	Polymorphism in C++
	Polymorphism in Rust: Traits and Enums
	Comparative Table
	Design Philosophy Differences
	Example Comparisons
	Performance and Safety Considerations
	References

	C++ Concepts: virtual, override, and Abstract Classes
	virtual Keyword and Runtime Polymorphism
	override Specifier to Ensure Correct Overriding
	Abstract Classes and Pure Virtual Functions
	Usage Patterns & Best Practices
	Code Example
	Summary Table
	References

	Rust Concepts: Traits, Dynamic Dispatch, and impl
	Traits in Rust: Defining Shared Behavior
	The impl Keyword: Implementing Traits and Methods
	Dynamic Dispatch with Trait Objects (dyn Trait)
	Static vs. Dynamic Dispatch
	Advanced Trait Features
	Comparison to C++ Concepts and Interfaces
	Practical Examples & Usage Patterns
	References


	Functional Style Programming
	Lambdas and Closures
	Lambdas and Closures: Definitions and Overview
	Lambdas in Modern C++ (C++11 to C++23)
	Closures in Rust
	Differences and Similarities Between C++ Lambdas and Rust Closures
	Performance Considerations
	Recent Enhancements and Trends
	Practical Use Cases
	References

	Stateless Expressions
	Overview of Stateless Expressions
	Stateless Expressions in C++
	Stateless Expressions in Rust
	Benefits of Stateless Expressions
	Practical Usage in C++ and Rust
	Summary
	References

	Higher-Order Functions: map, filter, fold
	Introduction to Higher-Order Functions
	The map Function
	The filter Function
	The fold Function (also called reduce)
	Benefits of Higher-Order Functions
	Recent Developments
	Summary Comparison Table
	References



	IV Memory Management and Performance
	Resource Management
	RAII vs. Ownership
	RAII in C++
	Ownership in Rust
	Comparative Summary
	Why Ownership is Safer than Traditional RAII
	Practical Example
	References

	Smart Pointers in C++: unique_ptr and shared_ptr
	Overview: Why Smart Pointers Matter
	std::unique_ptr: Exclusive Ownership
	std::shared_ptr: Shared Ownership via Reference Counting
	Ownership Scenarios and Best Practices
	Performance Comparison
	Code Examples
	References

	Box, Rc, Arc, and Mutex in Rust
	Overview of Rust Smart Pointers
	Box<T>: Heap Allocation and Unique Ownership
	Rc<T>: Shared Ownership for Single-Threaded Contexts
	Arc<T>: Thread-Safe Shared Ownership
	Mutex<T>: Safe Mutable Access to Shared Data
	Usage Examples
	Best Practices & Trade-offs
	Comparison Table
	References


	Performance Analysis
	Compilation and Linking
	C++ Compilation and Linking Model
	Rust Compilation and Linking Process
	C++ vs. Rust: Compilation & Linking Comparison
	Impact on Performance Analysis
	Best Practices
	References

	Memory Consumption
	Overview
	Typical Memory Use Patterns: C++ vs. Rust
	Memory Profiling and Estimation Tools
	Allocation Characteristics and Overhead
	Comparison Table
	Practical Tips
	Summary
	References

	Memory Leaks and Detection
	Understanding Memory Leaks
	Tools and Techniques in C++
	Leak Detection in Rust
	Comparison Table: Leak Detection & Memory Leaks
	Practical Recommendations
	References



	V Error Handling and Debugging
	Error Handling Systems
	try/catch/finally in C++
	Standard C++ Exception Handling: try / catch
	Why C++ Does Not Provide a Native finally Clause
	Implementing finally Behavior Manually in C++
	Exception Safety Guarantees
	Under-the-Hood and Cost Considerations
	Summary Table: C++ Error Handling Constructs
	References

	Result and Option in Rust
	Philosophy: Explicit Error and Absence Handling
	Option<T>: Handling Absence of Value
	Result<T, E>: Recoverable Errors
	Handling Nested Option/Result Combinations
	Comparison Table
	Best Practices
	References

	Writing Robust and Fault‑Tolerant Code
	Principles of Robustness and Fault Tolerance
	Robust Error Handling in C++
	Building Robust Rust Code
	Comparative Table: C++ vs Rust for Fault Tolerance
	Sample Patterns
	References


	Debugging and Logging
	Debugging Tools for Both Languages
	Core Native Debuggers: GDB and LLDB
	IDE and Editor Debugging Integrations
	Rust-Specific Debugging Enhancements
	Advanced Tools and Profiling Integration
	Summary Comparison Table
	Best Practices for Effective Debugging
	References

	Logging Libraries and Techniques
	Importance of Logging in Modern Software
	Logging Libraries in C++
	Logging Libraries in Rust
	Logging Techniques and Best Practices
	Integration with Debugging and Monitoring
	Summary Comparison Table
	References



	VI Concurrency and Parallelism
	Multithreading
	Threads in C++ using std::thread
	Introduction to std::thread
	Creating and Managing Threads
	Thread Lifecycle and Ownership
	Passing Arguments to Threads
	Synchronization Primitives
	Thread Safety and Best Practices
	Advanced Features in C++20 and Later
	Common Pitfalls
	Performance Considerations
	References

	Threads in Rust Using spawn
	Introduction to Rust Threads and std::thread::spawn
	Creating and Managing Threads Using spawn
	Ownership and Safety in Threaded Code
	Synchronization and Communication
	Thread Lifecycle and Error Handling
	Advantages of Rust's Threading Model
	Advanced Features and Ecosystem
	Performance Considerations
	Summary Comparison with C++ std::thread
	References

	Race Conditions, Synchronization, Mutexes, Channels
	Understanding Race Conditions
	Synchronization as a Solution
	Mutexes in C++ and Rust
	Channels for Communication Between Threads
	Preventing Deadlocks and Other Concurrency Hazards
	Modern Trends and Research
	Summary Table: Synchronization Primitives Comparison
	References


	Asynchronous Programming
	Futures, await, and Task Models
	Introduction to Asynchronous Programming
	Futures: The Core Abstraction
	The await Keyword and Coroutine Support
	Task Models and Executors
	Differences in Programming Models
	Practical Use Cases and Advantages
	References

	Comparison: std::async in C++ vs. tokio, async-std in Rust
	Overview
	std::async in C++
	Rust's Async Runtimes: tokio and async-std
	Comparative Analysis
	Summary and Recommendations
	References



	VII Development Tools and Project Management
	Build Systems and Project Organization
	CMake and Make vs. Cargo
	Introduction
	Make: The Traditional Build Tool for C++
	CMake: Modern Cross-Platform Build System Generator
	Cargo: Rust's Integrated Build System and Package Manager
	Comparative Analysis
	Real-World Usage and Trends
	Conclusion
	References

	Managing Large-Scale Projects
	Introduction
	Modularization and Project Structure
	Dependency Management and Versioning
	Build Performance and Incremental Builds
	Continuous Integration (CI) and Automation
	Managing Cross-Platform and Multi-Architecture Builds
	Large-Scale Project Case Studies
	Summary and Recommendations
	References

	Documentation Systems: Doxygen vs. rustdoc
	Introduction
	Doxygen: The Standard for C++ Documentation
	rustdoc: Rust's Official Documentation Generator
	Comparative Summary
	Ecosystem and Community Usage
	Conclusion
	References


	Testing and Code Coverage
	Unit Testing: GoogleTest, Catch2, cargo test
	Introduction
	GoogleTest (gtest) for C++
	Catch2 for C++
	cargo test for Rust
	Comparative Summary
	Conclusion
	References

	Integration Testing
	Introduction to Integration Testing
	Integration Testing in C++
	Integration Testing in Rust
	Comparison and Best Practices
	Conclusion
	References

	Code Coverage Tools
	Introduction to Code Coverage
	Code Coverage Tools for C++
	Code Coverage Tools for Rust
	Best Practices for Using Code Coverage
	Summary Table
	References



	VIII Practical Projects in Both Languages
	Project 1 – CLI Calculator
	Introduction
	Project Requirements and Features
	Implementation Overview in C++
	Implementation Overview in Rust
	Comparison and Educational Value
	References and Resources
	C++ CLI Calculator (C++20)
	Rust CLI Calculator
	Conclusion

	Project 2 – Simple Web Server
	Overview
	Background and Purpose
	Building a Simple Web Server in Modern C++
	Building a Simple Web Server in Rust
	Comparison and Considerations
	Best Practices
	Summary
	References

	Project 3 – CSV File Analyzer
	Overview
	Importance of CSV Parsing in Software Development
	CSV Parsing in Modern C++
	CSV Parsing in Rust
	Error Handling and Validation
	Memory and Performance Comparison
	Summary
	References

	Project 4 – Mini Programming Language (Lexer + Parser)
	Project Description:

	Project 5 – System Monitor Tool
	Project Overview
	Rust Implementation (with sysinfo crate)
	C++ Implementation (Linux, reading proc data)
	Summary Table
	Educational Impact


	IX Advanced Topics and Language Interoperability
	C FFI and Cross-Language Integration
	Using Rust from C/C++
	Why Integrate Rust with C/C++?
	Core Concepts and Mechanisms
	Memory and Ownership Across FFI
	Tooling and Best Practices
	Example Workflow
	Comparison Summary
	References

	Writing shared libraries
	Purpose & Overview
	Creating a Shared Library in Rust
	Consuming Rust Shared Libraries from C/C++
	Interoperability and Memory Safety
	Safe Interop Between Rust and C++ with cxx Crate
	Comparison Summary
	References

	Interfacing Rust with Qt and WebAssembly

	Embedded Systems Programming
	Embedded Development in Both Languages
	Why Use C++ or Rust in Embedded Systems?
	Ecosystem & Community Maturity
	Language Features & Tooling
	Real-World Projects
	Challenges & Considerations
	Example Usage
	Summary & Best Practices
	References

	no_std and Hardware Abstraction Layers
	The no_std Approach in Rust
	Rust Hardware Abstraction Layer: embedded‑hal
	Hardware Abstraction Layers in C++
	Comparison: Rust vs. C++ HAL Approaches
	Real-World Ecosystem Highlights
	Summary & Best Practices

	Binary Size and Real‑Time Performance Comparison
	Overview
	Binary Size Comparison
	Real-Time Performance Comparison
	Embedded Systems Context
	Summary Table
	Best Practices for Embedded Developers
	Industry & Research Insights
	Conclusion



	X Conclusion and Future Outlook
	Which Language Should You Use and When?
	Use Cases Where Rust Excels
	Memory-Safe Systems & Security‑Critical Components
	Concurrency‑Intensive Applications
	WebAssembly Projects
	Embedded Systems and IoT with Memory Constraints
	New Systems Programming Domains & Kernel Development
	Game Engines, High‑Performance Tools, & Backend Services
	Summary

	Scenarios Where C++ Is Still King
	Game Engines and Real-Time Graphics
	High-Frequency Trading & High-Performance Finance
	Legacy Codebases & Long-Lived Systems
	Embedded and Real-Time Systems
	Systems Programming & Compiler Tooling
	Maximal Performance Tuning
	Summary Table
	Industry Data & Trends
	Conclusion

	Should You Learn Both? The Benefits of Dual Fluency
	Broader Career Flexibility and Market Demand
	Advantage of Complementary Paradigms
	Interoperability and Incremental Migration
	Strategic, Performance‑Safe Engineering
	Learning Curve and Complementary Skill Growth
	Ecosystem and Tooling Complementarity
	Summary Table


	Appendices and Reference Guides
	Appendix A: Syntax Reference & Side‑by‑Side Comparison
	Appendix B: Popular Tools and Ecosystem Overview
	Appendix C: Glossary of Terms
	Appendix D: Recommended Books, Courses, and Documentation
	Appendix E: FAQ – Frequently Asked Questions about Rust vs. C++



